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Abstract

The use and development of Scientific Computing Software (SCS) has become com-

monplace in many fields. It is used to motivate decisions and support scientific research.

Software Engineering (SE) practices have been shown to improve software quality in other

domains, but these practices are not commonly used in Scientific Computing (SC). Pre-

vious studies have attributed the infrequent use of SE practices to the incompatibility of

traditional SE with SC development. In this research, the SE development process, Docu-

ment Driven Design (DDD), and SE tools were applied to SCS using case studies.

Five SCS projects were redeveloped using DDD and SE best practices. Interviews with

the code owners were conducted to assess the impact of the redevelopment. The interviews

revealed that development practices and the use of SE varied between the code owners.

After redevelopment, the code owners agreed that a systematic development process can

be beneficial, and they had a positive or neutral response to the software artifacts produced

during redevelopment. The code owners, however, felt that the documentation produced by

the redevelopment process requires too great a time commitment. To promote the use of SE

in SCS development, SE practices must integrate well with current development practices

of SC developers and not disrupt their regular workflow. Further research in this field

should encourage practices that are easy to adopt by SC developers and should minimize

the effort required to produce documentation.
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Chapter 1

Introduction

Scientific Computing (SC) consists of using computer tools to simulate mathematical mod-

els of real-world systems, with the goal of better understanding and predicting the be-

haviour of those systems [68]. Results produced by Scientific Computing Software (SCS)

are used to motivate important decisions in a wide range of fields such as biology, climate

change, urban planning, and human health and safety. There is an agreement within the

Software Engineering (SE) community that following a systematic design process results

in a better software product, however SE methods and technologies have not pervaded the

SC community. This thesis attempts to apply SE methods and technologies to SCS, while

considering the challenges that are faced by SC developers.

This chapter discusses the context, motivation, and scope of the research, and describes

the organization of the thesis. Section 1.1 explains obstacles faced when applying SE
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methods to SC. Section 1.2 gives the motivation for this work, Section 1.3 clarifies the

research problem and scope, and Section 1.4 shows the organization of the thesis.

1.1 Research Context

Alongside laboratory experiments and field studies, SCS has become an important part of

the scientific process. SCS is developed for many purposes, and due to the complexity of

both scientific theory and experimentation, has become necessary in many fields of research

[73]. It is used to simulate physical phenomena, process large amounts of data, perform

complex calculations, and address problems that are too time-intensive, expensive, or dan-

gerous to perform experimentally [11, 28]. Scientific software can be considered another

type of experimental apparatus. The results produced by SCS can be used to drive impor-

tant decisions. However, SCS is often not used with the same care and rigour as laboratory

and field apparatus [74]. SC developers are often unaware or unconcerned with traditional

notions of software qualities and software development practices [33, 37]. In some cases,

misplaced trust in SCS has resulted in high-profile retractions of scientific papers [12, 30].

More importantly, there are examples in which the misuse or failure of SCS which have

more serious consequences, such as the 1991 collapse of the Sleipner A oil rig [13] and

the defects found in the signal-processing software used in the oil industry to site oil wells

[26].

2
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SE is the application of a systematic, disciplined, and quantifiable approach to the de-

velopment, operation, and maintenance of software [22, p.1]. SE methods have been ap-

plied successfully to many other domains since its conception in the late 1960s. The use

of a well-defined model of the software development process and good analysis, design

and implementation techniques can help achieve desirable software qualities [72, p.141].

A typical SE development process has well-defined phases. For instance, a generic process

framework has five phases: problem definition, requirements specification, design specifi-

cation, program implementation, and program maintenance [72, p.11]. A simplified view

of the phases of software development is shown in Figure 1.1.

A common SE development process is the waterfall process. It became popular in the

1970’s and is frequently used as a reference model in most introductory SE textbooks and

industrial practices [22, p.402]. The waterfall process follows a linear cascade of phases,

in which the output of each phase becomes the input of the next. The phases are separated

and sequential, and each phase must be completed before proceeding to the following one.

Documentation is produced in each phase and is used as input in the subsequent phase.

While the use of software engineering practices is claimed to increase desirable soft-

ware qualities [28], in practice, software engineering methods are infrequently applied to

the development of SCS [11, 33, 36, 58, 74]. In most application domains, software is

written for economic gain and to satisfy the needs of a client. The majority of SE tech-

niques are designed to decrease costs while increasing productivity, client satisfaction, and

3
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Figure 1.1: The basic phases of software development [72, p.11]

desirable software qualities. Many SC developers are professional end user developers,

who are often research scientists that work in highly technical, knowledge-rich domains.

They develop software to further their scientific research and goals [59]. SCS also exhibits

several complications that are not usually found in other software domains. The three most

notable complications are:

4
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i the dynamic and emergent software requirements,

ii the complexity of the application domain, and

iii the lack of test oracles [62].

Many traditional SE development processes have the rigidity of the waterfall process and do

not work well with the investigative nature of SC. They aim to satisfy a different set of goals

and as a result, do not transfer well. At present, SCS is often written in an ad-hoc manner,

following no standard development pattern [10, 60]. Previous studies that have investigated

development practices in SC have discussed the incompatibility of SC development with

rigid SE processes such as waterfall [35, 58, 60]. Since SC involves investigating novel sci-

entific questions, the waterfall process often fails to support the needs of the SC developers.

Agile development methods, which are more incremental and iterative, are often cited as

a more appropriate process for SC developers to follow since they coincide with practices

that are already present in the SC community [11, 58]. Agile methods, which emphasize

working software and changing requirements, discourage comprehensive documentation

[20]. The lack of documentation can be detrimental to large or complex software projects

[6], and SCS, at least in terms of calculations, tends to be very complex.

Given the prevalence of the use and development of SCS, as well as the importance of

the decisions that rely on it, there is an increasing need to find a repeatable and systematic

way to ensure the quality of such software. In this research, we propose the use of a soft-

5
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ware development process, which will be referred to as Document Driven Design (DDD).

While DDD itself does not require adherence to a rigid sequential process, it promotes the

creation of documentation, as if a rational process was followed. These documents corre-

spond to each design phase and use templates that are designed for SC. To determine the

efficacy of DDD, a case study was conducted involving the redevelopment of existing SC

projects using DDD. The goal of this research is to refine DDD and determine if desir-

able software qualities are promoted by using this development process, and SE tools and

techniques.

1.2 Motivation of Research

Due to its scientific and cognitive complexity, most SCS is written by domain experts

who develop the software for their own use, often referred to as professional end user

developers [58]. Most SC developers are experts in their field, but typically have no prior

SE education or training. Due to the complex nature of the application domain, it is difficult

for external software engineers, who lack nuanced understanding of the theory and complex

science of the problem, to adequately write the software. This results in most scientists

writing their own software to suit their needs. While exceptions exist, in previous studies

investigating the development practices in SC, it was found that collaborations between

software engineers and scientists often encountered difficulties [60]. As described by Segal

6
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[60], software engineers are used to following a traditional development process such as

the waterfall process. They expect the requirements of the software to be known before

the design and implementation are to be considered. However, scientists are used to the

requirements emerging over time. Most scientists who develop SCS do not follow any

specific development process [60, 62] as identified by the SE community. They work in an

iterative and exploratory manner that does not map to a phased development process. The

requirements of the software are often unknown prior to starting the implementation and

emerge over time.

Documentation and a separate testing phase are also hallmarks of traditional SE pro-

cesses. Since the scientists are often themselves users, and other users of the software

are typically domain experts themselves, little documentation outside of high level user

documentation and journal articles are produced. For end user computing, testing is often

not conducted in a systematic manner [63]. SC poses difficulties with regards to testing

because the correct answer of the problem is often unknown, resulting in a lack of test ora-

cles. Additionally, SCS is usually written in an academic setting, which can results in a high

turnover of developers. The absence of systematic documentation and testing, combined

with the high turnover of developers, can result in difficulties reproducing computational

experiments, assessing the correctness of the software, and extending and maintaining it.

Many high quality software products are produced from the SC community. However,

SE methods and tools can be valuable since software processes are structured to make de-

7
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velopment systematic and less error prone [22, p.388-390], resulting in a software product

that has more predictable qualities. In this research, we apply SE methods and techniques

that have been tailored to the unique needs of SCS. Common SE tools and technologies are

employed with the goal of producing SCS of predictable quality.

1.3 Research Problem and Scope

Generally, SCS can be divided into two categories: general purpose libraries or tools such

as a solver for a system of linear equations, and software written to model physical phenom-

ena [65]. In this study, we are primarily considering the latter, although this process and

documentation is applicable to both. The projects considered for this study are of a small

size due to the limited time available for redevelopment. The study participants are end

user developers [59] and apart from one, the primary purpose of the considered software

is to further their own needs. The software written by these scientists are used to investi-

gate scientific, rather than computational problems. The software in question is not high

performance computing software. In general, the software that is considered is not used to

motivate major decisions that have an impact on health, safety or economy. However, the

projects are redeveloped as if they were going to pass through a certification process.

The primary research problems that are addressed are as follows.

1. Can traditional SE methods be applied to SCS?

8
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2. Does DDD help to achieve desirable software qualities?

3. How can DDD be refined to best fit the needs of scientists developing SCS?

To answer these research questions, DDD was applied to existing SCS. The value of DDD

was assessed using interview with the code owners prior and post development. The results

of the interviews were used to draw conclusions about DDD and to determine successes and

avenues for further improvement.

1.4 Organization of Thesis

The thesis is organized into six chapters and three appendices.

• Chapter 1 provides an introduction to the challenges faced when applying SE meth-

ods to the development of SCS. This chapter presents the research context, motivation

of this research, and its scope.

• Chapter 2 defines desirable software qualities, presents the current practices in SC,

and gives an overview of DDD for SC.

• Chapter 3 describes the pilot study that was used to shape the case study design. The

documentation produced is described in detail.

• Chapter 4 contains the design of the case studies, an overview of each selected case

study, and the results of the interviews.

9
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• Chapter 5 is an analysis of the results of the interviews.

• Chapter 6 provides a summary of the thesis as well as future work.

• Appendix A contains the ethics application.

• Appendix B contains the results of the first interviews.

• Appendix C contains the results of the second interviews.

Note: All documents related to the pilot study are not included in the Appendices. The

complete set of pilot study documentation can be found at: https://github.com/smiths/swhs.

10



Chapter 2

Background

This chapter gives a brief summary of current practices in Scientific Computing (SC) (Sec-

tion 2.2), the desirable software qualities that are emphasized in this study (Section 2.1),

and an overview of Document Driven Design (DDD) for SC in Section 2.3. DDD is the

development process applied in this study.

2.1 Desirable Qualities for Scientific Computing Software

and Documentation

Quality is not a single measure, but rather it is divided into a number of quality factors,

or qualities. From [22], software qualities can be classified as internal or external and

product or process focused. An external quality is one that is observed by the users of

11
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a system. Internal qualities are visible to the software developers. The internal qualities

largely deal with the structure of a system and help to achieve external qualities. The

distinction between external and internal qualities can be difficult to discern due to the

large overlap between the users and developers of Scientific Computing Software (SCS).

Software qualities can also be attributed to the process used to produce a software prod-

uct, or to the software products themselves. The quality of the products produced is based

on the quality of the process that leads to the product [72, p.109]. For this reason, soft-

ware qualities apply to the development process, the documentation, the design, and the

implementation, and should be considered at all stages of software development.

Depending on the context and purpose of the software, different qualities have different

levels of importance. To control and manage qualities, they must be rigorously defined

[72, p.141]. The next section discusses important software qualities for SCS, which will be

emphasized throughout this thesis. The qualities are organized in four groups: correctness

and reliability; maintainability and reusability; verifiability, validatability and reproducibil-

ity; and, other qualities, which includes understandability, traceability, completeness, and

abstraction.

Correctness and Reliability

Correctness and reliability are essential qualities for SCS, but can be difficult to achieve

(see Section 2.2.1). While it is impossible to build completely error free software, the use

12
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of Software Engineering (SE) methods can help to reduce errors, improving correctness

and reliability of SCS.

Correctness

Correctness is an important quality for all software products. In general, software is correct

if it behaves according to its stated specifications [22]. For SCS, there are two stages

of correctness. The correctness of the mathematical model is validated against the real

world problem, and the implementation is verified against the mathematical model [68].

The software should yield the correct results for all input data [70]. In SC, computational

correctness is often cited as the most important quality for SCS [11, 37]. It is preferable that

the software return an error, rather than yield incorrect results. Correctness is an external

property that is improved when proven methods and processes are used [22].

Reliability

Reliability is a measure of the probability that the software performs its required function

under stated conditions for a specified period of time [70]. While reliability and correctness

are closely related, correctness is an absolute measure while reliability is a probabilistic

one. In an ideal situation, where the requirements themselves are assumed to be correct,

the set of all correct programs are a subset of the set of all reliable programs [22].

13
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Maintainability and Reusability

Due to the nature of SC, SCS is often reused or built upon, as the mathematical models they

are based on change. Software and documentation that is easy to modify promotes main-

tainability and reusability, which in turn promote other desirable software qualities, such

as correctness and reliability, which are improved when trusted components are reused.

Maintainability

The maintainability of the documentation and implementation should be considered through-

out the development process. Improving qualities such as readability, understandability,

and reliability results in more maintainable software that is easy to modify and build upon.

Good software practices such as detailed comments, descriptive variable and class names,

modularization, and maximizing cohesion and minimizing coupling also promote main-

tainable software [22, 74]. During the development process, requirements that are antici-

pated to change should be noted. The design, implementation, and documentation should

be developed in such a way that they can easily accommodate these anticipated changes.

The structure of the documentation and the design should maintain the qualities of consis-

tency, traceability and completeness [66]. Any changes made to documentation or design

should minimally impact their structure.

14
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Reusability

Reusability refers to the degree to which a software product or component can be used

in another software system. Software reusability facilitates an increase in productivity,

reduced development cost, and reduced implementation time. Reusability can also increase

the reliability of software, since reliability can be increased by reusing trusted components.

SCS especially lends itself to reuse, since program families, which are sets of programs

that have common properties and predictable variabilities[51], are common in SC [68].

Verifiability, Validatability and Reproducibility

SCS is built to model and simulate abstractions of real world phenomena. For these mod-

els and simulations to be useful, we need to be confident that the mathematical model is

suitable for the real-world problem, and the code is a suitable representation of the math-

ematical model, within the regime of use. Verification and validation are the assessments

used to build confidence in SCS. Software artifacts with the quality of verifiability and val-

idatability are key parts of the process to provide evidence of correctness and reliability of

the computational results of the software [48]. Additionally, one of the main principles of

scientific research is reproducibility. As with all scientific research, reproducibility in SC

gives additional confidence in the results.

15



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

Verifiability

In general, software is verifiable if its properties can be verified with reasonable effort

[22]. In the context of SCS, verification means ensuring that the mathematical models are

being solved correctly, ie. “solving the equations right” [54]. Verification extends to all

software artifacts: code, design, and all documentation should have the quality of verifi-

ability. To verify the code, it must be shown that the computational implementation is a

suitable representation of the mathematical model. Every design decision, line of code, and

individual requirement should be clear, unambiguous, and testable to help verify that the

software produced meets the requirements [66]. Traceability between the theory, numerical

algorithms, and the implementation helps to achieve verifiability. The internal quality of

understandability of the software artifacts also contribute to improved verifiability.

Validatability

Validation refers to the process of determining whether the mathematical model is an ac-

curate representation of the real world for the scientific or engineering problem begin ad-

dressed by the software [48, 64], ie. “solving the right equations” [54]. Validation often

involves the comparison of the computational model to experimental data. Several valida-

tion metrics are available to quantitatively compare computational and experimental results

[47].
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Reproducibility

Reproducibility is the ability of SC work to be duplicated, either by the same researcher or

by someone else working independently [56]. Reproducibility applies to the theory in the

documentation as well the computational results of the implementation [31]. Recommen-

dations as to how to achieve reproducibility in SC are discussed in [5]. Clear documenta-

tion that includes a specification of the theory and assumptions, as well as recording the

development environment, build environment, and data used for testing helps to achieve

reproducible SC research. The use of tools such version control and literate programming

also aid in achieving reproducibility. For example, literate tools such as Sweave produce

reports that can be automatically updated if there is a change in the data or analysis [41].

Other Qualities

Other important qualities for SCS artifacts include understandability, consistency, trace-

ability, and completeness. These qualities are internal qualities.

Understandability

Understandability refers to the extent to which a new developer can understand the doc-

umentation, design, and source code. Understandability influences maintainability and

reusability of the software and documentation. If the implementation, design, and doc-

umentation are understandable, they are easier to maintain and more likely to be reused.
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Understandability also helps to achieve verifiability [22]. Understandability is not always

easy to achieve in SCS, since it can be difficult to make the underlying science clear in the

code.

Consistency

All artifacts related to the software should have the quality of consistency. There should

be no contradiction between the documentation, the design, and the implementation. There

should also be no conflict between statements within the documentation. For example,

throughout all documents, the meaning of a symbol should be the same. A mathematical

equation that is numerically solved in the implementation should match a mathematical

equation in the documentation. Consistency between and within all artifacts of the soft-

ware promote other desirable qualities in software, such as reusability, maintainability, and

correctness.

Traceability

Traceability involves a mapping between the requirements, the theory, the numerical al-

gorithms, the design, and the implementation. Traceability can be achieved using cross-

referencing between components in the documentation, potentially shown via a traceability

matrix. The traceability matrix shows what modifications must be made if one component

is modified, which helps with maintainability. Explicit traceability between the theory,
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numerical algorithms, and implementation increases the verifiability of the final software

product [66].

Completeness

Completeness is important for both the code and documentation. The code is complete

once every requirement has been fulfilled. The documentation of the requirements is com-

plete when all goals, functionalities, attributes, design constraints, values, data, models,

symbols, terms, abbreviations, acronyms, assumptions and performance requirements of

the software have been defined. Completeness requires that the code can be verified us-

ing the information in the documentation, such as traceability to requirements, and design

decisions and proofs.

Abstraction

Abstraction of the documentation and the implementation should be employed. The SRS

document should contain all information pertaining to the properties of the software as well

as what the software must do, without specifying how this is to be achieved. For example,

the SRS should contain the mathematical equations to be solved by the software. The SRS

should not contain the numerical algorithms used to solve the equations, as that is a design

decision [66]. Abstraction should also be used in the development of the code to deal

with complexity. SC has an advantage over some other types of software for abstraction
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because mathematicians and theoreticians have devoted considerable effort to developing

underlying abstraction.

2.2 Developing Scientific Computing Software

This section discusses the challenges faced by SC developers (Section 2.2.1) and the de-

velopment practices that are commonly observed in the SC community (Section 2.2.2).

2.2.1 Challenges in Developing Scientific Computing Software

Developing SCS poses unique challenges when compared to software developed for other

domains. Some of the difficulties are due to inherent characteristics of SCS, while others

are due to the environments in which SCS is developed. SCS is developed to solve complex

and unexplored scientific and engineering problems. The development is largely done by

scientists who are experts in their scientific domain rather than by software engineers, due

to the large amount of scientific knowledge required. These domain scientists often have

no prior software training, so common software engineering practices are rarely applied.

In addition to a lack of training in, and awareness of software engineering practices, fund-

ing for proper use of software engineering techniques may not always be available. SCS

development is often financially dependent on an external funding agency, which results in

projects driven by scientific objectives that usually favour the development of new software
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instead of extending and maintaining existing software [21, 42]. Additionally, since SCS

is primarily developed to answer scientific questions, apart from correctness, achieving de-

sirable software qualities is often not an explicit priority (see Section 2.1 for description

of software qualities). This can be contrasted with traditional software development which

emphasizes software quality, since it is focused on producing software to fulfil the needs of

a customer [28].

The remaining challenges have to do with the nature of SC itself and the incompatibil-

ity of traditional SE methods. SCS is part of an exploratory process, in which the low-level

requirements are not frequently known a priori, but rather emerge through experimenta-

tion and iteration. Many traditional software engineering methods rely on having upfront

requirements and have discrete phases of requirements elicitation, design, and implemen-

tation. These methods do not adapt well to SCS, since the initial requirements are usually

unstable and ambiguous. Since the process of developing SCS is iterative and exploratory,

it is difficult to follow discrete development stages [60].

Due to the nature of SC, while correctness and reliability are cited as the most important

qualities, they are difficult to assess [11, 37]. The difficulty comes from potentially many

sources of error, and the challenge with testing SCS (testing techniques are discussed in

Section 2.3.2). According to [10], there are three main places where defects can occur: in

the underlying science, in the translation of the model to an algorithm, or in the translation

of the algorithm to code. A mathematical model is created to represent the relevant aspects
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of a real world problem. The mathematical model should be a suitable representation of the

real world; however, the assumptions made to produce a mathematical model can introduce

errors due to lack of knowledge about the problem or error by the scientists. Translation of

the model into a numerical algorithm can also introduce errors.

SC often involves taking a continuous mathematical model and discretizing it so it can

be solved by a computer. Approximation error will always be present to some degree due

to roundoff and truncation errors. Roundoff error occurs due to the finite nature of com-

puter floating point arithmetic. Truncation error is the result of numerical approximations,

such as error arising from truncating a Taylor series approximation. Finally, mathematical

models are often solved using iterative methods that construct a sequence of approximate

solutions. These iterative methods are convergent if the error goes to zero as the number

of iterations gets large [23]. However, in practice, the rate of convergence and the impact

of round-off errors at each step may not be accounted for. While errors of these types are

often unavoidable, the degree to which they are acceptable is not always clear. Lastly, error

can be introduced during implementation, when the numerical algorithm is translated into

code. In addition to making correctness and reliability difficult to achieve, this last step

also has an impact on the understandability of the software. The underlying science behind

the code may not be obvious once it is translated into a numerical algorithm.

The three stages at which error may be introduced can be uncovered to some extent by

testing the software. Checking that the model is a suitable representation of the real world
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is called validation (see Section 2.1). This is usually accomplished by comparing compu-

tational results against experimental results or real world measurements. These results and

measurements are not always available due to them being too dangerous, too expensive,

or too complex for experimentation or measurement. The introduction of errors caused by

discretization of the model and translation of the model into code have to do with verifica-

tion, discussed in Section 2.1, which involves confirming whether the mathematical model

is solved correctly. This can be difficult to assess as well, since the true solution to the

mathematical model is often unknown.

The challenges faced by developers of SCS are complex and unique. Suggestions have

been made attempting to address these challenges, but no consensus or universal develop-

ment model has been reached. The next section discusses development practices currently

employed in SC.

2.2.2 Current Practices in Scientific Computing

Many studies have investigated development practices and the use of SE in the SC commu-

nity [10, 11, 36, 35, 60, 62]. Common practices were observed and are discussed below,

however systematic SE practices were infrequently used. SE practices can generally be

divided into activities involved in development workflow and infrastructure that supports

software development [28]. Development workflow includes design, documentation, re-

quirements elicitation, testing, and verification and validation. Infrastructure supporting
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software development refers to the use of software tools to aid development. The use of

these practices has not been widely observed in most SC communities.

Traditional SE development methods split development into distinct phases, as shown

in Figure 1.1. Each phase results in the development of either part of the software system

or something associated with the system, such as documentation [22, p.6]. It was observed

that the scientists and engineers developing SCS followed a rapid, incremental and iterative

development process [35, 58]. Requirements gathering was integrated with coding and

software evaluation, and discrete phases, such as those found in the waterfall model, were

not frequently observed. In general, for SC developers, a separate software design step was

not observed [28, 61]. Most of the SC developers observed wrote software for their own

use. They often assumed that a design that would suit their needs would suit the needs of

any user [28]. Requirements specification documents were rarely produced, and when they

were produced they generally focused on high-level requirements [28].

Several studies have claimed that testing practices used by SC developers are limited

[28, 34, 37]. SC developers often view the code and the implementation of model as in-

separable. Testing is used to show that the theory is correct, rather than used to uncover

faults in the code [28, 34]. Validation testing is often performed by the comparison of

the computational results with experimental measurements but verification testing is not

widely performed [34]. Testing tends to be ad-hoc and there is a lack of unit testing and

automated regression testing [34, 38].

24



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

Additionally, the use of development tools such as version control, task automation,

IDEs, automated build systems, and continuous integration were rarely utilized by SC de-

velopers [11, 74]. The use of these tools can lead to considerable improvements in the

quality of SCS.

Applying traditional software development processes to SCS can pose many challenges;

however, the use of proper SE methods can help to realize qualities resulting in better soft-

ware. With an increasing reliance on software to support research and important decision

making, it is vital to ensure that SCS can be trusted.

2.3 Document-Driven Design for Scientific

Computing Software

The process of DDD for SC [65] is outlined in this section. Due to the exploratory and

investigative nature of SC, it is often difficult to follow a systematic or rational software

design process. Since the objectives of the software can change during the development

process, traditional sequential development models, such as the waterfall model may not

be practical. However, it is still beneficial to “fake” a rational design process [52]. A

rational process, such as the waterfall process (see Section 1.1), is a process for which each

step can be shown to be the best way to get to a well defined goal [52]. This helps to

preserve the desired software qualities described in Section 2.1. The reuse of a rational and
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standardized process can result in a more successful software product, since the process

can be refined and improved over time to produce more predictable results.

While in practice the development of SCS may not follow the top down approach of a

rational process, in [65] an alternative is proposed. A variation of the V-model, an extension

of the waterfall model (discussed in Section 1.1), is shown in Figure 2.1. This model does

not require that the development process be divided into phases, but it provides a guideline

for documentation. The process in Figure 2.1 can be used to produce documentation for

SCS, as if a systematic development process had been followed.

Figure 2.1: V-model for scientific computing software documentation [65]

DDD includes a problem statement, requirements specification, design specification,
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code implementation, and a verification and validation plan and report.

2.3.1 Software Requirements Specification

The Software Requirements Specification (SRS) is the first major document in this design

process. In general, an SRS provides a description of the functional and nonfunctional

requirements of a software system. The purpose of the SRS is to clearly and accurately

describe the characteristics and behaviour of the system. There are several advantages of

creating an SRS for SCS. An SRS explicitly lays out the problem to be solved and provides

a starting point for the design phase. It helps to reduce ambiguity by clearly identifying

and documenting the range of model applicability, as well as the assumptions that were

used to simplify the real world problem into a mathematical model. An SRS also helps to

increases confidence that all cases have been considered, and encourages careful analysis

of the problem prior to the design phase of the software [67].

The SRS documents created in this study use the template proposed in [67], which is in-

tended specifically for SCS. Since SC problems are complex, there can be many sources of

ambiguity when documenting the requirements. Using an SRS template is beneficial since

a template identifies the information needed and acts as a checklist, reducing the chances

of important information being omitted. It helps to ensure the creation of a complete SRS,

which can provide a standard against which correctness and reliability of the software can

be judged. The template used in this study has a hierarchical structure, which decomposes
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the abstract goals of the software to concrete mathematical models to be solved by the

software. Since all assumptions and derivations are clearly stated, validatability and verifi-

ability are easier to achieve. More details on the specific structure of the SRS template and

the software qualities influenced can be found in Section 3.1.

2.3.2 Verification and Validation Plan

Verification and validation are integral processes in achieving software quality. The Verifi-

cation and Validation (V&V) Plan document outlines the system tests and any other testing

techniques that will be used to build confidence in the computational solution provided by

the software.

As discussed in Section 2.2.2, developing test cases for SCS can be difficult since SC

problems often lack test oracles. Traditional SE testing techniques do not always transfer

well since most SE testing techniques assume accurate test oracles and the ability to run

large test suites and interpret the results [39]. Since it is difficult to find meaningful test

cases with known solutions, several types of testing techniques may be needed to build

confidence in the software. A combination of dynamic testing and static analysis techniques

can be used and recorded in the V&V Plan.

Dynamic testing is the verification of the behaviour of a program on a finite set of test

cases against expected behaviour and involves execution of the code [55]. Dynamic testing

techniques are listed below, with details to follow.
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• system testing

• pseudo oracle

• testing known properties of the solution, ie. sanity checks

• comparison with a known solution of a subset of the real problem

• metamorphic testing

• unit testing

• integration testing

• regression testing

• mutation testing

System-level software testing is testing of the entire code as a whole [55]. System tests

can be difficult to perform when a complete test oracle does not exist. In such cases, the

a pseudo oracle may be used, where a pseudo oracle is an independently written program

intended to fulfill the same specification as the original program [15]. While it is possible

that one or both of the programs are incorrect, agreement between them helps to build

confidence. It is also possible to design test cases, or sanity checks, that ensure known

solution properties are satisfied. Additionally, test cases can be designed for a subset of the

real problem if there is a known solution for the subset [65]. Metamorphic testing can be
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employed when a test oracle is not complete, which involves constructing follow-up test

cases from successful test cases, with reference to certain properties of the problem known

as metamorphic relations [7, 44].

Other dynamic testing methods include unit tests, integration tests, and regression tests.

Unit tests cover each module of the code. They can be used to ensure that each module

is working properly and allow testing to proceed iteratively throughout the development

process [8]. Integration testing requires that specified test suites be run when program

modules are combined into groups [55]. Regression testing involves the comparison of

software output to the output from earlier versions to prevent the introduction of coding

mistakes by detecting unintended consequences of changes in the code [55]. Mutation

testing is a type of testing that is used to assess the quality of a set of tests. It involves

generating new, slightly modified sets of the program, called mutants. The adequacy of the

set of test suite are determined by the ability of the tests to detect the mutants [14].

Static analysis can also be used for verification of the code. Static analysis is any type

of assessment of software correctness that does not require program execution [55]. Static

analysis techniques are listed below, with details to follow.

• code inspection

• code walkthroughs (peer reviews)

• automatic static analysers
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• correctness proofs

Hatton [27] estimates that 40% of software failures are due to static faults. Additionally,

while code review is rare in SCS development [53], many studies have shown that code

review is the most effective way to find bugs [9, 17]. Code inspections involve the code

developers and testers inspecting the code for errors, and code walkthroughs involve the

developers explaining the code to their peers, followed by a discussion [17]. Automatic

static analyzers, such as Lint [32], are external tools that are designed to find inconsistent

or undefined use of a programming language that a compiler will likely overlook, as well

as coding constructs that are generally considered unsafe [55].

Validation should also be included in this document. If experimental results are avail-

able, they should be identified in the V&V Plan for comparison with the computational re-

sults. Depending on the purpose of the code, a validation phase may not be necessary. For

instance, for a general purpose tool like a solver for a linear system of equations. The V&V

Plan should also include details about other techniques used such as code walkthroughs,

code inspections, correctness proofs, and the approach for automatic testing. Additional

details about the structure of the V&V Plan and examples of testing techniques can be

found in Section 3.2.

Figure 2.2 shows a general case of a table of contents for the V&V Plan. The first two

sections cover general and administrative information. The Evaluation section explains

the methods, tools, and techniques that will be used. The System Test Description section
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gives an example of how a system test will be documented. In an actual V&V Plan, there

would be multiple instances of this section, each corresponding to a different system test.

If validation and other testing techniques are appropriate, they would be included as well.

Figure 2.2: General V&V Plan Table of Contents
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2.3.3 Module Guide

The Module Guide (MG) is a high level design document. It provides a high level view

of the software architecture and shows the decomposition of the system into modules. A

module is defined as a work assignment [49] and the decomposition of the software system

into modules is based on the principle of information hiding [50]. To effectively decom-

pose a system, each module should encapsulate system changes that are likely to occur

independently and should be simple enough to be understood fully. Each module is charac-

terized by a design decision, or secret, which it hides from other modules. There should be

loose coupling between modules and high cohesion within a module [45]. The interfaces

between the modules should be well defined and should reveal as little as possible about

its inner workings. SCS typically follows an Input⇒ Calculate⇒ Output design pattern

[65]. Most designs will include an input format hiding module, an input parameter data

structure hiding module, and an output format hiding module. Variation between designs

will mostly be found in the modules dealing with calculations [65].

Ideally, the software architecture should be designed based on the anticipated needs of

the software in the future, since early design decisions have a major impact on the quality

of the final system [72, p.13]. The use of modularization in software design can improve

qualities such as maintainability and understandability of software, and can reduce overall

development time [45, 49]. Since a modular software system is designed with anticipated
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changes in mind, it should be possible to make a major software change as a set of indepen-

dent changes to independent modules [50]. It is possible to modify, substitute, or remove

modules with minimal impact to the rest of the software, which makes maintenance of the

software easier as well as increases the likelihood of reusability of its components. Modu-

larity also allows for increased understandability of a complex software system, since each

module is designed to be comprehensible individually.

In addition to designing the software system in modules, documentation of the modules

further promotes maintainability, understandability, and reusability of the code. The MG

template used also promotes these qualities in the document itself. An example of an MG

can be found in Section 3.3.

2.3.4 Module Interface Specification

The Module Interface Specification (MIS) is the second design document in the DDD pro-

cess. It provides an abstract view of the design of the implementation; however, it is less

abstract than the MG. The MIS shows the interface and external observable behaviour of

each module by specifying the syntax and semantics of its access routines. It provides

enough information for each module to be developed independently without specifying its

internal workings, which are the secrets of the module given in the MG.

The MIS improves the understandability of the software interface and encourages reusabil-

ity and maintainability of the software.
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2.3.5 Verification and Validation Report

The V&V Report is the corresponding document to the V&V Plan. This document contains

a summary of the results of the V&V activities and can be completed once the implemen-

tation and other documentation have been finished. The results should be summarized with

enough detail to convince the reader that all V&V activities outlined in the V&V Plan were

completed. This document should also contain any changes that were made to the software

as a result of the issues uncovered during the V&V activities. The results of the V&V ac-

tivities performed for the Solar Water Heating System (SWHS) pilot study can be found in

Section 3.4.

2.3.6 Recommended Use of Software Engineering Tools and Practices

In addition to documentation, the use of SE tools can increase the efficiency and productiv-

ity of the development process, as well as improve the qualities of the software [74]. The

use of software tools help to automate repetitive tasks, allow for easier debugging, and can

result in code that is easier to understand, maintain, and reuse.

As described in Section 2.3.3, the code should be structured into modules. Variable

and function names should be consistent, distinctive, and meaningful, and the style and

formatting of the code should be consistent [74].

Version control tools, such as Apache Subversion (SVN) [19] and Git [1], should be
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employed for better management of all material associated with the project. Furthermore,

version control ensures good data provenance, since a set of results can be tied to a specific

software version and set of input files [8]. Issue tracking software should also be used to

keep track of requirements and features to be added, and bugs that need to be addressed.

Testing is important throughout the development process. Test cases should be au-

tomated and can be considered prior to beginning the implementation [29]. Automated

testing harnesses that include unit tests, integration tests, and regression testing make it

easier to run tests frequently [74].
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Solar Water Heating System Pilot Study

The Solar Water Heating System (SWHS) project was used as a pilot study to help deter-

mine the structure of the case study redevelopment projects. Two informal interviews were

conducted with the code owner, Dr. Marilyn Lightstone, and the results of the interview

were used to shape the questions used for the subsequent case studies.

The SWHS program is a simulation of a solar water heating system incorporating Phase

Change Material (PCM). The program calculates the temperature and energy of the water

and PCM over time. A simple representation of the system is shown in Figure 3.1. All

of the documents described in Section 2.3 were produced, except for the Module Inter-

face Specification (MIS). A complete reimplementation and an automated testing harness

was constructed as well. All documents and code produced can be found in the GitHub

repository: https://github.com/smiths/swhs.
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Figure 3.1: Solar water heating tank, with heat fluxes from the coil and to the PCM of qc

and qp, respectively

3.1 Software Requirements Specification for SWHS

The different sections of the Software Requirements Specification (SRS) template are shown

in Figure 3.2. The SRS has six main sections. The first section serves as a reference sec-

tion, containing all units, terminology, and symbols used in the SRS. Since the meaning of

a symbol or term is often dependent on the context in which it is used, a reference section

with these defined can help to prevent any ambiguity. The next section gives an overview of

the SRS document, including the purpose, scope, and organization of the document. The
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third section provides general information about the system, such as user characteristics

and system constraints. This helps to ensure that the final software is used correctly. The

fourth section, containing the high-level description of the problem to be solved, as well as

the derivation of the mathematical model, is the most important and will be described in

more detail below. The fifth section provides a concise list of the functional and nonfunc-

tional requirements of the software. The sixth section lists the changes that are likely to be

made to the mathematical model in future iterations of the software. These likely changes

are taken into account when designing the implementation. The final section contains a

traceability matrix that shows the dependencies between the different components of the

SRS.
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Figure 3.2: Table of Contents of the Software Requirements Specification for SWHS

The structure of the SRS template supports both reuse and maintenance. To help

achieve both these qualities, the principle of “separation of concerns” is used. The in-

formation in the SRS is presented in decreasing levels of abstraction, with each level being

self-contained. The abstract goals (in Section 4.1.3) are systematically refined into con-
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crete mathematical models (in Section 4.2.5), with each step broken down into structured

units. This structure allows for reuse and easy modification of both high-level and low-

level requirements, without disrupting the structure of the SRS. Traceability, using cross-

referencing throughout the document, helps maintain consistency, if any changes are made.

Traceability also aids in verification, since the derivation of the mathematical model can be

traced from the abstract goals to the concrete mathematical equations.

As stated above, the Specific System Description section (Section 4.0) contains a de-

scription of the problem to be solved. This section is divided into two subsections. The

first subsection gives a high-level view of the problem to be solved, a description of the

physical system being modelled, and the goals of the software. The problem description

is a concise statement of the problem. It should be written in simple enough terms that an

educated layperson would be able to understand the function of the software. The purpose

of the problem description is to provide a concise statement of the problem and to narrow

the scope of the problem, without specifying how to solve it. The problem description for

SWHS can be found in Figure 3.3. From the problem description, abstract goal statements

can be produced. The goal statements for SWHS are shown in Figure 3.4. The physical

system is also described in this subsection. A diagram of the physical system modelled by

SWHS is shown in Figure 3.1.

The second subsection includes the derivation of the mathematical model to be solved

by the software. The mathematical model, is refined from the abstract goals as shown in

41



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

Figure 3.3: Problem Description for SWHS

Figure 3.4: Goal Statements for SWHS

Figure 3.5. All assumptions, data definitions, and derivations used to construct the final

model can be found here. The mathematical equations that are solved by the software are

referred to as instance models.

Figure 3.5: Refinement of Abstract Goals to Concrete Instance Models

Clear and correct assumptions are a crucial part of the mathematical modelling process.
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Assumptions simplify the original problem into something that can be solved algorithmi-

cally. It is essential that the assumptions are defined clearly. Different assumptions can

result in different mathematical models, changing the applicability of the solution to dif-

ferent scenarios. In the context of the SRS, the assumptions are used in the refinement of

goal statements (see Figure 3.5). A sample of the assumptions from SWHS are shown in

Figure 3.6.

Figure 3.6: Sample Assumptions for SWHS

The theoretical models are the governing equations and scientific laws that are the basis

of the mathematical problem solved by the software. The goal statements are refined into

theoretical models using the assumptions, as shown in step (1) of Figure 3.5. For example,

GS1 and GS2 (Figure 3.4) are refined into T1, shown in Figure 3.7, using A1 (Figure 3.6).

T1 contains the equations for the conservation of thermal energy, which forms the founda-

tion for the derivation of the final instance models. The abstract nature and format of the

43



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

theoretical model facilitates reuse for other problems. It is possible to reuse T1 for other

thermal analysis problems. For example, T1 is also used in the SRS of another study per-

forming the thermal analysis of a single fuelpin in a nuclear reactor [40]. Using different

assumptions, T1 is refined into a different general definitions from the SWHS problem.

Figure 3.7: Theoretical Model 1 for SWHS

The general definitions are the laws and equations that are used indirectly to develop

the mathematical models. The general definitions are refined from the theoretical models

using the assumptions, as shown in step (2) of Figure 3.5. T1 (Figure 3.7) is refined into

GD2 shown in Figure 3.8 using A3 to A6 (Figure 3.6).
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Figure 3.8: General Definition 2 for SWHS

The data definitions are the symbols and physical data used in developing the final

instance models. An example, DD1 is shown in Figure 3.9.
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Figure 3.9: Data Definition 1 for SWHS

The instance models are the mathematical equations that the software is intended to

solve. Here, the problem defined in the Problem Description section is reduced to one

expressed in mathematical terms. The instance models use the concrete symbols defined

in the data definitions to replace the abstract symbols in the theoretical models, step (3) in

Figure 3.5. For this problem, the instance models are a system of Ordinary Differential

Equations (ODEs) representing the energy balance on the water and PCM, as well as the

energy equations for the water and PCM. IM1, shown in Figure 3.10, shows the energy

balance on the water. IM1 is refined from GD2 using A15, A16, DD1, and DD2. A15,

A16, and DD2 are not shown in this section, but can be found in the GitHub repository.

Figure 3.11 shows the specific traceability to assumptions and data definitions for refining
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GS1 and GS2 into IM1.

Figure 3.10: Instance Model 1 for SWHS

Figure 3.11: Refinement of GS1 and GD2 to IM1
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Section 5 of the SRS contains the Data Constraints, which are necessary for solution

validation. This section clarifies environment and system limitations imposed on admissi-

ble data, such as input parameter constraints, as shown in Figure 3.12. For example, the

PCM volume must be sufficiently large to prevent a divide by zero error. The PCM volume

also must be less than the volume of the tank since the PCM is contained within the tank.

An explanation of the superscripts in the table are given in the SRS. Lastly, the Solution

Characteristics Specification includes a section that describes any properties that a correct

solution to the physical problem will have. For the physical problem modelled by SWHS,

a correct solution must exhibit the law of conservation of energy. This property can be used

to create additional system tests to build confidence in the solution of SWHS.

To accommodate the incremental and iterative nature of most Scientific Computing

Software (SCS) development, the final section of the SRS lists the changes that are likely

to be made to the model in the future. The assumptions that must be altered are shown

beside each likely change (see Figure 3.13). The traceability within the document allows

for easier tracking of changes since the cross-referencing shows which equations in the

SRS are affected by a particular assumption.

The final section of the SRS contains the traceability matrix. The purpose of the trace-

ability matrix is to provide an easy reference on what has to be modified if a certain com-

ponent is changed. If a component shown in one of the rows is modified, every item in

the corresponding column of the component marked with an “X” might also have to be
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Figure 3.12: Data Constraints on Input Variables for SWHS

Figure 3.13: Likely Change 1 for SWHS

modified. A subset of the full traceability matrix for SWHS is shown in Table 3.14.

3.2 Verification and Validation Plan for SWHS

The Verification and Validation (V&V) Plan contains all of the verification and validation

activities to be carried out for SWHS. Six system tests were carried out as well as unit
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Figure 3.14: Traceability Matrix for Components for SWHS

testing of the modules. Figure 3.15 shows an excerpt from the table of contents of the V&V

Plan for SWHS. The first two sections outline the tests for checking the system behaviour

when faulty inputs are encountered. These tests were derived using the Data Constraints

table from the SRS shown in Figure 3.12. The system is expected to produce either an error

message or a warning message for faulty input. A specific error message exists for each

row of the Physical Constraint in Figure 3.12 and a specific warning message exists for

each Software Constraint in Figure 3.12. The expected message is recorded in the V&V

Plan.

A common difficulty with Scientific Computing (SC) is the lack of test oracles (See

Section 2.2.1). Since no true solution is available for the mathematical model solved by

SWHS, different testing techniques were used to build confidence in the numerical solution.

50



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

Figure 3.15: Subset of Table of Contents for V&V Plan for SWHS

The next four system tests compare the solution produced by SWHS with solution produced

by considering a subset of the mathematical model, with other computational solutions, and

by checking known properties of the solution.

Although a true solution is not available, it is possible to find a solution to a special case

of the mathematical model. A closed form solution was found for the mathematical model

if the PCM volume is zero. While SWHS cannot accept a PCM volume of zero, since it

would result in a divide by zero error, the volume can be set to a negligible amount (i.e.

10−6). The numerical solution produced is compared to the closed form solution in a test

case.

The next two system tests involve comparing the results of SWHS to the other numeri-
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cal solutions. The first test replaces the ODE solver used by SWHS with a solver that uses

a different numerical method to compute the solution. The second test compares the results

produced by SWHS with an independent FORTRAN implementation that solves the same

mathematical model.

The final test case does not test the results of the numerical solution of SWHS but

verifies a property the true solution is known to have. For the solution to be correct, energy

must be conserved through the system. This test is designed to verify that the total energy

through the coil is equal to the total energy in the system, the total energy output subtracted

from the total energy added through the coil equals the total energy in the water, and the

total energy input to the PCM is equal to the energy in the PCM. These tests verify that the

solution exhibits the law of conservation of energy, which must be true for the solution to

be correct.

The final set of tests are unit tests. The information recorded for each unit test is shown

in Figure 3.16. The expected output of the module was calculated by hand and recorded in

the V&V Plan for comparison.

3.3 Module Guide for SWHS

The modular decomposition for SWHS is recorded in the Module Guide (MG). Figure 3.17

shows the sections of the MG. This document begins with an explicit statement of antici-
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Figure 3.16: Unit Test Information Recorded in V&V Plan for SWHS

pated changes and unlikely changes, an example of which are shown in Figure 3.18. Each

anticipated change corresponds to one module. If an anticipated change must be made,

only one module needs to be reimplemented. An excerpt of the unlikely changes are shown

in Figure 3.19. These changes were not considered when designing the system and would

likely require changing more than one module.

The modules are summarized in a decomposition of secrets hierarchy, as shown in

Figure 3.20. The modules in Level 2 are the leaves in the hierarchy tree and so are the

modules that will actually be implemented.

Each module is decomposed according to the principle of information hiding discussed

in Section 2.3.3, proposed by [50]. The details of the Temperature Module are shown in

Figure 3.21. The decomposition describes the Secrets and Services of the module, where

the Secrets are the design decisions hidden by the module and the Services are a statement

of the function provided by the module. The decomposition suggests how to implement the

module, which depends on the programming language that is selected for the implementa-
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Figure 3.17: Table of Contents of the MG for SWHS

Figure 3.18: Sample of Anticipated Changes for SWHS

54



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

Figure 3.19: Sample of Unlikely Changes for SWHS

Figure 3.20: Module Hierarchy

tion.

Figure 3.21: Temperature Module

The MG also contains two traceability matrices. The first, which is shown in Fig-
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ure 3.22, gives the mapping between the modules and the requirements. Should any re-

quirements change, changes will likely need to be made to each module listed. For ex-

ample, R3 states that the software must verify that the inputs satisfy the required physical

constraints that are shown in Figure 3.12. Should this requirement change, only M4, the In-

put Verification Module would need to be modified. The second traceability matrix shown

in the MG gives the mapping between the anticipated changes and the modules. As men-

tioned previously, for SWHS, a one-to-one mapping exists.

Figure 3.22: Traceability Between Requirements and Modules

Lastly, the MG contains a directed acyclic graph showing the relation between the mod-

ules. This is shown in the use hierarchy in Figure 3.23. As mentioned in Section 2.3.3, each

level of the hierarchy offers a testable and usable subset of the system. The modules in the

higher levels are essentially simpler because they use the modules in the lower levels to
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implement their functionality.

Figure 3.23: Uses Hierarchy among SWHS Modules

3.4 Verification and Validation Report for SWHS

The final document produced for the SWHS project was the V&V Report. This document

summarizes the results of the testing activities that were outlined in the V&V Plan (see

Section 3.2). The V&V Report records whether each test passed based on the expected

outputs and tolerances defined in the V&V Plan.

All of the tests conducted for SWHS passed based on the criteria given in the V&V

Report. No changes were made to the software as a result of the testing.
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3.5 Matlab Implementation

The Matlab implementation differed from the original FORTRAN implementation in sev-

eral ways. The original implementation was not divided into modules. The program ac-

cepted a text file as input and produced a text file as output. The Matlab implementation

is split into modules as shown in Section 3.3. Table 3.1 shows the traceability between the

modules and the Matlab files. The Matlab program was designed with change in mind, as

described in Section 3.3. An attempt to minimize the amount of alteration of the Matlab

files if any anticipated changes were required. Two examples are given below.

In the FORTRAN implementation, the Euler method is used to solve the ODEs and is

hard-coded into the program. Different solvers may be required if the mathematical model

is altered. Changing the numerical algorithm for solving the ODEs would require extensive

modifications of the code. In the Matlab implementation, the built-in solver, ode45, is

used, which uses the explicit Runge-Kutta methods. Changing the solver requires minimal

modification of the Control Module, M9, as shown in Figure 3.24. Additionally, the Matlab

implementation creates an output file that contains both input and output parameters. To

add a parameter, only two files must be modified: load_params and verify_params.
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Modules Matlab Filename(s)

M1 Hardware Hiding Module Implemented by OS

M2 Input Format Module load_params

M3 Input Parameters Module load_params

M4 Input Verification Module verify_params

M5 Output Format Module output, plot

M6 Output Verification Module verify_output

M7 Temperature ODEs Module temperature1, temperature2,

temperature3, event1, event2

M8 Energy Equations Module energy1, energy2, energy3

M9 Control Module main

M10 Sequence Data Structure Module Implemented by Matlab

M11 ODE Solver Module Implemented by Matlab

M12 Plotting Module Implemented by Matlab

Table 3.1: Traceability Between Modules and Matlab Files
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Figure 3.24: SWHS Matlab Control Module Excerpt
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Chapter 4

Experimental Study

A qualitative case study approach is used to study the impact of traditional Software En-

gineering (SE) practices on Scientific Computing Software (SCS). The design of the case

study, the method of data collection, and a summary of the participant responses can be

found in this chapter. Details on the ethics application can be found in Appendix A and

transcripts of the interviews can be found in Appendices B and C. Identifying information

has been redacted from the interview transcripts.

4.1 Case Study Design and Data Collection

The case study design and data collection methods are described here. Section 4.1.1 con-

tains the criteria used to determine whether a project was appropriate for this study. Scien-

tific Computing (SC) projects that fit the described criteria were selected and redeveloped
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by undergraduate student researchers during the Spring/Summer of 2015. Interviews with

the code owners of the SC projects were conducted before and after redevelopment by an

independent researcher. Information about the interview process and questions used for

data collection are described Section 4.1.2. Details on the ethics application can be found

in Appendix A.

4.1.1 Criteria for a Candidate Redevelopment Project

The software included in the study was selected based on the following criteria:

1. The software should emphasize SC, either in terms of solving a specific physical

problem, or as a general purpose SC tool.

2. The software should be small to medium in size, between 1000 to 5000 lines of code.

3. The software should not be too complex or require too much domain knowledge. The

students redeveloping the software will have either a computer science, mathematics,

or software engineering background. They are comfortable with mathematics, and

in some cases numerical methods, but most do not have a strong background in the

physical sciences.

4. The software should be of continuing interest to its owner, and there should be future

plans to use it.
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5. A command line interface is preferred over a GUI, since we are only interested in

insight into development of SCS.

6. While the specific programming language does not matter, the source code should be

available.

7. Some documentation other than the source code should be available in the form of

a user guide, theory manual, developer’s guide, graduate thesis, or undergraduate

thesis.

8. The owner should be available to answer questions.

Seven SC projects (including the Solar Water Heating System (SWHS) pilot project,

see Chapter 3) were selected for redevelopment. All seven projects initially met the criteria

described in Section 4.1.1, except for the last criterion, which will be discussed further in

Chapter 5. Six of the participants are academic scientists or engineers and their software is

developed for their own research needs. One participant is an industrial scientist. While in

this case the software itself is not a commercial product, it is used to create a commercial

service. In all cases, the participants held a PhD in their domain of interest.

4.1.2 Redevelopment and Data Collection Methods

The seven SCS projects were redeveloped using a Document Driven Design (DDD), as

described in Section 2.3. The specific technologies and methods varied depending on the
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project, but the general process of DDD was applied. For each project, a subset of the

following artifacts were produced:

• Requirements document

• Design document

• Code

• Test plan and test results

The implementation of the code can be traced to the requirements and design documents.

The software is supported by tools commonly used as part of best practices in software

development, such as the use of a concurrent versioning system and a proper build system,

which supports generating documentation, executable code and regression tests.

Details about the interviews

To measure the effectiveness of DDD, the attitudes of the software owners were recorded

before and after the redevelopment through interviews conducted by an independent re-

searcher: Dr. Diane Kelly, from the Department of Mathematics and Computer Science

at the Royal Military College of Canada. The purpose of the interviews was to ascertain

the perception the software owner in regards to the importance of software activities that

contribute to improved software quality. Two interviews were conducted with each soft-

ware owner. One interview took place before the software was redeveloped using DDD
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approaches and a second interview was conducted after redevelopment. Since perceptions

can impact the successful adoption of new software development approaches, a qualitative

rather than quantitative assessment was used in the form of open-ended exploratory inter-

views. The exploratory nature of this study also leads to questions of a qualitative nature.

Rather than a yes/no survey, interviewees were encouraged to take control of the interview

and comment on broad areas suggested by the interviewer. Prompts such as “tell me more”,

“give me some examples”, “are there reasons for this?”, and “what else would you do?”

were used to encourage the interviewee to provide more detail. The broad areas suggested

to the interviewee are listed below. Each interview lasted between 30 and 60 minutes.

Initial Interview Topics and Questions

Information about the scientist:

• Scientists current position/title? degrees?

• Specific scientific area that the software contributes to?

• Scientists contribution to/relationship with the software?

• Length of time the scientist has been involved with this software?

• What formal instruction has the scientist received in relation to the software work?

Information about the software:
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• What language is the software written in?

• How large is the software (LOC)?

• Is the software part of an open source consortium? Is it wholly written in-house?

• How large is the development group?

• How large is the user group?

• What is the typical background of a user?

• What is the typical background of a developer?

Areas of discussion:

1. What is the most important software quality(ies) to your work? What is the worst

scenario if the software failed?

2. Do you address any of your quality concerns using documentation? Give examples

where the documentation helped and how it helped? Give details of what you include

in your documentation? Is there any documentation you feel you should produce and

do not? Why?

3. Do you use any tools to assist you in your documentation? Do you have any success

stories using it? Stories of failures?
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4. Do you use tools to help reproduce previous software results? Success stories? Fail-

ures? Is reproducibility important to you? (e.g. version control, configuration man-

agement)

5. What do you do to build confidence in your code?

• discussion about testing: do you use any tools to support testing? e.g. unit

testing tools, regression testing suites? Profilers? Success or failures?

• discussion about other verification/validation activities: tool support? What do

you find the most effective way to build confidence in your software?

6. Do you use other peoples software? How do you ensure it is trustworthy? What

do you find is the greatest difficulty in using other peoples software? Ideally, what

would you like to see that would help?

7. Give an overview on how you typically develop software. For example, on a typ-

ical day, what activities would you be engaged in? Do you find your time is used

efficiently? If not, what would help?

Second Interview Questions

1. What are the most noticeable differences between the previous version of your soft-

ware and the redeveloped version? What was your reaction to the changes? Have
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you had a chance to work with the new version? Any comments? Have you tested

the new version to ensure nothing important was changed? Comments?

2. If you feel the new software version benefited from the redevelopment, what do you

think drove the greatest benefit? The document driven process used? Someone sim-

ply spending time on the software? Something else?

3. Going forward, will you use any of the software development support tools from this

project? For instance, if you do not already do so, will you use version control in the

future? If not, why not?

4. Going forward, will your approach to documentation of requirements and design

change? If not, why not?

5. Going forward, will your approach to verification and validation change? If you do

not already, will you use unit testing and regression testing in the future? If not, why

not?

6. Will this experience influence how you develop software? Do you see yourself main-

taining the same level of documentation, tool support as you go forward? What ben-

efits for you as a software developer/user/other have you gained from this exercise?
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4.2 Overview of Selected Case Studies

This section contains a brief description of each selected projected and the results of the

first set of interviews. To protect the anonymity of the participants, each project was given a

pseudonym. Additionally, identifying details were changed or omitted, and gender neutral

plural pronouns were used, even when the pronoun should, strictly speaking, be singular.

Due to the free-form nature of the interviews, not all questions were answered. Table 4.1

summarizes the first set of interviews and the characteristics of the original software and

tools used. Table 4.2 summarizes the software artifacts produced for each project. The full

transcriptions of the first set of interviews can be found in Appendix B.

4.2.1 SWHS

To help determine how to best measure the effectiveness of DDD, a pilot study with

Dr. Marilyn Lightstone in Mechanical Engineering at McMaster University was con-

ducted. While the software fit the criteria outlined in Section 4.1.1, the interviews that

were conducted differed from the interview process given in Section 4.1.2. For this pi-

lot project, code, an automated testing framework, a Software Requirements Specification

(SRS), Module Guide (MG), Verification and Validation (V&V) Plan, and V&V Report
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Table 4.1: Overview of Case Studies

SWHS Astro Glass Soil Neuro Acoustic GamePhysics

Size (LOC) 1000 5000 1300 (back end) 800 1000 200 1000

Language FORTRAN 77 C FORTRAN 77
(back end)

Matlab Matlab Matlab C

# Developers 1 2 1 1 1 4 1

Age of Software
(years)

5 10 <1 5 5 2.5 5

SE Experience? No No No Yes Yes No N/A1

Programming
Experience?

Yes Yes Yes Yes Yes Yes N/A1

Background PhD Mechanical
Engineering

PhD Astrophysics PhD Civil
Engineering

PhD Civil
Engineering

PhD Neuro-
science

PhD Chemical
Engineering

N/A1

Automated
Testing Used?

No No No Yes No No N/A1

Documentation Handwritten
notes, journal
articles, code
comments

User manual,
journal articles,
code comments

Code comments User manual,
code comments,
conference
presentation

Code comments User manual,
code comments

User manual, API
reference, tutorial
documents

Version Control
Tool Used?

No No No Yes Yes No Yes

Users Developer and
graduate students

Developers and
other domain
experts

Developer Undergraduate
students

Developer Developers Open source

Important
Software
Qualities

Correctness Correctness,
usability,
reproducibility,
backwards
compatibility

Not answered Not answered Safety of output Not answered N/A1

Bug Tracking
Tool Used?

No No No No No No N/A1

1 No interviews were conducted -see Section 5.1.6

Table 4.2: Software Artifacts Delivered

SWHS Astro Glass Soil Neuro

Code Yes Yes Yes Yes No

SRS Yes Yes Yes Yes Yes

MG Yes Yes Yes Yes No

MIS No Yes No Yes N/A1

Testing Plan
and Report

Yes Yes No Yes Yes

Language Matlab C Python Matlab N/A1

1 Code was not redeveloped-see Section 5.1.4
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were produced.

The software that was redeveloped was mechanical engineering software that modelled

the temperature and energy of a solar water heating tank containing Phase Change Material

(PCM) over time. The project is small (approximately 1000 lines of code), 4 years old,

and was written in FORTRAN 77. The developer is a domain expert with extensive pro-

gramming experience but no formal SE training. The developer is also a user, alongside

several graduate students who are extending the model. The software is used alongside

experimental research that is conducted by the same research group.

Prior to redevelopment, no traditional SE documentation existed. The mathematical

model was documented and derived in handwritten notes [43], as well as a Masters thesis

[57]. No tools were used for version control, or testing, and testing was not automated.

Select test cases were compared to analytical solutions and experimental data to determine

the correctness of the software.

4.2.2 Astro

Astro is astrophysics software. It is a medium sized project that is about 5000 lines of code

written in C. The software is developed in an academic environment by two developers

who are domain experts holding PhDs in their field. The study participant is one of the

developers, but their primary role is as a user, tester, and designer. They provide user sup-

port (bug reporting) and are responsible for writing and maintaining the user manual. The

participant has no formal SE training, but has considerable prior programming experience.
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The original software is approximately 10 years old, with new versions released every

1-2 years. The direction of the new versions is made in response to scientific questions. No

version control tool is used, however manual version control is used with publicly released

versions using a consistent numbering convention. Whenever changes are made, regression

testing is performed through all documented examples, but the testing is not automated.

The source code is freely available. Many users are international. On average there are

10 users at a time who are also domain experts. The developers work closely with the users

to find bugs. When bugs are reported by the users, further testing outside regular test cases

is done and a text file is used to record the bugs.

No formal SE documentation exists. User documentation containing examples, a high-

level description of theory, and the format of the input and output of the software is avail-

able. The mathematical models and symbols used are documented in journal papers. The

symbols used in the journal articles are kept consistent between the publications and the

code. The code also contains detailed comments.

For the redevelopment project, the code was redeveloped in C. SRS, MG, and Module

Interface Specification (MIS) documents were produced.

4.2.3 Glass

Glass is structural mechanics software to calculate the resistance of a glass window to the

pressure of an explosion. The project is small, with a back end of approximately 1300 lines

of code. The project duration is approximately one year. The back end of the software was
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written in FORTRAN 77, and the front end was written in Microsoft Visual Basic. There is

one developer, who is a domain expert holding a PhD in Civil Engineering, developing in

an academic environment. The developer has no formal SE training, and while he has some

prior programming experience, this project was his first significant opportunity to program.

At the moment, the developer is the only user of the software, but the software is being

written for a client. The software has a Graphical User Interface (GUI) in Microsoft Excel,

so future users do not need to know details of the theory or code to use it. The users only

need to know how to use Excel and have knowledge of the applicable ASTM (American

Society of the International Association for Testing and Materials) standards.

There is no existing documentation, but there are comments in the code. No version

control tool is used, however older versions are manually kept in a directory with a specific

numbering convention. Testing is done manually by comparing output with hand calcula-

tions and standard design charts.

For the redevelopment project, the back end code was redeveloped in Python. SRS and

MG documents were produced.

4.2.4 Soil

Soil is geophysics software that performs stability analysis of a slope. The project is small,

approximately 800 lines of Matlab code. There is one developer, who adapted Soil from

an earlier program in 2010. The developer is a domain expert, holding a PhD in Civil

Engineering, and has prior SE training and programming experience.
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The software is used as an educational and instructional tool for undergraduate students

in a foundational course to demonstrate slope stability issues and the process of assessing

and designing stable slopes. The users are undergraduate students in civil engineering and

should have sufficient understanding of the underlying problem to use the software.

No formal SE documentation has been written for this software, however there is tu-

torial documentation for students. This documentation contains examples and high level

explanations of the theory. The code is also extensively commented using the Matlab for-

mat of comments. Within the code, meaningful variable names are used.

Both a version control tool (Git) and automated testing are used. The Matlab unit testing

framework is not used, however test scripts are used for regression testing and the output is

checked against the literature.

For the redevelopment project, the code was redeveloped using Matlab. An SRS, MG,

MIS, V&V Plan, and V&V Report documents were produced, as well as an automated

testing framework.

4.2.5 Neuro

Neuro is neuroscience software that includes a computational model of the brain. This

project was started around 2013 and is medium sized (approximately 2000 lines of code) in

Matlab. The software is used to produce a commercial service and the code is considered

a trade secret. There is only one developer of the software who is also the only user. The

developer holds a B.Eng in Electrical Engineering and a PhD in Neuroscience, and has
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experience with both SE methods and programming.

The company for which the software was produced is in its earlier stages and no doc-

umentation has been written. The code owner has stated that while there are some code

comments, more extensive commenting and documentation will be needed as the company

grows and new developers are hired.

During the early stages of development, Apache Subversion (SVN) was used for ver-

sion control, but due to time constraints it is no longer used. Early in development, the

Matlab debugger was also used for testing with specific test cases along with code read-

ing. At present, testing is done manually by comparing the output of the newer versions

of the software with older versions, however perfect reproducibility is impossible since the

algorithm used includes randomness.

Since the code is a trade secret, it was necessary to break the criteria listed in Sec-

tion 4.1.1, and the code was not redeveloped. A modified SRS was produced without

the specification of the mathematical model. Testing of the software was performed and

an automated testing framework was produced. A Testing Report was written; however,

only specific properties of the software were tested, i.e. sanity checks as described in Sec-

tion 2.3.2.

4.2.6 Acoustic

Acoustic is chemical engineering software that is used to analyze large amounts of acoustic

data and produce a waveform that can be related to damage in plastic parts. The software
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is about 2.5 years old and is part of a project for a company. The study participant is

the original developer. Currently there are 4 developers, 3 of which are users. All of the

developers have degrees in chemical engineering and some programming experience.

This project was omitted from the study. Further details on why this is the case are

given in Chapter 5.

4.2.7 GamePhysics

GamePhysics is a physics library that simulates the movement and collisions of 2-dimensional

rigid bodies. The software was written in C. Only a subset of the software of approximately

1000 lines of code, was considered for this project.

The code was redeveloped in C. An SRS, MG, and V&V Plan documents, as well as

automatically generated documentation in Doxygen [71], were produced.

This project was omitted from the study. Details on why are given in Chapter 5.

4.3 Participant Responses

This section contains the second interview responses of the five study participants to the

code and documentation produced. Some responses have been reworded or paraphrased

for clarity. Only the participant feedback in presented here. For discussion of the feedback,

see Chapter 5. The full transcripts of the second interviews are found in Appendix C. The

Appendix responses are redacted in cases where potentially identifying information was

given. Table 4.3 summarizes the participant responses from the second interview. As in
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Section 4.2, to preserve the anonymity of the participants, rather than use potentially iden-

tifying gender specific pronouns, this section will use the gender neutral plural pronouns,

even when the pronoun should, strictly speaking, be singular.

Table 4.3: Second Interview Summary

SWHS Astro Glass Soil Neuro

Future version control? No No No Yes Yes

Future auto testing? No No N/A1 Yes Yes

Maintain SRS? No No Maybe Maybe Yes

Maintain MG? No Yes Maybe Maybe N/A2

Maintain MIS? No No N/A1 Maybe N/A2

Testing Plan/Report? No No N/A1 Maybe Yes

Useful aspects of DDD Documentation of
assumptions, variables
with units, future changes
is useful; SRS could
be helpful for a new
graduate student

Modules result in
more user friendly
code; Traceability
between modules and
requirements is useful

More systematic ap-
proach to architecture
and organizing informa-
tion; better organized
code

Detailed documentation
useful for information
sharing on design
choices; Documentation
and code designed for
change; Detailed record
of knowledge capital

More thought into design
and planning resulting in
cleaner design; Code is
produced to make testing
easier

Drawbacks of DDD SRS is too long, not
necessary for this size
problem

DDD will not work in
reality, needs upfront
requirements; No funding
for scientists to write
software

Unnecessary layer of
abstraction; Too much SE
jargon; Use Hierarchy in
MG unclear

Requires extra time up
front which is not always
possible; Unnecessary for
small project

Time consuming;
Requires extra resources;
DDD template needed
to be modified to fit
FDA standard; Difficult
without team of people

1 Testing was not conducted -see Section 5.1.2
2 Code was not redeveloped- see Section 5.1.4

4.3.1 SWHS

Since SWHS was a pilot study and not under ethics approval, the second interview with the

participant was conducted by Dr. Spencer Smith and Thulasi Jegatheesan. The interview

was informal without any predefined questions in mind.

The participant stated that they liked the development procedure, but felt it was too

much work and unnecessary for the size of the problem. They said that they liked the
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explicit statement of the assumptions, as well as the inclusion of units with all variable

definitions. Additionally, they agreed that the documentation supported change through

the use of modules and traceability.

4.3.2 Astro

The participant stated that the most noticeable of the differences from the redevelopment

of the Astro software was the structure of the code. The code was restructured to use the

principle of information-hiding. The participant felt that the benefits of the redevelopment

process came from a combination of the development approach itself and having an extra

set of eyes on the code. The participant felt it was helpful to get an outside perspective on

the code from a non-expert in the application domain. The participant stated that they felt

that DDD is a powerful approach to software development. They felt that the new code is

more user friendly because of the use of information-hiding. Previously they had assumed

that any user of Astro would be an expert and would have some familiarity with the code.

The newly structured code allows for the user to be eased into the use of the code without

having to know the details right away, which is advantageous for both expert and new users.

The participant also felt that the MG document would be useful, especially because of the

traceability between the requirements and the design.

Although the participant felt that DDD could be a powerful approach, they did not feel

that the process is practical, or that is would work in reality. The participant felt that it

would be necessary to know the software requirements ahead of time to successfully use
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DDD, and that the approach would not work on existing software, only new projects. They

also stated that the Canadian funding structure does not support scientists developing soft-

ware in an academic setting. The funding is for the science itself rather than the software

or documentation.

Despite the drawbacks, the participant stated that they would try to incorporate elements

of the DDD approach in the future. They said that they would like to keep the traceability

between the requirements and modules in the MG up to date. However, they felt that the

SRS and MIS documents would be more difficult to maintain. They stated that if a change

is to be made to either the SRS or MIS documents, it will be a fundamental change to the

theory and would require extensive modification of the SRS and MG. A version control

tool was used during the redevelopment process. The participant currently uses manual

version control and feels that this is sufficient as new versions are only released every 1 to

2 years.

4.3.3 Glass

The participant felt that the most significant change to the code was the organization, the

output format, and the interface. The original Excel interface, which has the potential to

break down with new versions, was replaced with Python.

Previously the participant was not using any systematic approach when writing the code

and felt that DDD gives a more systematic approach to building the software architecture.

They felt that this approach could be useful since the architecture of the original code had to
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be modified from the first version. They also stated that the SRS provided a systematic way

of organizing information. Particularly, the data constraints table in the SRS was found to

be useful, however several of the less obvious constraints were not present. The participant

also stated that the future maintainability of projects would be better using DDD.

The participant found that the DDD approach added a layer of abstraction and jargon

that was unnecessary. They found that most of the detail in the SRS was an explanation

of things that the participant “knows well”. They also suggested that Use Hierarchy in the

MG would be more explanatory if it was restructured as a Venn diagram. They stated that

as it was, the mapping of the modules seemed to be backwards. For this project, Pydoc

was used to generate some documentation from the code. The participant said this would

be more useful if there was an interactive map of the whole system where you could click

on specific modules for more details. The participant had also hoped that the interpolation

algorithm would be structured in a different way, however after redevelopment, the interpo-

lation algorithm looked the same. They also felt that the code commenting could be more

explanatory.

When asked if any changes would be made to future development, the participant re-

sponded that for a large project, DDD could be useful since it is a top-down approach that

requires the architecture to be thought about upfront. Since the participant was not famil-

iar with how to generate the SRS and MG documents, they said that they would only keep

these documents up to date if it did not require a lot of time. A version control tool was also

80



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

used for the redeveloped project. The participant felt that using a version control tool was

unnecessary for a small project with only one developer and felt that their manual version

control would suffice.

4.3.4 Soil

The most noticeable changes to the redeveloped software, according to the participant, was

the structure of the software. The redeveloped software was divided into significantly more

modules based on functionality. While the original code had six modules, the redeveloped

code had 12 modules. Additional test cases were also added. Previously there were 5 or 6

system test scripts. After redevelopment, there was automated testing for a wider number

of test types, i.e. unit testing was also included for each module.

The participant felt that there were several benefits to the DDD approach. In general,

the participant felt that spending initial time upfront is useful and the DDD approach serves

as a useful guide that results in more useful output. The documentation that was produced

provided a greater amount of detail. They felt that when the design choices are documented

explicitly, they are easier to share with a team and the documents keep a record of the design

choices for the author as well. The documentation gives a high level detailed record so the

knowledge capital that has been built up will not be lost. Producing an SRS forces you to

specify the purpose of the program ahead of time, making the developer more accountable.

It also provides a record of what the software is supposed to do and provides something to

check against. The code produced using this approach is designed for change, as well as
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the documentation, by using abstraction.

The DDD approach seemed unnecessary for a small project, according to the partic-

ipant. The extra time upfront for the development process and extra work required is a

hurdle. The participant stated that the DDD approach could be useful, especially on larger

projects that are shared with other developers, but they felt that it may be difficult to con-

vince collaborators that the process is worth the extra time.

This participant was already using several SE methods and tools prior to redevelopment.

The version control tool Git was already in use as well as automated testing. The additional

automated unit testing that was added during the redevelopment will be continued and the

participant stated that their verification and validation are already performed in a similar

way. The participant said that they will try to keep the additional documents produced

during the redevelopment up to date and it may be useful in the future if students will be

changing the code.

4.3.5 Neuro

The software was not redeveloped for this project, however the participant saw several

benefits to using the DDD approach. The participant stated that DDD forces you to put

effort into design and planning, which results in a cleaner design that is easier to test. The

primary concern of this participant was to obtain Food and Drug Administration (FDA)

approval for their software. FDA standards require that requirements and test planning be

completed ahead of time and the participant felt that DDD process and documents mapped
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well to the process and documents required for FDA approval.

The participant believed that the DDD approach would be challenging for a single per-

son to implement and would require a team of people. As part of a start-up, they felt DDD

could use up resources and time when the priority would be getting the code to work as

quickly as possible.

Since many aspects of the DDD approach overlap with FDA guidelines, the participant

stated that the SRS incorporated into the FDA documents will be kept updated to aid future

owners of the software system. The participant felt they had a better appreciation of formal

methods and testing, and would use the testing methodology that was introduced for future

testing. The participant is also planning to continue using a version control tool going

forward.
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Chapter 5

Discussion

This chapter is divided into three sections. The first section, Section 5.1, describes any

divergence from the case study methodology described in Section 4.1. The next section,

Section 5.2, analyses common responses by the code owners. The last section, Section 5.3,

gives the redevelopment team impressions of the Document Driven Design (DDD) process.

5.1 Divergence from Intended Case Study Process

Due to time constraints and other limitations, which are discussed below, the intended case

study methodology was not followed for all of the projects. One of main complications that

affected all of the selected projects was the delay in ethics approval. Ethics approval was

required to include human participants in this study and needed to be granted to contact

any participants. The projects were redeveloped during the spring and summer of 2015,

however ethics approval was granted late in the summer. In Section 4.1.1, it was stated that

the code owner must be available to answer questions, but given the timing of the project,
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we were unable to involve them until late in the redevelopment. Had the code owners

been engaged from the beginning of the redevelopment, the results of the interviews may

have been different. The quality of the documentation and code would have been improved

through iteration; unfortunately, the participants had to receive a final version of the code

and documentation that did not benefit from their feedback. Furthermore, we were unable

to consult with them to obtain missing or misinterpreted information, and we were unable

to explain the reasoning behind the development process that was used. Further details

about each project can be found below.

5.1.1 Astro

Prior to the second interview, the code owner did not have time to go through the docu-

mentation and code in detail. Moreover, due to the minimal time for communication, we

were unable to explain some of the Software Engineering (SE) terminology used in the

documentation. Some of the participants’ feedback showed a misunderstanding of the re-

developed software and the development process. For instance, we were also unable to

convey that while the final documents produced by DDD are written to give the impres-

sion that a systematic SE process was followed, the development process itself need not be

conducted in a linear manner.
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5.1.2 Glass

Due to the unexpected absence of the student developer assigned to this project, the com-

plete set of documents were not produced and no testing phase was conducted. A complete

Software Requirements Specification (SRS), Module Guide (MG), and redeveloped code

were delivered, but no testing documents, Module Interface Specification (MIS) document,

or automated testing framework were produced. The code owner found there was too much

SE terminology in the documents and stated that the code comments were not sufficiently

descriptive. They also found that the Data Constraints table in the SRS was not complete.

Increased communication with the code owner would have facilitated a better understand-

ing of the physical problem and the code owner’s expectations on our part, and a better

understanding of the SE specific terminology on the code owner’s part.

5.1.3 Soil

Communication was limited with the code owner of this project, however the code owner

was familiar with the DDD process prior to the redevelopment. It is unlikely that the delay

in ethics approval affected the results of the interviews.

5.1.4 Neuro

The goal of this project differed from that of the others. The main goal of the code owner

was to obtain Food and Drug Administration (FDA) approval for the product produced by

their software. The software contained trade secrets, so it was not available for redevel-
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opment using the DDD approach. Instead, the emphasis was on testing specific qualities

of the product produced by the Neuro software. Unlike the other projects, the testing was

motivated only by the safety of the final product produced by the software, rather than the

correctness and reliability of the software. A hazard analysis of Neuro was performed by

a separate research team that incorporated the results of the testing. A high level SRS was

produced as well; however, the mathematical model was not documented because it was

considered a trade secret. The code owner extended several of the documents produced dur-

ing the redevelopment, since they were required by the FDA. This project continued into

Fall 2015, so no miscommunication occurred due to lack of contact with the code owner.

5.1.5 Acoustic

The code owner of this project was not available during redevelopment. We had limited

contact with a graduate student rather than the code owner themselves. Since the availabil-

ity of the code owner was part of the criteria for selection (see Section 4.1.1) and was not

satisfied, this project will not be discussed further in this study.

5.1.6 GamePhysics

The redevelopment of this project included a complete SRS, MG, and Verification and

Validation (V&V) Plan, as well as redeveloped code and an automated testing framework.

We did not receive a response from the code owner to our requests for participation in this

project. Interviews were not conducted with this code owner so this project will not be
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included in this study.

5.2 Common Participant Responses

This section gathers the common responses given by the participants. It also attempts to

clarify any misconceptions about the DDD process.

Documentation and Implementation

All of the participants found some aspect of the documentations useful. Each participant

found different sections of the SRS useful, but felt much of the information provided in the

SRS was unnecessary for their purposes. The SRS documents were however, intentionally

“over-specified”, as if they were for safety-related software or for knowledge capture. Most

of the participants had a more favourable view of the MG. For many Scientific Computing

(SC) developers, producing working code that expresses their science is their main priority

and the MG provides a roadmap of the design that results in easier code maintenance and

extensibility. In terms of the implementation, the code owners for which a new implemen-

tation was provided agreed that the modular code was more organized and accessible.

A high level of detail was provided in the documentation for several reasons. Firstly,

documentation was produced as if each project was safety-related and aimed to eliminate

any ambiguity about the theory behind the mathematical model, the design of the imple-

mentation, and when applicable, the test cases carried out. Secondly, the purpose of the

documentation was not only for the current developers, but for future developers and users.
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Explicit documentation can also help to facilitate conversations about the theory and design,

which can lead to better quality documents and code. For example, the SRS document for

the Glass project resulted in discussion about the less obvious data constraints that were ex-

cluded from the document. Detailed documentation capturing the knowledge built up in the

project allows for an easier transition for new members. Lastly, highly detailed documenta-

tion was produced as a proof of concept. Previous studies [11] claim that agile methods are

more appropriate for SC developers. The documentation was produced to show that it is

possible to successfully create detailed documentation for Scientific Computing Software

(SCS).

Design Process

Every participant felt that the DDD process would require a larger time commitment, since

producing documentation is the focal point of the process. All participants, except for one,

felt that any rewards from using DDD for a small project would be outweighed by the

resources needed to complete the documentation. Many felt that the amount of documenta-

tion was unnecessary for small projects but one participant stated that a larger project with

many developers could benefit from such a process. In general, the priority of the partic-

ipants was to produce publishable scientific results, but all of the participants found some

aspect of the DDD beneficial and agreed that there is value in using a systematic approach

to designing software.

SC development often requires flexibility. For this reason, DDD does not prescribe to
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any particular rigid development process. It only suggests that documentation be produced

as if a process were followed (see Section 2.3), as recommended in [52]. This idea was

not well communicated to the study participants. Unfortunately, some of them received

the impression that the requirements must be known ahead of time to apply the DDD pro-

cess. The documentation can be created after the requirements are more stable, and the

structure of the documents are conducive to change if required. Additionally, many of the

participants felt that DDD required more time at the beginning of a project. While extra

time will be required, it does not necessarily have to be committed at the beginning of the

project, and can ultimately save time overall. For example, one participant stated that the

entire architecture of their software had changed from a year previous. In this case, the

implementation would not have to have been rewritten had the design been considered in

advance.

Furthermore, some participants did not see the value in the use of SE tools and practices,

such as version control, issue tracking, and automated testing. These tools and practices

require minimal effort to incorporate, when compared to the rest of the DDD process and

can have a positive impacted on software quality when used correctly. They are often cited

as best practices for SCS development [29, 74, 75].

Analysis of Responses and Concluding Remarks

The sample size of this study is very small and produced qualitative results, making it dif-

ficult to draw all-encompassing conclusions from the interview responses. A small project
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size was a prerequisite for inclusion in this study. The inclusion of larger projects with

more developers may have produced different responses from the participants. Addition-

ally, journal policies and research funding could have an impact on the use of SE in SC, and

promote software qualities that are not always given importance by SC developers. Jour-

nal policies requiring the publication of research software could promote understandability.

Funding structures that promote long-term development efforts for more sustainable SCS

could result in more maintainable SCS and documentation.

For small projects with a few developers, organizing development efforts is simpler,

making it easier to produce software of acceptable quality without the use of a systematic

development process or software tools to support development. This becomes increasingly

difficult for large projects with many developers, as coordinating development efforts on

a larger scale is more complicated. In a previous study by Hannay et al. [25], scientists

who developed larger projects with a greater number of developers tended to rate SE con-

cepts higher than those who worked on small projects with few developers. The benefits

provided by SE methods and tools becomes more evident as project size and number of

developers increases. For example, requirements, design, and testing documents allow for

easier communication and coordination between developers, and encourages more main-

tainable software with a longer lifespan. Using version control software allows for easier

source management by many developers, and the use of issue tracking software for re-

quirements, features, and bugs provides a collection point of information for all developers
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involved with the project [29]. The use of SE processes and tools can greatly reduce the

effort involved in development, and makes it easier to produce better software.

As previously stated, the goal of most SC developers is to produce scientific results

and publish scientific papers. Applying SE to SCS can help scientists produce better sci-

ence, which could in turn increase the publication output. Reproducibility is one of the

cornerstones of science, and one of the foundations of experimental scientific research is

the detailed recording of all materials, methods and results in a lab notebook so that exper-

iments can be reproduced and repeated [8]. Similarly, all computational research should

be well-documented, modular, and easy to read so that the program and underlying science

are evident, even to those who did not write the program [8]. At present, not all journals

require the availability of source code upon publication [33, 46]. On its own, sharing SC

code does not guarantee reproducibility, however, it is likely that it will help to increase the

quality of code written by SC developers [16], since the code must be understandable to

their peers [33]. In a case study by Groen et al. [24], the authors noted that the use of SE

principles improved the quality of SCS and led to an accompanying increase in the num-

ber of publications produced. Journal policies that require the sharing of code could make

the application of SE to SCS more widespread, improving the overall software quality and

increasing the publication output for a single SCS product. The mandatory sharing of code

may result in a more favourable response to the adoption of SE principles.

Additionally, the results of the case study may have differed if scientists from other
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countries were included. One of the case study participants stated that the Canadian fund-

ing structure does not support scientists writing software. Funding agencies from other

countries may place a higher emphasis on software development in science and engineer-

ing. For example, the National Science Foundation (NSF), which is an United States federal

agency, provides funding for scientific software through the SSE and SSI grants [18].

Considerable variation exists in development practices of SC developers. The extent

of documentation and use of tools varied between the case study participants. This may

be because the development practices of SC developers is frequently dependent on the

recommendation of their peers [33]. They are more likely to adopt certain practices if it is

endorsed by their colleagues. SC developers are also more likely to adopt tools, techniques,

and methods that do not require a change in roles or work practices [59]. In this case

study, the majority of the redevelopment effort was spent on documentation and a new

implementation. Future case studies attempting to promote SE practices may benefit from

focusing on integrating tools and testing techniques, which would not disrupt workflow, to

the extent of extensive documentation. All of the participants of this case study were open

to the adoption of new practices, as long as drastic changes to their development practices

were not required.

Lastly, the results of the case study were dependent on the questions asked by the inter-

viewer. An attempt was made to remove bias and not include leading questions. However,

additional questions may give a better picture of the the current practices of the participants
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and their reception of the DDD process.

The following questions could be added to the first interview to get a better picture of the

development practices of the participant. The questions could also guide the redevelopment

process by focusing on aspects that the participant found most important.

• Do you use other testing techniques? Eg. mutation testing, pseudo oracles?

• Are there aspects of your documents, design, or testing procedures that you wish to

improve?

The following questions could be added to the second interview to clarify their impressions

of the DDD process.

• How would you feel about the process if the software was safety-related?

• What if there was a tool to manage and facilitate the documentation?

5.3 Impressions from the Redevelopment Team

Participating in the redevelopment projects gave the redevelopment team, which includes

the author, an alternative perspective on the DDD process. Producing an implementation

and documentation using DDD gave insight into the benefits and drawbacks of the process

and templates.

The development team had SE and programming experience, but in general, the mem-

bers were not familiar with the scientific domains of the redeveloped projects. For each
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project, the team had the advantage of consulting the existing implementation. As discussed

in Section 5.1, there was limited contact with the code owners during redevelopment, so

much of the theory that was used to write the SRS was uncovered from the original im-

plementations, supplemented by journal articles and user manuals. For most projects, the

redevelopment was done by a single member, but in some cases, different members were

responsible for different parts of the redevelopment for one project.

The redevelopment team agreed that there were several benefits to each redevelopment

project. The use of document templates ensured that all necessary and relevant information

was recorded such that someone who was not familiar with the theory could understand

the project. In one instance, the SRS and implementation were produced by separate team

members, but the SRS contained sufficient information for the design and implementation

to be produced. One team member stated that the DDD templates present the information

in a logical manner and serve as a guide through the software system. The software pro-

duced used the design principles separation of concerns and information hiding, resulting

in software that was easier to test, understand, maintain, and verify.

Several of the team members pointed out that a primary drawback of the DDD process

was the time commitment required to complete it. The documents are laborious to com-

plete. The templates used the typesetting system, LaTeX [3], and while the redevelopment

team was familiar with this software, the templates can be overwhelming for someone who

is not well-versed in it. Additionally, attempting to maximize the software qualities out-
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lined in Section 2.1 resulted in longer code and a more complex design in some cases.

While it may be due to the unfamiliarity of the redevelopment team with the theoretical

domains, the redeveloped code likely took longer to write than the original code.
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Chapter 6

Conclusions

With the ever increasing use of computational experiments for scientific exploration, the

quality of scientific software should be given more importance. Just as scientific theory

and experimentation are conducted with careful documentation and rigour, similar prac-

tices should be encouraged when developing software for scientific purposes. The goal

of this research is to investigate ways of applying well-known and well-studied Software

Engineering (SE) processes and technologies to the development of Scientific Computing

Software (SCS) in a productive and practical manner. SE practices were successfully ap-

plied to the redevelopment of five Scientific Computing (SC) projects:

• Solar Water Heating System (SWHS), thermodynamics software

• Astro, astrophysics software

• Glass, structural analysis software

• Soil, geophysics software
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• Neuro, neuroscience software

A summary of the results and main conclusions of the research are given in Section 6.1.

Possible avenues of future work are discussed in Section 6.2.

6.1 Summary

Section 6.1.1 addresses the research questions posed in Chapter 1. Section 6.1.2 contains a

summary of the results and conclusions of the case studies.

6.1.1 Summary of Research Questions

In this thesis, the SE process, Document Driven Design (DDD) and SE tools are applied to

SCS with the purpose of achieving the desirable software qualities defined in Section 2.1.

Existing SC projects were redeveloped using the DDD process described in Section 2.3.

The DDD process and the software artifacts that resulted from the process were evaluated

through an interview process with the code owners of each project. The research questions

posed in Section 1.3 are considered below:

1. Can traditional SE methods be applied to SCS?

In each SC project considered, the DDD process and SE tools were applied with some

measure of success, based on the opinion of the author and the results of the interviews.

Knowing the requirements prior to the redevelopment expedited the process; however, it is

not necessary for the requirements to be known a priori to apply SE processes and tools to
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SCS. The documentation was produced as if a systematic design process was followed, as

recommended by [52]. For each project, a subset of the documents listed in Section 4.1.2

along with modular code and automated testing frameworks were produced successfully.

2. Does DDD help to achieve desirable software qualities?

The use of a systematic development process does not guarantee a better software prod-

uct; however, if used thoughtfully, it can yield a software product with more predictable

qualities. The document templates used in DDD were designed to achieve desirable soft-

ware qualities. Each document uses the principle of separation of concerns, which allows

for easier maintenance and reuse. The document template encourages understandabil-

ity, consistency, traceability, and completeness, which help to achieve verifiability, repro-

ducibility, and correctness. The structure and implementation of each redeveloped project

was designed to promote maintainability, understandability, and reusability through a mod-

ularization.

3. How can DDD be refined to best fit the needs of scientists developing SCS?

The largest criticism of the DDD process was the amount of time required to produce

the documents. Methods to reduce the time required for DDD will be discussed in Sec-

tion 6.2. Additionally, SE practices may be more willingly adopted if they do not require

major changes in the roles and workflow of SC developers. Future case studies should
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attempt to incorporate the DDD process into the existing development patterns of the SC

developers. The participants should be involved from the start.

6.1.2 Case Study Summary

The main opinions of the case study participants can be summarized as follows:

• Several aspects of the documentation are useful, especially the Software Require-

ments Specification (SRS) and the Module Guide (MG), but they are too lengthy and

detailed for their purposes.

• The modular code was more organized and accessible.

• The DDD process can be valuable for large software projects, but it is too time con-

suming for small projects, and requires too large of a time commitment, especially at

the beginning of a project.

The main conclusions drawn from the case study are summarized as follows:

• Larger projects with more developers may have yielded more positive results for the

adoption of SE practices.

• Change in journal policies requiring code submission may result in a greater interest

in SE practices by the SC community.

• It is unlikely that SC developers will adopt practices that require significant changes

to their development practices. Tools, such as version control, and a focus on new

100



MSc Thesis - Thulasi Jegatheesan - McMaster - Computing and Software

testing techniques may serve as a better introduction to SE practices than extensive

documentation.

• Funding structures that promote long-term development efforts for more sustainable

SCS could create more interest in SE practices in the SC community.

6.2 Future Work

As explored in Chapter 5, each study participant found different aspects of the DDD pro-

cess and documentation useful, but felt that either it required too large of a time investment,

or that a different level of detail in the documentation would be more useful. Current work

by [69] is attempting to address the perceived drawbacks of DDD by building a software

tool, Drasil, which can generate the required software artifacts from a single source that

contains all relevant information. This tool would allow SC developers to focus on the

science of their problem while still improving software qualities. The software qualities in

Section 2.1 did not include the performance of the software, since performance is some-

times sacrificed to maximize other software qualities. In addition to improving the software

qualities already discussed, Drasil could potentially improve the performance of the soft-

ware since understandability, maintainability, and reusability of the code becomes less of

a concern if the code can be generated. At present, there exist several document genera-

tors, such as Javadoc [2], Doxygen [71], and Sphinx [4], that extract code comments and

generate well-formatted web pages or documents. Drasil will extend this functionality to
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achieve a more thorough knowledge capture, and to generate all software artifacts, not just

the code and its Application Program Interface (API).

Another potential solution that could reduce the amount of time and effort required to

produce the documents associated with DDD would be providing an online library of com-

pleted documents for SC developers to contribute. The structure of the DDD documents are

such that reuse is facilitated. The SRS document produced for the SWHS project in Sec-

tion 3.1 was modified from an SRS documenting the requirements for software modelling

a single fuelpin in a nuclear reactor [40]. Many systems that are solving thermodynamics

problems will likely reuse much of the SWHS SRS. If a library of such documents existed,

the time required to produce the documents would be decreased. Rather than starting from

scratch, an SC developer can modify completed documents that have a shared theoretical

domain.

Another common criticism of SE processes is the need for upfront software require-

ments. While we argue that this is not the case with DDD, several of the study participants

pointed out that we had the advantage of knowing the requirements of their software prior

to beginning redevelopment. Another study is currently under way in partnership with fac-

ulty members in Mechanical Engineering at McMaster University. In this project, DDD is

being applied to an SC problem in its early stages. No implementation exists as yet and

the requirements are not static. In the current study, the intended knowledge transfer did

not occur with the study participants. The hope is that involving the code owners from the
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beginning will facilitate a more complete understanding by the participants of the DDD

process and SE tools. This study will also help to determine whether the full software

requirements must be known ahead of time to apply DDD to SC development.
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researchers and the relevant communities. Include any information/advice received from or about the Aboriginal 
community under study. The TCPS notes; “although researchers shall offer the option of engagement, a 
community may choose to engage nominally or not at all, despite being willing to allow the research to 
proceed”.  If conducted research with several Aboriginal communities or sub-groups, please use 
headings to organize your information.  
ATTACHMENTS: Provide copies of all documents that indicate how community engagement has been or 
will be established (e.g., letters of support), where appropriate.   
 
N/A 
 
(g) Has or will a research agreement be created between the researcher and the Aboriginal community?   

[   ] Yes   [ x  ] No 
 

If Yes, please provide details about the agreement below (e.g., written or verbal agreement etc.). 
ATTACHMENTS: Submit a copy of any written research agreements, if applicable. See the MREB 
website for a sample customizable research agreement https://reo.mcmaster.ca/educational-resources 
or visit the CIHR website http://www.cihr-irsc.gc.ca/e/29134.html 

 
N/A 
 
(h) Are you are seeking a waiver of the community engagement requirement? (A waiver may be granted if the 
REB is satisfied that, Aboriginal participants will not be identified with a community or that the welfare of relevant 
communities will not be affected by the research.)        [   ] Yes   [ x  ] No 

 
 If yes, please provide the rationale for this waiver request in the space below.  
N/A 
 
7. Level of the Project (Check all that apply) 
[ x ] Faculty Research [   ] Post-Doctoral [   ] Ph.D. [   ] Staff/Administration  
[   ] Master’s (Major Research Paper - MRP) [  x ] Master’s (Thesis)       
[   ] Undergraduate (Honour’s Thesis)  [   ] Undergraduate (Independent Research) 
[   ] Other (specify)  
 
8. Funding of the Project 
(a) Is this project currently being funded?    [   ] Yes    [ x  ] No 
(b) If No, is funding being sought?      [ x  ] Yes    [   ] No 
(c)  Period of Funding:    From: [   06/01/2015            ] To: [      11/30/2015               ]         
    (mm/dd/yyyy)           (mm/dd/yyyy) 
 
(d)  Funding agency (funded or applied to) & agency number (i.e., number assigned by agency), if applicable.  
Click this < link > to determine your “agency number”. (This is not your PIN number). 
[   ] CIHR & agency #     [ x  ] NSERC & agency #    
[   ] SSHRC & agency #      [   ] ARB  
[   ] Health Canada & agency #     [   ] CFI & agency #    
[   ] Canada Graduate Scholarship & Agency #  [   ] Post Graduate Scholarship & Agency #  
[   ] USRA     [   ] Other agency & # (Specify ) 
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(e): Are you requesting ethics clearance for a research project that was not originally designed to collect data 
from human participants or their records (i.e., your research project originally did not involve collecting data from 
humans or their records) but you now intend to do so?      [   ] Yes   [ x  ] No 
 
9. Conflicts of Interest 

(a) Do any researchers conducting this study, have multiple roles with potential participants (e.g., acting as 
both researcher and as a therapist, health care provider, family member, caregiver, teacher, advisor, 
consultant, supervisor, student/student peer, or employer/employee or other dual role) that may create 
real, potential, or perceived conflicts, undue influences, power imbalances or coercion, that could affect 
relationships with others and affect decision-making processes such as consent to participate? 
         [   ] Yes      [ x  ] No 
 
(i) If yes, please describe the multiple roles between the researcher(s) and any participants. 

 
N/A 

(ii)  Describe how any conflicts of interest identified above will be avoided, minimized or managed. 

N/A 
 
       (b)  Will the researcher(s), members of the research team, and/or their partners or immediate family        
members: 

(i)  receive any personal benefits (for example a financial benefit such as  remuneration, intellectual 
property rights, rights of employment, consultancies, board membership, share ownership, stock options 
etc.) as a result of or being connected to this study?    [   ] Yes   [  x ] No 

 
(ii) If yes, please describe the benefits below.  (Do not include conference and travel expense coverage, 
possible academic promotion, or other benefits which are integral to the conduct of research generally). 
 

 
 
      (c) Describe any restrictions regarding access to or disclosure of information (during or at the end of the                   
study) that the sponsor has placed on the investigator(s), if applicable. 
 
N/A 
 
 
SECTION B – SUMMARY OF THE PROPOSED RESEARCH   
 
10. Rationale 
For the proposed research, please describe the background and the purpose concisely and in lay terms, as well 
as any overarching research questions or hypotheses to be examined.  
Please do not cut and paste full sections from your research proposal. 

  
The goal of this project is to assess whether a document driven design process can effectively be used to 
improve the reliability, maintainability, reusability and verifiability of scientific computing software.  Developers 
of scientific software typically do not have a background in software development.  Our hypothesis is that 
modern ideas from software engineering can be used to improve software quality. 
 
11. Participants 
Please use the space below to describe the:  
(a) approximate number of participants required for this study 
(b) salient participant characteristics (e.g., age, gender, location, affiliation, etc.)  
If researching several sub-populations, use headings to organize details for items (a) and  (b).   

 
a) The number of participants for this study will be about 6. 
b) The salient characteristic of a participant is that they need to have developed scientific computing code. 
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12. Recruitment 
Please describe in the space below:  
(a) how each type of participant will be recruited, 
(b) who will recruit each type of participant, 
(c) relationships (if any) between the investigator(s) and participant(s) (e.g. instructor-student; manager-
employee, family member, student peers, fellow club members, no relationship etc.), 
(d) permission you have or plan to obtain, for your mode of recruitment for each type of participant, if applicable.  
If researching several sub-populations, use headings to organize details for items (a) – (d). Click “Tips 
and Samples” to find the “How to Unpack the Recruitment Details” worksheet and other samples.  
ATTACHMENTS: Provide copies of all recruitment posters, advertisements letters, flyers, and/or email 
scripts etc. and label these as appendices (e.g., Appendix A or 1).  
 

a) The participants will be recruited over e-mail.  Potential participants will be selected based on whether they 
have a scientific computer program of which they are the “owner.”  That is, we are looking for people that have 
developed a piece of software that they are currently using for their work.  The recruitment script is provided in 
Appendix A. 

b) The participants will be recruited by the principal investigator (Spencer Smith). 
c) There is no relationship between the investigators and the participants.  The participants will come from 

academia and industry.  They would best be characterized as colleagues, or peers, of the investigators. 
d) There are no plans to get permission for our mode of recruitment. 

 
13. Methods 
Describe sequentially, and in detail all data collection procedures in which the research participants will be 
involved (e.g., paper and pencil tasks, interviews, focus groups, lab experiments, participant observation, 
surveys, physical assessments etc. —this is not an exhaustive list).  Include information about  who will conduct 
the research, how long it will take, where data collection will take place, and the ways in which data will be 
collected (e.g., computer responses, handwritten notes, audio/video/photo recordings etc.).  
If your research will be conducted with several sub-populations or progress in successive phases; use 
sub-headings to organize your description of methodological techniques. 
ATTACHMENTS: Provide copies of all questionnaires, interview questions, test or data collection 
instruments etc. Label supporting documents as appendices (e.g., Appendix A or 1) and submit them as 
separate documents - not pasted into this application.   
Click “Tips and Samples” to find the “How to Unpack the Methods” worksheet and other samples. 
 
The selected scientific software from each participant will be redeveloped using software engineering 
methods, principles and tools.  To measure the effectiveness of the approaches used, there will be two 
interviews with each participant.  The interview questions are summarized in Appendix B.  The purpose of the 
interviews is to ascertain the perception the software owner on the importance of software activities intended 
to improve software quality. One interview will take place before the software is redeveloped.  The second 
interview will be conducted after the redevelopment. 
 
The first interview will take place in June or early July, 2015.  Following this, an undergraduate or graduate 
student will redevelop the software using a document driven process.  The student will be working under the 
supervision of Smith.  Their role will be as software professionals, not as investigators for this study.  The 
second interview will take place when the redevelopment is complete.  The target date for this second 
interview is before the end of September, 2015.  The interviews will be conducted by Kelly, either over the 
phone or via Skype.  Kelly will capture each participant’s responses using an audio recording, which she will 
later transcribe.  Each interview is expected to last between 30 minutes and one hour. 
 
In addition to the two interviews, each participant will be asked to discuss the redevelopment of their code.  
During these sessions, we will ask question to help with the redevelopment and we will communicate with the 
participant to inform them of our progress with the new documentation.  The time commitment for answering 
questions and reviewing documentation will be 3 to 6 meetings of about 0.5 hours each.  To protect the time 
of the participants, the time commitment for discussion will be capped at a 3 hour maximum.  Therefore, the 
total time commitment for the participants over the duration of the project will not exceed 5 hours (two 1 hour 
interviews and six 0.5 hour discussion sessions.)  Depending on the preferences of the participant, the 
discussion sessions will be held in-person, over the telephone, over Skype, or over e-mail. 
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With respect to the ownership of the original code and the redeveloped code, the license will stay the same as 
for the original code.  That is, if the original code is under an open source license, this will continue to be the 
case and the redeveloped code will automatically come under the same open source license.  If the original 
code is proprietary, this same status will be maintained in the new code.  If the code owner requires a Non 
Disclosure Agreement (NDA), then this agreement will be respected by the researchers.  The participant is 
considered as the owner of the original and the redeveloped code.  The researchers will delete the original 
and redeveloped code from their systems at the conclusion of the project (at most two years from the start 
date), unless the original license permits keeping the code.  Similarly the researchers will not share the code, 
or use it for any purposes other than for this project, unless the original license permits such use. 
 
14. Secondary Use of Identifiable Data (e.g. the use of personally identifiable data of participants contained in 
records that have been collected for a purpose other than your current research project):  
 
(a) Do you plan on using identifiable data of participants in your research for which the original purpose that data 
was collected is different than the purpose of your current research project? [   ] Yes   [ x  ] No 
 
If yes, please answer the next set of questions: 
 
(b)  Do you plan to link this identifiable data to other data sets?    [   ] Yes   [  x ] No 

If yes, please describe in the space below:  
 
 
 
 
(c)  What type of identifiable data from this data set are you planning to access and use? 

[  ] Student records (please specify in the space below) 
[  ] Health records/clinic/office files (please specify in the space below)  
[  ] Other personal records (please specify in the space below)  
 

N/A 
 

 
(d) What personally identifiable data (e.g., name, student number, telephone number, date of birth etc.) from this 
data set do you plan on using in your research? Please explain why you need to collect this identifiable data and 
justify why each item is required to conduct your research.  

 
The participant’s names and contact information will be known to the investigators.  This is necessary for the 
interviews.  However, this information will not be disseminated outside of the investigators. 
 

 
(e) Describe the details of any agreement you have, or will have, in place with the owner of this data to allow 
you to use this data for your research. ATTACHMENTS: Submit a copy of any data access agreements. 

 
N/A 
 
 
(f) When participants first contributed their data to this data set, were there any known preferences expressed 
by participants at that time about how their information would be used in the future? [   ] Yes   [ x  ] No 
If yes, please explain in the space below.    

 
N/A 
 

 
(g) What is the likelihood of adverse effects happening to the participants to whom this secondary use of data 
relates? Please explain. 
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N/A 
 
 
(h) Will participants whose information is stored in this data set (which you plan to use for secondary purposes) 
consent to your use of this data?       [   ] Yes   [ x  ] No 
Please explain in the space below.  
N/A 
 
 
15. Research Database  
 
Does your research involve the creation and/or modification of a research database (databank) containing 
human participant information? A research database is a collection of data maintained for use in future 
research. The human participant information stored in the research database can be identifiable or anonymous. 
          [   ] Yes   [  x ] No 
If “Yes” was answered to the above question, you will need to fill out and submit MREB’s “Supplementary Form 
for Creating or Modifying a Research Database Containing Human Participant Information” along with this 
application. 
NOTE: If you intend to collect or store personally-identifying health information, now or at a later stage in your 
research, your protocol must be cleared by Hamilton Integrated Research Ethics Board (HiREB) rather than 
MREB. For further advice contact MREB at x 23142 or  X 26117 or HIREB x 905 521-2100 X 44574. 
 
 
16. Experience  
What is your experience with this kind of research? Include information on the experience of all individual(s) 
who will have contact with the research participants or their data. For example, you could mention your 
familiarity with the proposed methods, the study population(s) and/or the research topic.  
 
The principal investigator (Smith) has expertise on software engineering methods applied to scientific 
computing software, since this has been the focus of his research since the year 2000.  Smith has conducted 
two studies at McMaster that required ethics approval: one surveying the attitudes of scientific software 
developers and one where student participants assessed the effectiveness of a computer game for teaching 
computing. 
 
The co-investigator (Diane Kelly) also has experience with scientific computing and software engineering.  
Kelly has authored several papers where the developers of scientific computing software were interviewed.  
For instance, interviews were conducted by Kelly for “Industrial Scientific Software: A Set of Interviews on 
Software Development” in Proceedings of the 2013 Conference of the Center for Advanced Studies on 
Collaborative Research, pp 299—310, 2013. 
 
 
 
 
 
17. Compensation 
           Yes      No 
(a) Will participants receive compensation for participation?    [   ] [ x ] 
        Financial  [   ] [ x ] 
        Other (specify)   [   ] [ x ] 
 
(b) If yes was answered for any of the above choices, please provide details. See < Helpful Hints > for funded 
research projects.  
N/A 
 
 
(c) If participants choose to withdraw, how will you deal with their compensation? 
 
N/A 
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SECTION C – DESCRIPTION OF THE RISKS AND BENEFITS OF THE PROPOSED RESEARCH  
 
18.  Possible Risks 
(a) Indicate if the participants might experience any of the following risks: 

 
i.) Physical risk (including any bodily contact or administration  

             of any substance)?        [  ] Yes   [ x ] No  
 
ii.) Psychological risks (including feeling demeaned, embarrassed 
worried or upset)?        [ x ] Yes   [  ] No 

     
iii.) Social risks (including possible loss of status, privacy and / or 
reputation as well as economic risks)?     [ x ] Yes   [  ] No  
         
iv.) Are any possible risks to participants greater than those the  
participants might encounter in their everyday life?   [  ] Yes   [ x ] No  

 
(b) If you checked yes for any of questions i – iv above, please describe the risk(s) in the space below.  
 
A participant may feel embarrassed if the redeveloped version of their software is superior to the original.  
Most scientific software developers will recognize that they are not expected to also be experts in software 
engineering, but there is the chance that someone will feel that a weakness in their background has been 
exposed. 
 
The participants also face the social risk that their reputation might be damaged if someone deduces their 
identity and concludes that their code is not well-written.   
 
 
(c) Management of Risks: Describe how each of the risks identified above will be managed or minimized. 
Please, include an explanation regarding why alternative approaches cannot be used.  
 
During the interviews, the participants will be reminded of the value of what they are providing.  They will be 
no criticism or judgment of their current approach; we will emphasize that our purpose is to collect their 
opinions.  Although the investigators (Kelly, Smith, Jegatheesan and Nedialkov) will know the identity of the 
participants, this information will not be shared outside of this group.  Any publications will refer to the 
participants using generic terminology.  That is, rather than say the developer of software “ABC” for simulating 
the production of thin polymer films, we would say the developer of software for simulating polymer 
processing. 
 
To deal with the social risk, the following text has been added to the Letter of Information/Consent (Appendix 
C): 
 
“There is also the social risk that your reputation might be damaged if someone deduces your identity and 
concludes that your code Is not well written.  Given our efforts to keep you anonymous, it is unlikely that you 
will be identified by anyone.  In the unlikely event that you are identified, there will be no basis for criticism, 
since the new documentation that is being created is not currently used by other scientific software 
developers.  The approach used to redevelop the code may turn out to be a recommended approach in the 
future, but this is not currently the case.” 
 
 
(d) Deception: Is there any deception involved in this research?    [   ] Yes   [ x  ] No 
 

i.) If deception is to be used in your methods, describe the details of the deception (including what 
information will be withheld from participants) and justify the use of deception.   

 
N/A 
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ii.) Please describe when participants will be given an explanation about why deception was used and 
how they will be debriefed about the study (for example, a more complete description of the purpose of 
the research).  
ATTACHMENTS: Please provide a copy of the written debriefing form or script, if applicable.  
 

N/A 
 
 
19. Possible Benefits 
Discuss any potential benefits to the participants and or scientific community/society that justify involvement of 
participants in this study. (Please note: benefits should not be confused with compensation or 
reimbursement for taking part in the study).  

 
The potential benefit for the participants is that the redeveloped software may be of higher quality than their 
original software.  Several months of effort will be spent on improving their software.  If they like the 
improvements, then they may decide to use the new software and/or the associated documentation going 
forward.  As for the original code, the ownership of the redeveloped code belongs to the participant. 
 

 
SECTION D – THE INFORMED CONSENT PROCESS  
20. The Consent Process 
(a) Please describe how consent will be documented. Provide a copy of the Letter of Information / Consent 
Form (if applicable).  If a written consent form will not be used to document consent, please explain why and 
describe the alternative means that will be used. While oral consent may be acceptable in certain 
circumstances, it may still be appropriate to provide participants with a Letter of Information to participants about 
the study.  
Click “Tips and Samples” for the McMaster REB recommended sample “Letter of Information / Consent 
Form”, to be written at the appropriate reading level.  The “Guide to Converting Documents into Plain 
Language” is also found under “Tips and Samples”. 
ATTACHMENTS: Provide a copy of the Letter of Information and Consent form(s) or oral or telephone 
script(s) to be used in the consent process for each of your study populations, where applicable.  
 
Consent will be documented by each participant signing the letter of information/consent shown in Appendix 
C.  
 
(b): Please describe the process the investigator(s) will use to obtain informed consent, including who will be 
obtaining informed consent. Describe plans for on-going consent, if applicable.  

 
The principal investigator (Smith) will ask each participant to provide informed consent.  Consent will be 
documented by the participant electronically signing the consent form.  In addition, the participant will be 
asked for verbal consent at every point of contact.  That is, consent will be requested at the start of every 
interview and every discussion session.  This ongoing consent will be documented with a table including 
dates and tickboxes for consent.  This table is included at the bottom of the original consent form, as shown in 
Appendix C (Letter of Information/Consent). 
 
21. Consent by an authorized person  
If participants are minors or for other reasons are not competent to consent, describe the proposed alternate 
consent process. ATTACHMENTS: Attach the Letter of Information and Consent form(s) to be provided to 
the person(s) providing the alternate consent. Click “Tips and Samples” to find samples.  
 
N/A 
 
 
22. Alternatives to prior individual consent  
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If obtaining written or oral documentation of an individual participant’s consent prior to start of the research 
project is not appropriate for this research, please explain and provide details for a proposed alternative consent 
process. ATTACHMENTS: Please provide any Letters of Information and or Consent Forms. 
 
N/A 
 
 
23. Providing participants with study results 
How will participants be able to learn about the study results (e.g., mailed/emailed brief summary of results in 
plain language; posting on website or other appropriate means for this population)?  
 
The participants will learn about the study results through the Masters thesis of Jegatheesan.  The thesis 
should be complete by January 2016.  If desired, a copy will be sent to them when it is complete. 
 
 
24. Participant withdrawal  
a) Describe how the participants will be informed of their right to withdraw from the project.  Describe the 
procedures which will be followed to allow the participants to exercise this right. 

 
The letter of information/consent will explicitly identify their right to withdraw.  All that would be required to 
withdraw would be an e-mail to the principal investigator (Smith). 
 
 
b) Indicate what will be done with the participant’s data and any consequences which withdrawal might have on 
the participant, including any effect that withdrawal may have on the participant’s compensation or continuation 
of services (if applicable). 

 
If a participant withdraws, all of their data will be deleted, if they so wish.  There is no compensation for 
participation.  However, there is a benefit in terms of potentially improved software.  If participant wishes, we 
will complete the redevelopment of their software. 
 
c) If the participants will not have the right to withdraw from the research, please explain.  
 
N/A 
 
 
 
25. SECTION E – CONFIDENTIALITY & ANONYMITY 
 
Confidentiality concerns the protection, privacy and security of research data. Consult the Data Security 
Checklist at http://reo.mcmaster.ca/educational-resources for best practices to secure electronic and hard copy 
versions of data and study documents.  
 
(a) Will the data you collect be kept protected, private and secure from non-research team members?  

[  x ] Yes [   ] No 
 
If No, then explain why not, and describe what steps you be put in place to advise participants that data will not 
be kept protected, private and secure from non-research team members. 
 
N/A 
 
 
(b) Describe the procedures to be used to ensure that the data you collect in your research will be kept 
protected, private, and secure from non-research team members. In your description, explain who will have 
access to the data and what data security measures will be put in place during data transfer and data storage. 

 
The summary of the interview comments will be produced by Kelly.  This document will only be shared by 
Kelly, Smith, Jegatheesan and Nedialkov.  The file will be encrypted and password protected.  If e-mailed 
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between participants a secure e-mail server will be used.  Although the interview comments are not shared 
with them, the students redeveloping the software will know that the software they are working on is part of a 
study. 
 
The confidentiality of the original and redeveloped code will also be protected, if required by the original 
software license.  The researchers and student developers will keep the code on secure servers.  If 
necessary to move the code between servers, this will be done via secure ftp, or by using a physical USB 
key.  The student developers will be informed of the license model used by the original software and all steps 
required by that license will be followed. 
 
   
(c) Will the research data be kept indefinitely or will it be deleted after a certain time period?  Please explain. In 
your answer, describe why you plan to keep data indefinitely or not. If deleting data after a certain time period, 
explain why you chose the time period you did. Describe how participants will be informed whether their data will 
be deleted or not.  
              
Research data, including any audio recordings of interviews, will be destroyed within 2 years after the 
research has been completed. There is no need to keep this data indefinitely. A time period of 2 year was 
chosen to ensure that the data will be available for thesis writing and in case the investigators need to make 
any changes to the resulting research paper.  Participants will be informed that their data will be deleted after 
a period of 2 year upon completion of research through the letters of informed consent (Appendix C). 
 
If required by the software license, the original and redeveloped code will also be deleted by the end of the 2 
year duration of the project. 
 
 
Anonymity concerns whether participant identities are made known or not. The anonymity promised to 
participants can be different during different stages of research (i.e., during recruitment, during data collection, 
during data storage, and during the dissemination of research findings). 
 
(d) Describe the extent to which participant identities will be made known in each of the following activities: 
during recruitment, during data collection, during data storage, and during the dissemination of research 
findings. In your description, explain what steps or procedures you plan to put in place to keep participant 
identities unknown in each of those activities. 
 
Recruitment 
• The participants will be known to the investigators. 
Data Collection 
• The participants will be known to the investigators. 
Data Storage 
• The participants will be known to the investigators. 
Dissemination 
• The participants will be anonymous.  They will not be identified by name or institution in any publications.  
Their work will be generalized so that it cannot be identified as belonging to them, although their identity might 
possibly be deduced by someone reading the publications and combining the generic facts.  This possibility is 
explicitly presented to the participants in the Letter of Information/Consent (Appendix C). 
 
 
 
SECTION F -- MONITORING ONGOING RESEARCH 
 
26. Adverse Events, Change Requests and Annual Renewal/Project Status Report  

a) Adverse events (Unanticipated negative consequences or results affecting participants) must be 
reported by faculty researcher or supervisor to the REB Secretariat (Ethics Office – Ext. 23142) and the 
MREB Chair, as soon as possible and in any event, no more than 3 days after they occur. 
See: https://reo.mcmaster.ca/policies/copy_of_guidelines#12-0-adverse-events   
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b)   Changes to cleared research:  To obtain clearance for a change to a protocol that has already 
received ethics clearance, please complete the “< Change Request >” form available on the MREB 
website or by clicking this link. Proposed changes may not begin before they receive ethics clearance.  
 

c)    Annual Renewal/Project Status Report Ethics clearance is for only one year.  
The minimum requirement for renewing clearance is the completion of a “Annual Renewal/Project 
Status Report” in advance of the (1 year) anniversary of the original ethics clearance date. ”  
 

PLEASE NOTE:  
It is the investigator’s responsibility to complete the Annual Project Status Report that is sent each 
year by email 8 weeks in advance of the anniversary of the original ethics clearance to comply with 
the Research Integrity Policy. If  ethics clearance expires the Research Ethics Board is obliged to 

notify Research Finance who in accordance with university and funding agency regulations will put 
a hold on funds. 

 
27.  Additional Information: Use this section or additional page(s) to complete any part of this form, or for any 

other information relevant to this project which you wish to provide to the Research Ethics Board. 
 
 
 
 
 
28.  POSTING OF APPROVED PROTOCOLS ON THE RESEARCH ETHICS WEBSITE  

a) It is the policy of MREB to post a list of cleared protocols on the Research Ethics website.  Posted 
information usually includes: title, names of principal investigators, principal investigator department, 
type of project (i.e. Faculty; PhD; Masters, Undergraduate etc.) 

b) You may request that the title be deleted from the posted information.   
c) Do you request that the title be eliminated from the posted information? [   ] Yes  [  x ] No 
d) The ethics board will honour your request if you answer Yes to the above question 27 c) but we ask 

you to provide a reason for making this request for the information of the Board. You may also use 
the space for any other special requests. 

e) < List of MREB Cleared Protocols > < List of Undergraduate SREC Cleared Protocols > 
 

N/A 
 

 
Supporting Materials Checklist: 

 
Instructions:   
 
Complete this checklist to identify and describe your supporting materials to ensure your application form is complete 

 
• When supplying supporting materials, ensure that they are properly labeled (e.g., “Appendix C: Interview Guide 

for Teachers”) and referenced in your protocol (e.g., “The interview guide for teachers – see Appendix C – is...”). 
• Do not cut and paste supporting materials directly into the application form; submit each as a separate 

appendix. 
• If you have multiple supporting materials of the same type (e.g., multiple letters of information that target 

different populations), list each supporting material on a separate row in this checklist. Add a new row to the 
table if necessary.  

 
Supporting Materials Checklist I will use   

this type  
of  

material  
in my  
study 

 
(Insert X 
below) 

I have  
attached  
a copy of  

this material  
in my  

protocol 
 

(Insert X 
below) 

This is how I labeled and titled this material in my 
protocol  

 
(e.g., Appendix A – “Email Recruitment Script for 

Organizational Workers”) 
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Supporting Materials Checklist I will use   
this type  

of  
material  

in my  
study 

 
(Insert X 
below) 

I have  
attached  
a copy of  

this material  
in my  

protocol 
 

(Insert X 
below) 

This is how I labeled and titled this material in my 
protocol  

 
(e.g., Appendix A – “Email Recruitment Script for 

Organizational Workers”) 
 

Recruitment Materials    
Study Information Brochure    
Video/audio recording that explains study details     
Participant Screening Form     
Recruitment Advertisements    
Recruitment Poster    
Recruitment Script – Verbal/Telephone    
Recruitment Script – Email (direct to participant) x x Appendix A 
Recruitment Script – Email (From holder of 
participant’s contact information) 

   

Recruitment for follow-up interview    
Snowball Recruitment script    
Reminder/thank you/ card/script/email     
Appreciation Letter/certificate – For Participants    
Other     
Informed Consent Materials    
Consent Log (to record oral consent)    
Oral/Telephone Consent Script    
Letter of Information & Consent Form – 
Participants 

x x Appendix C 

Letter of Information & Consent Form – Parent    
Letter of Information & Consent Form - Guardian 
or Substitute Decision Maker 

   

Letter of Information & Assent Form – Minors    
Online survey brief information/consent and 
implied consent buttons 

   

Letter of Support  for Study    
Research Agreement    
Other     
Data Collection Materials    
Information Sharing/Data Access/Transfer 
Agreement (for secondary use of data) 

   

Demographic form  - Participant’s    
Instructions  for participants    
Interview Guide – (Questions for face to face, 
telephone, Internet/email interview) 

x x Appendix B 

Interview Guide –  Questions for Focus Groups    
Questionnaire  or Survey questions & instructions 
(Paper and pencil  or online formats)     

   

Rating Scales/inventories/Assessment 
Instruments 

   

Role-play/simulation scripts     
Stimuli used to elicit responses 
 

   

Images (photos, diagrams etc.) depicting  
instruments, equipment, exercises etc.  

   

Other     
Debriefing Materials    
Debriefing Form    
Deception Study - Debriefing Letter & post 
debriefing consent form 

   

Deception Study- Debriefing script – verbal     
Other    

Confidentiality Materials    
Confidentiality Oath/ Agreement    
Confidential Study Code Key Log    
Other     
Materials for previous review by other REBs    
Application form –Other REBs (Original)     
Application form – Other REBs (Revised)    
Communication between REB & researcher    
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Supporting Materials Checklist I will use   
this type  

of  
material  

in my  
study 

 
(Insert X 
below) 

I have  
attached  
a copy of  

this material  
in my  

protocol 
 

(Insert X 
below) 

This is how I labeled and titled this material in my 
protocol  

 
(e.g., Appendix A – “Email Recruitment Script for 

Organizational Workers”) 
 

(letters, emails, faxes etc.) 
Clearance Certificate  (Other REBs)    
Other     
Other Supporting Materials    
Compensation Log     
List of support services for participants     
Participant Appreciation  - letter, script, email  
or certificate  etc.  

   

Researcher Training Certificates    
Scientific Licenses    
Other    

 
 
 
 

29. Researcher Assurance: < SECTION G – SIGNATURES >                                            
 
[x   ] I confirm that I have read the McMaster University Research Integrity Policy 
http://www.mcmaster.ca/policy/faculty/Research/Research%20Integrity%20Policy.pdf , and I agree to comply with 
this and other university policies, guidelines and the Tri-Council Policy Statement (TCPS) and of my profession or 
discipline regarding the ethical conduct of research involving humans.  
 
[ x ] In addition, I understand that the following all constitute violations of the McMaster University’s Research 
Integrity Policy: 

• failure to obtain research ethics clearance;  
• carrying out research in a manner that was not cleared by one of the university’s REBs; 
• failure to submit a Change Request to obtain ethics clearance prior to implementing changes to a cleared 

study;  
• failure to report an Adverse Event (i.e., an unanticipated negative consequence or result affecting 

participants) by the investigator or faculty supervisor of student research to the MREB secretariat and the 
MREB chair, as soon as possible and in any event, no more than 3 days after the event occurs; 

• failure to submit an Annual Renewal/Project Status Report in advance of the 1 year anniversary of the 
original ethics clearance date.  

 
     
       
Signature of Faculty, Student or Staff Researcher  PLEASE PRINT NAME HERE  Date  
 
 
           
Signature of Faculty, Student or Staff Researcher  PLEASE PRINT NAME HERE  Date  
 
           
Signature of Faculty, Student or Staff Researcher  PLEASE PRINT NAME HERE  Date  
 
Supervisor Assurance for Graduate or Undergraduate Student Research:  
 
[  x ] “I am the supervisor for this proposed student research and have read this ethics application and supporting 
documents and deem the project to be valid and worthwhile, and I will provide the necessary supervision of the 
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student(s) researcher(s) throughout the project including ensuring that the project will be conducted as cleared and to 
make myself available should problems arise during the course of the research. 
 
           

Signature of Faculty Supervisor of Student Research        PLEASE PRINT NAME HERE  Date 
                 (Add lines for additional supervisors.) 
 
 
 
The signature page may also be emailed as a scanned PDF or be sent by campus mail to GH-305. 
 



________________________________________________________________________
Appendix A Spencer Smith - Email Recruitment Script [May 26, 2015]                                                              

 
 

Appendix A                    
 

Email Recruitment Script 
 Spencer Smith,  

Associate Professor, Computing and Software 
Impact of Document Driven Design in Scientific Computing 

_______________________________________________________ 
 
Subject line: McMaster Study – Impact of Document Driven Design in Scientific Computing 
 
Would you be interested in providing me with a short computational program that you have 
written, or that you use in your work, for re-implementation by a student team?  We are currently 
looking at using a series of case studies to research the effectiveness and practicality of a 
document driven development process for scientific software.  In addition to providing your code, 
you will be asked to participate in two interviews (0.5 – 1.0 hour each) and several (3 – 6) short 
sessions (about 0.5 hour each) to answer technical questions and to discuss the new 
documentation.  In no event will your total time commitment over the course of the study exceed 
5 hours. 
 
We selected your name because your research work, as shown on your web-page, likely includes 
the development of scientific computing software.  Participation in our interviews is unlikely to 
cause harm or discomfort.  However, there is a chance that you will feel uncomfortable if you 
perceive that your current approach to software development is being criticized.  Please be 
assured that this is not our intention.  Our goal is to systematically measure the impact of a 
document driven approach, which may turn out to be inferior to your current approach.  You can 
discontinue participation in this study any time.  Full details on the study can be found in the 
attached letter of information.  
 
This study has been reviewed and cleared by the McMaster Research Ethics Board.  If you have 
any concerns or questions about your rights as a participant or about the way the study is being 
conducted you can contact: 
 
   The McMaster Research Ethics Board Secretariat  
   Telephone: (905) 525-9140 ext. 23142 
   c/o Research Office for Administration, Development and Support (ROADS) 
   E-mail: ethicsoffice@mcmaster.ca  
 
We would like to thank you in advance for your time and consideration. After a week, we will send 
you a one-time follow-up reminder.  Please do not feel any pressure to participate in this study.  If 
you do not have time to be involved, we have many other potential participants that we can work 
with. 
 
_________________________________ 
 
Spencer Smith, PhD, PEng 
Associate Professor 
Department of Computing and Software 
McMaster University 
 
Tel: (905) 525-9140 X27929 
Room: ITB/167 
Web: http://www.cas.mcmaster.ca/~smiths 
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DATE: May 26, 2015 
 

 
APPENDIX C 

LETTER OF INFORMATION / CONSENT  
 

A Study About Document Driven Design for Scientific Computing Software 
 

 
Principal Investigator:   Student Investigator: 
Dr. Spencer Smith   Thulasi Jegatheesan    
Department of Comp. & Soft.  Department of Comp & Soft. 
McMaster University   McMaster University 
Hamilton, Ontario, Canada  Hamilton, Ontario, Canada 
(905) 525-9140 ext. 27929  NA 
E-mail: smiths@mcmaster.ca  E-mail: jegatht@mcmaster.ca 
 
Co-Investigator(s):  
Dr. Diane Kelly 
Associate Professor 
Department of Mathematics and Computer Science 
Royal Military College of Canada 
 
Purpose of the Study: We are interested in your opinions on the application of software 
engineering methods, principles and tools toward improving the quality of scientific computing 
software.  In particular, we are trying to determine whether a document driven approach improves 
the reliability, maintainability, reusability and verifiability of scientific software. 
 
Procedures involved in the Research: For the study you will be asked to contribute a scientific 
program of interest to you.  This program will be redeveloped by my team, using a document 
driven process.  To measure the effectiveness of the document driven process, you will be 
interviewed twice by Dr. Diane Kelly: once at the beginning of the project and once at the end.  
Each interview is expected to last between 30 minutes and one hour.  The interviews will take 
place on the telephone or via Skype.  Your responses will be audio recorded by Dr. Kelly and 
later transcribed by her.  The purpose of the first interview will be to determine background on 
you and your software, as well as your current attitudes toward software development and 
documentation.  A sample question would be, “What do you do to build confidence in your code?”  
The purpose of the second interview is to assess the impact of the newly developed software.  A 
potential question would be, “Will this experience influence how you develop software?”  The full 
list of questions is attached to this letter. 
 
In addition to the time for the interviews, we will require some of your time to discuss your 
software.  The discussion will involve answering technical questions related to your software and 
going over the new documentation.  We anticipate needing about half an hour per week for 3 to 6 
weeks.  Depending on your preference the questions can be answered in-person, over e-mail, 
over Skype or over the telephone.  Your maximum time commitment over the course of the entire 
project will be capped at 5 hours (two 1 hour interviews and six 0.5 hour question answering 
sessions.)   
 
With respect to the ownership of the original code and the redeveloped code, the licence will stay 
the same as for the original code.  That is, if the original code is under an open source license, 
this will continue to be the case and the redeveloped code will automatically come under the 
same open source license.  If the original code is proprietary, this same status will be maintained 
in the new code.  If you require a Non Disclosure Agreement (NDA), then this agreement will be 
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respected by the researchers and student developers.  You are considered to be the owner of the 
original and the redeveloped code.  The researchers will not share the code, or use it for any 
purposes other than for this project, unless the original license permits such use. 

 
Potential Harms, Risks or Discomforts:  Participation in our interviews is unlikely to cause 
harm or discomfort.  However, there is a chance that you will feel uncomfortable if you perceive 
that your current approach to software development is being negatively criticized.  Please be 
assured that this is not our intention.  Our goal is to systematically measure the impact of a 
document driven approach, which may turn out to be inferior to your current approach.  If there is 
any question you do not feel comfortable answering, you do not need to answer. 
 
There is also the social risk that your reputation might be damaged if someone deduces your 
identity and concludes that your code Is not well written.  Given our efforts to keep you 
anonymous, it is unlikely that you will be identified by anyone.  In the unlikely event that you are 
identified, there will be no basis for criticism, since the new documentation that is being created is 
not currently used by other scientific software developers.  The approach used to redevelop the 
code may turn out to be a recommended approach in the future, but this is not currently the case. 
  
Potential Benefits: The research will potentially benefit you through the redevelopment of your 
software.  At the end of the project you will have a new version of your software that is fully 
documented and tested.  You maintain ownership of your original code, and of the redeveloped 
code.  You may choose to use the new software, use portions of the new software, or stick with 
your original version. 
 
Confidentiality: Every effort will be made to protect (guarantee) your confidentiality and privacy.  
We will not use your name or any information that would allow you to be identified.  Only the 
research team and myself will know your identity.  In any publications generated from this work, 
we will use generic terms to refer to you and your software program.  However, there is a chance 
that others might deduce your identity by combining the various generic facts. 
 
The notes and audio recording of your interview responses will be kept in a password protected 
files on a password protected computer.  We will retain the data for two years from the conclusion 
of the study so that it is available for preparing publications.  After this time period the data will be 
destroyed.  The original and redeveloped code will also be destroyed at this time, unless the 
original license permits retaining them. 
 
Participation and Withdrawal: Your participation in this study is voluntary.  If you decide to be 
part of the study, you can stop (withdraw), for whatever reason, even after signing the consent 
form, or part-way through the study.  If you decide to withdraw, there will be no consequences to 
you.  In cases of withdrawal, any data you have provided will be destroyed, unless you indicate 
otherwise.  If you wish we will complete the software redevelopment, even if you withdraw from 
the study.  If you do not want to answer some of the questions, we can skip those questions, and 
still keep you in the study.  As part of the process for ongoing consent, you will verbally be asked 
to confirm your consent at each point of contact (interview of discussion session).  Your verbal 
consent will be recorded in the table at the end of this document. 
 
Information about the Study Results: We expect this study to be complete by January 2016.  
The results will be part of the MSc thesis produced by Thulasi Jegatheesan. If you would like a 
copy of the thesis, please let me know how you would like it sent to you.  
 
Questions about the Study: If you have questions or need more information about the study 
itself, please contact me at: smiths@mcmaster.ca 
 
This study has been reviewed by the McMaster University Research Ethics Board and received 
ethics clearance. If you have concerns or questions about your rights as a participant or about the 
way the study is conducted, please contact:  
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   McMaster Research Ethics Secretariat 
   Telephone: (905) 525-9140 ext. 23142 
   C/o Research Office for Administrative Development and Support  
   E-mail: ethicsoffice@mcmaster.ca 
 
 

CONSENT 
 

• I have read the information presented in the information letter about a study being 
conducted by Spencer Smith of McMaster University.   

• I have had the opportunity to ask questions about my involvement in this study and to 
receive additional details I requested.   

• I understand that if I agree to participate in this study, I may withdraw from the study at 
any time. 

• I have been given a copy of this form.  
• I agree to participate in the study. 

 
 
 
Signature: ______________________________________ Date: ________________________ 
 
 
 
Name of Participant (Printed) ___________________________________ 
 
 
Ongoing Consent at Each Point of Contact 
 
Date Purpose of Contact (Interview or Discussion) Consent Received (yes/no) 
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Interview Notes with Marilyn Lightstone - 21 October 2014 
 
From Diane kelly 
 
- <what code development do your students do?> 
- most students run commercial codes 
- some develop small simple models, about 1000 loc 
-< guarantee quality of work?> 
- verification - make sure what they believed they put in actually went in (as far as modelling 
data goes) 
- check boundary conditions, ensure way using data is correct, build up problems in simple steps, 
compare to analytical solutions 
- steep are: can you run the code correctly, can you develop the input correctly, then run the code 
and analyze results 
- do a simpler version of study, e.g. laminar flow - plot curve of results from computer and 
compare to analytic results - should be identical 
- <what challenges do students find when using codes?> 
- creation of grids, learning the commercial tools (use tutorials from commercial company) 
- best source of information: other people in lab 
-infrequent use of commercial tool is challenging since eth user interface changes every couple 
of years 
- commercial tool is MODTURC; expensive 
- online user group exists but not useful 
-students work on projects built on previous student's projects; hire graduate for a few months to 
pass their knowledge on to next student 
-students generally leave behind Readme files but not much else 
- have all their input files 
- programs not difficult to run 
- <reproducibility?> studies are reproducible forever in MODTURC - underlying principles don't 
change - just the user interface 
- codes are in FORTRAN 
- most students leave behind their final results, code (sometimes commented), no user docs 
- Marilyn provides examples with comments to encourage commenting 
- <trust codes such as MODTURC?> 
- basically, no - found bugs 
- users must do validation always - insist students always validate 
- compare to published results, find test cases that exercise new parts of modules 
-<do you use open source/freeware/otehr people's code?> 
- have in past because MODTURC couldn't do something we needed 
- had to validate it first 
-huge difficulties because documentation not good, weird bugs, too complicated, needed to be 
really good at coding 
- happy to share code with others 
-<in journal publications, what do reviewers look for?> 
- a results is sensible - looks for physical properties eg. adiabatic boundary condition contours 
hitting wall at 90 deg 



- don't need to provide code 
- include validation performed in write-up of paper 
- <your reaction to being handed a new set of tools to use?> 
- not that thrilled 
- students may be interested 
-have limited time, so the tool has to provide a good benefit and good payoff 
- cannot be cumbersome 
-<ideal code and documentation?> 
- well commented; clear on how to use; explain input and output; confident code is correct; want 
to understand code; understand underlying assumptions 
- <what would you consider a requirements document?> 
- most students produce a theory "manual" for their work, describe discretization, etc. 
-<would you include this with the code/part of the code?> 
- no, better as a separate document, could have a link between theory and code such as variables 
used for each 
 
Diane's impressions: 
- codes written by students are very small 
- everyone very focused on physics, not the code 
- could be ok if the codes are simple 
- have difficulty getting the students to write code comments - they write the theory up ok since 
that's what their theses are about 
- a standardized template for documentation may be useful (though it still may be difficult to get 
a student to write decent comments) 
- tools would be welcomed only if clear what their advantage would be - can't be cumbersome or 
time consuming, especially if it takes away from doing the science 
- requirements considered the underlying theory and the problem statement - the underlying 
theory may be developed as they go 
- don't seem to read the code very much - often code not available - depend heavily on various 
types of testing 



Interview with Kristine Spekkens - Monday 17 August 2015 
 
Code: diskfit 
- creates velocity field maps of rotating galaxies 
- written in 2007 
- about 5000 loc 
- current public version is FORTRAN 77; plans to release a FORTRAN 90 version in a month or 
two 
- maintained by Kristine and colleague in Rutgers 
- can be run on a single processor, depending on size of data 
- sample run is 500 galaxies, 40 cores on HPCVL and takes a week 
- matrices being diagonalized can be anywhere from 20 rows to 2000 rows 
- users are all over the world, eg. South Africa, Australia, etc. 
- about 10 users at any one time - very specialized software 
- released as open source where all components are fully available without commercial licences 
needed; problems with commercial licences when going to other countries 
- maintain LINUX and DARWIN (MAC) versions of executables - most users use these instead 
of creating own executables, but full source code is available 
 
Background of developers: 
Rutgers: 
- theoretical astro physicist who runs a lot of computational codes 
- no formal software background but codes a lot and very cleanly 
RMC: 
- acts mainly as user/tester/designer/user support/bug identifier 
- sits on observer side of software 
- self taught programmer 
- PhD was programming in FORTRAN 77 
- also writes code using IDL to manipulate large astro images 
- writes scripts to plug in libraries such as Numerical Recipes 
 
Documentation 
- user documentation mostly by Kristine 
- started by writing a paper about the software, then decided to make the software available 
publically, then upgraded the documentation to assist the users 
- assumes user has necessary physics background 
- describes input and output file formats, options; bulk of documentation are examples of using 
the software 
- describes science for code 
- use math symbology developed in one of the published papers 
- Rutgers prof puts in code comments and uses good parameter names; keeps code very clean 
- only two profs touch code 
- include a version history in code listing changes included in the current version 
- no design or requirements documentation 
 
Version control 



- use version control on public releases 
- limited distribution of in-between releases for specific users for very specific problems 
- keep all files for these in-between releases, using a manual systems based on dates 
- official releases once every 2-3 years 
 
Bug tracking 
- have a small number of users, so a bug database not necessary 
- number of bugs is 0-5 a year; may hear from someone with a bug every 6-8 months 
- Kristine is primary contact  
- usual procedure is to address bug as soon as it is reported; use text file to record details of bug; 
track down possible cause and fix; report to Rutgers prof; he provides formal fix and Kristine 
tests and approves it for distribution 
 
Use of other software 
- use linpac and numerical recipes codes, but can't distribute these as part of open source package 
- use CFITSIO to read special input file format (FITS) from astronomy sources 
- ran the code through a FORTRAN compliance checker in 2010;  wasn't useful; mostly write 
code that is standard compliant 
- have to be careful that whatever is used is freely available in other countries, eg. FORTRAN 
compilers 
 
Quality concerns 
- scientific integrity 
- changes to code motivated by scientific return 
- make code easier to use and make it correct 
- improvements motivated by new scientific questions 
- not funded to do software engineering 
- backwards compatibility is important ; keep adding new stuff but ensure input text file not 
changed; users don't want to be worried about new releases every week - rather have infrequent 
releases timed like extent of a Master's student's length of study; 2 year old input file should still 
work 
 
Testing 
- test to ensure new code fixes problem - both profs involved; Kristine ensures code changes 
work for user 
- Kristine does regression testing by running through all documented examples to ensure results 
are reasonable 
- couldn't possibly test all combinations of options available in code 
- when hear from uses and students about problems, do further testing to check the problems out 
- users themselves run simulations to check parts of code 
-hard to have something insidious in this code that won't show up in tests - nature of 
computations in code 
-not had a problem with reproducing a bug 
- work closely with user and address problems immediately 
- do limited code reading, more to check changes to a section of code that is familiar 
(ownership?) 



Manuel Campidelli - Friday 21 August 2015 - Interview #1 
 
Developer software background: 
- worked in MATLAB in undergrad 
- a few months ago developing software (GlassBR) for a company 
- before this, would develop scripts to expedite process for writing research papers 
- new software is in FORTRAN and Visual Basic (VB) 
- learning as they go 
- this is first time writing software to distribute to someone else 
- first time to have to take care of issues didn't have to before - such as concern about ignorance 
of user, eg. all possible things that the user can make go wrong 
 
 
Software: GlassBR 
- 1300 loc of FORTRAN 
- 1000 loc VB 
- FORTRAN used to science and math 
- EXCEL spreadsheet for user interface 
- VB to transfer data from spreadsheet to FORTRAN program 
- Manuel is the only developer 
- software calculates the resistance of a glass window subjected to the pressure of an explosion 
- help user to design a pane of glass 
- input is size of window, thickness of glass, type of glass, and explosive charge 
 
 
Documentation: 
- might have to write small user's manual for client - not discussed yet 
- a presentation to users should suffice 
- users only need to know spreadsheet and the ASDM Standard - don't need to know 
mathematics or science (ie. FORTRAN part) 
- uses code comments - blocks of code commented, titles in subroutines - not thoroughly 
commented 
- variable names are set up as a hierarchical structure - eg. input data - geometry - side A,B,C 
- finding names of variables are getting too long and clumsy, so using pseudonyms for the longer 
names and it's not working well 
- other documentation types not familiar with - eg. requirements docs, designs docs 
- Manuel will maintain - not sure of lifetime of code; will be obsolete if the ASDM Standards 
change -  may be around for a few years - only need to document enough for himself 
 
Tools used: 
- compiler 
- issue tracking irrelevant because code is not old enough 
- version control done by hand - once have a stable version, number it next in sequence and use 
this numbering system to identify all parts of the version - have a file directory set up to handle 
this 
- have had no problems picking up earlier versions of software 



- future work - will use random number generators 
- used some stuff from the web for VB - eg. write a counter to check performance of subroutine 
- don't use anything that is critical 
- if used free software for something critical, would need to check it carefully 
- recently had trouble with VB and EXCEL since had to upgrade to newest release - broke some 
of existing VB code - took several days to find the problem - backwards compatibility a problem 
 
 
Testing: 
- compare output with examples worked out by hand 
- use software to generate design charts in the Standard - if match, means software is working - 
realizes this isn't complete checking, but addresses the core (FORTRAN?) part of the code that it 
is working properly 
- company will do additional hand calculations to check software and will report back any 
problems  
- regression testing? <explained what this is>  - will need this in the future - too soon now 
- when have time, check out routines individually - work out hand examples and check the code 
matches, then incorporate into the rest of the software 
- coming up with a system of error messages that report any problems with the calculations and 
subroutines misbehaving 
 



Brandon Karchewski - U of Calgary - Fri. August 21 2015 - SSP 
 
Developer background: 
- 1st year engineering undergrad used C# for simple GUIs and simple math/engineering 
programs 
- used MATLAB in a numerical methods course 
- learned Python for a course where they were teaching assistant 
- used MATLAB in undergrad research terms 
- now use MATLAB on a daily basis 
 
Software: SSP 
- written in MATLAB 
- 2 or 3 main components 
- user interface is about 100 loc 
- genetic algorithm for optimization is about 1300 loc including 150 lines comments, 20% white 
space = ~800 actual lines of code 
- within optimization, there are routines to evaluate safety of candidate surfaces - about 500 loc 
- started in summer 2010 as adaptation from an earlier code 
- does a slope stability analysis: first code only used circular shapes; new code can work with 
non-circular shapes - substantial changes to old code so new code is essentially a complete 
rewrite 
- usually Brandon is the only developer - Spencer's student is only other developer 
- code is strictly an instructional tool used in a foundational course 
- can have about 30 undergrad students using it at one time 
- code is set up to detect some non-sensical input, eg. obvious physical problems such as 
overlapping surfaces 
- users expected to understand the underlying problem and not input nonsense data 
- have not had students report any bugs or problems with software 
 
Trust in software? 
- uses established algorithms 
- tested against textbook examples 
- not intended as commercial package 
- students are running it all the time, but never had a problem with the software - problems are 
students inputting bad data 
- no random crashes, stable 
 
Documentation 
- meaningful variable names 
- development notes 
- comprehensive commentary in code 
- uses MATLAB format of comments: uses MATLAB help template, follows that format 
- students are given input/output variables for interface of program 
- created tutorial document for students that includes worked example and high-level explanation 
of physics/math that's in code 
- did one conference presentation on code 



 
Tools? 
- compiler - MATLAB environment 
- GIT version control 
- not using a unit testing framework: developed own test scripts and checked output against 
literature 
- does regression testing by rerunning own test scripts 
- no freeware, open source, etc. associated with this code 
- hasn't had to recreate an earlier version, but could do it by picking up code from repository 
- hasn't had to worry about recreating earlier results - code has not changed in such a way that 
results would have changed substantially 



Michael Chrostowski - Sound Options      Wed. 26 August 2015 
 
Developer 
- undergrad in computer engineering at Univ. of Toronto 
- did several programming courses; later ones in MATLAB 
- worked at MDA Space Missions doing robotics 
- PhD in neuroscience - models of hearing systems in brain - at McMaster 
- used MATLAB 
- started company Sound Options 
- develops software to treat tinnitis using customized sound therapy - embed sound therapy in 
music 
 
Software 
- written in MATLAB 
- incorporates computational model of hearing brain 
- uses standard MATLAB functions 
- written software is about 2000 loc 
- started in September 2012 
- minor changes for about 2 years 
- has added some automatic pulling of data from input files 
- inputs person's audio profile - possibly what changes have occurred to cause tinnitis 
- uses theory of what might have happened 
- uses different algorithms to alter music to try and reduce person's tinnitis 
- developer works alone and is only user 
- users are removed from software - use product of software but not software itself 
- people submit audio profile online then pick up music files off server 
- software takes about an hour to run to create a therapy 
 
Tools used 
- MATLAB environment 
- runs on UNIX 
- was using svn version control initially 
- after started business, has time constraints and puts time efforts into running code and getting 
work done rather than housekeeping => not using svn right now 
- issue tracking - issues show up only once in a while, so issue tracking tool not needed 
- uses freeware to store sound theory as a wave file - UNIX based - then another freeware to 
convert this to MP3 
- another tool is MP3 Gain to even out the volume of different tracks of music 
- would eventually like a proper testing framework and version control in place 
 
Documentation 
- no user documentation - is own user 
- code is commented to explain functions and procedures 
- no outside publications because algorithm is a trade secret/proprietary 
- in future, will need documentation if company grows and new developers hired on 
- better commenting and external documentation would be desirable as well as a more formal 



process 
 
Increase trust? 
- early on, did traces while running program, ie., used debugger in MATLAB and watched what 
code was doing under specific test cases 
-everyone's output is different, so cannot predict what the program will give for a particular case 
=> testing hard 
- did code reading when developing - also went back and read code and updated comments when 
Spencer proposed this project 
- regression testing not done formally - has gone back to check previous results to compare new 
algorithm or changes to an algorithm 
- have metrics in model to check sufficiency of changes - allows comparison to previous results 
- has done changes to improve how long the software runs to produce a therapy - has improved 
this significantly 
- neural networks have random seeding which makes perfect reproducibility impossible - not an 
issue if slightly different 
- reproducibility seems to be not an issue 
 



Michael Thompson - Polyharmonics - 25 Aug 2015 
 
Software: Polyharmonics 
- tool to analyze large amounts of acoustic data; does visualization and automation of analysis 
- 4 people working on the code 
- 2 of these people are its current users 
- 1 other individual using the code 
- code is 2-1/2 years old 
- didn't have a name until Spencer suggested a name :) 
- 2 of current four people wrote the original code 
- code is about 200 loc 
- written in Python 2.76 
- part of output from code goes to a commercial stats package: Procensus 
- a lot of modifications going on from beginning 
- continually evolving product and learning how to use acoustics in different ways 
- some analysis is getting complex; moved from 2 dimensional to 4 dimensional space models; 
manipulating large amounts of data; visualization is important in analysis 
 
Background of developers: 
- all have degrees in chemical engineering 
- 1undergrad course in programming in first year 
- all developers are working on acoustics 
- can program in MATLAB as well as Python 
 
Documentation: 
- when first created, wrote user documentation 
- minor inline comments on blocks of code; eg. group of code for visualization 
- code is part of a project for a company 
- code is included in an appendix in documentation back to the company 
- no other papers/reports/presentations on code 
 
Building Trust in Code 
- normal data is a mish-mash of frequencies 
- to test/validate, create a single pulse frequency and check the code output within a given error 
bound 
- had a lot of problems with code over time 
- created a mirror code in MATLAB using some of MATLAB's canned library routines 
- do direct comparisons with the MATLAB code 
- can't use MATLAB for the product for the company: MATLAB too slow and costly because of 
it being proprietary 
- asked about regression testing - seems code is too new and too small to take this into 
consideration 
- any new routines are independent, eg new analysis, new visualization, and don't impact existing 
code base functions 
- new routines are checked individually 
- tied and true models/math are used - eg. Fast Fourier Transforms to get visualization 



 
Tools 
- Python interpreter plus downloaded packages such as a GUI interface for Python editing 
- have hit problems with moving to Python 3.0 - their code is interfacing with a subroutine from 
National Instruments that does data logging, and Python 3.0 version won't work with the 
instrument code 
- there is a large enough community using Python 2.76 that they have demanded continuing 
support for this version 
- don't use any other open source of freeware 
- version control done by hand using numbering system and file system; have a number for each 
version and separate file; increment number each time 
- no formal problem tracking - small group that interacts closely - know what the answer should 
be and keep working on the code until the expected answer comes out 
- no unit testing framework used 
- reproducibility of results not a problem 
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Follow-up comments from Kristine Spekkens; 10 March 2016 
 
Kristine has read through the documentation but has not gone through the code nor has tested the 
new version. Impressions are from looking at the documentation and talking to Spencer and 
Thulasi. 
 
Initial impression: 
 
- most helpful was Module Guide (which Kristine received last) 
- reasons: much higher overview of software structure; good for non-expert perspective 
- SRS is ground-up detail once a person "gets into" the code 
- MIS  gives technical detail 
 
Questions (long form of questions read to Kristine - short version reproduced here for reference): 
1) What are the most noticeable differences? 
2) What drove the greatest benefit from the redevelopment? 
3) Will you use any of the redevelopment tools introduced? 
4) Will your approach to requirements and design change? 
5) Will your approach to V&V change? 
6) Will this change how you develop software? Other benefits of this exercise? 
7) Advantages and disadvantages of DDD process? 
 
Kristine's Comments: 
 
1) - found emphasis on "hiding" interesting : what user doesn't need to know: minimalist 
approach 
-previously assumed user was expert and had some level of familiarity with code 
-this new approach is better for a general user who wants to use the code in a sophisticated way 
but it new to the code 
- doesn't see this new way a disadvantage to seasoned user - advantage across the board 
- code is a multi-parameter non-linear fit and user needs to know enough to get started; if thrown 
in at "deep end", user can get misdirected very quickly 
- need to ease the user in better; hide things they don't need to know right away 
 
2) - benefits came from a combination of both the approach and extra eyes on the code 
- this was first set of eyes on the code from a non-expert in the application domain 
- outside perspective/fresh set of eyes on the code is helpful 
- funding is for science not for software development 
- code is more user friendly form basic perspective - helpful 
- feels this is a powerful approach 
 
3) - (considering the documents themselves as tools rather than application tools) keeping list of 
dependencies is useful 
- trace between requirements and modules useful 
- like to continue this going forward 
- have done version control in the past 



- only do new version releases every 1 to 2 years, so users aren't faced with new versions every 
time they sign on 
- relatively small bugs - no new versions - batch changes 
 
4) - try to take some elements of what was done forward 
- module guide kept up to date is important 
- SRS and MIS are more complicated and more difficult to keep up to date 
- SRS and MIS probably won't change until some fundamental changes happen to the code - then 
these changes happen more organically; hard to justify students (physics) making these changes 
to the documents without the support from the science side of things 
 
5) - didn't talk about testing 
- testing done right now includes regression testing with standard simulation cases 
- haven't regression tested the new version yet 
 
6) - interesting to see someone with a different viewpoint of the code 
- notion of hidden modules; hiding information from users where they don't need it; keep this in 
mid 
- not going to code in a fundamentally different way from way currently used 
- keeping track of which modules interact with each other and with the requirements will 
continue to be useful 
 
7) - don't know how useful DDD will be 
- scientists do science eg., make software, see if it works, use it, distribute it, work backwards 
from it 
- DDD gives you better code but requires foresight on what you're going to use the code for; this 
doesn't work in reality; to use DDD almost need to start all over again and we aren't funded to do 
this 
- fundamentally it's a time thing and a money thing; the Canadian funding structure doesn't 
support a scientist doing software 



Follow-up Comments from Manuel Campidelli - 7 April 2016 
 
Initial discussion: 
 
- looked at SRS and Module Guide 
- looked at code and ran a couple of routines to check output 
- not familiar with Python 
 
Question 1: 
 
- output format changed 
- Excel interface replaced with Python interface 
- Excel interface worked ok but tends to break down with new versions; has to be tweaked 
- wants to build new interface, explore something different than what came from redevelopment 
- structure/ architecture slightly different 
- is better organized than before 
- if go through each subroutine, have problem understanding  - there is more commenting but not 
as explanatory as could be (possibly because those doing redevelopment didn't understand 
scientific background sufficiently) 
 
Question 2: 
 
- benefit is from more systematic approach to architecture 
- had no systematic approach before 
- just wrote code 
- architecture has changed from first version (a year ago) to now 
 
Question 3: 
 
- support tools 
- talked briefly with Spencer about support tools, eg. using GIT for versioning 
- already aware of versioning tools 
- currently doing small projects alone - "don't need a canon to shoot a fly" 
 
Question 4: 
 
- Module Guide 
- when looked at map of hierarchy of modules, arrows seemed to be backwards 
- eg. control module points at input module 
- assume this is top down type of diagram 
- usual thinking is bottom up 
- (suggested that the difference may be more control flow versus data flow - I think that is how 
Manuel usually thinks about their code) 
- Manuel suggested map of modules would be more useful restructured as Venn diagrams 
 
- SRS 



- most of SRS is explanations of things "I know well" (quote from Manuel) 
- provided systematic way of organizing information 
- data constraints table 
- useful idea for a table  
- some of the easy constraints are there 
- some constraints depend on results of specific calculations and these are not mentioned in the 
table 
- (I asked about keeping the SRS and MG up-to-date) 
- Manuel didn't look into how to generate these two manuals 
- would like to keep them up-to-date 
- wouldn't do it if it takes too much time 
 
Question 5: 
 
- I asked if testing was discussed with Spencer - they couldn't remember 
- I asked about regression testing - they do this already, runs a handful of tests (4), but not done 
systematically 
- I asked if approach to testing has changed: answered, no; hasn't learned a systematic way to test 
 
Question 6: 
 
- I asked how they would change his approach to software development 
- small project, wouldn't bother changing 
- bigger project (eg. 10k lines or so) would start with top-down approach and think about 
architecture up front 
 
Question 7: 
 
-I asked about advantages and disadvantages of applying DD process 
- disadvantages 
- adding a layer of abstraction that he could do without 
- there is a measure of jargon that is a barrier 
- handling documents is too time consuming for a small project 
- was hoping to get a better way to structure his interpolation algorithm - right now it "looks like 
a lump"; after restructuring, still "looks like a lump" 
- advantages 
- learned some Python 
- future maintainability of projects should be better 
- at end of module descriptions has examples of all data handled by module, ie. includes possible 
numbers in an array 
 
Suggestion: 
- right now get web pages with explanations of modules and call structures 
- more useful would be an interactive map of whole system where you could click on specific 
modules and get more details, then click on details (eg. variables) and get even more details 

 



Brandon Karchewski - Tuesday 22 March 2016 
 
Background: 
- from Spencer and students, received: 
- reorganized code 
- SRS 
- Module Guide 
- Interface Specification 
- testing documentation 
- activities so far 
- has downloaded software and looked at it 
- not had a chance to work with the code yet 
- has run set of tests that Spencer and students developed 
 
1) most noticeable difference 
- software divided into significantly more modules 
- had 6 modules previously and 5 or 6 test scripts 
- now have 10 to 12 modules 
- split out aspects of what code does into separate modules 
- each modules does one specific thing 
- larger number of test scripts 
- now have automated testing process for wider number of types of tests 
- tests now cover what was previously considered "trivial" things that were tested "on the fly" 
and not recorded, eg. input format now tested 
 
2) greatest benefit 
- program itself same as before (from black box perspective) since no new functionality added 
- documentation provides greater amount of detail 
- good for sharing information on design choices which are in your head - get this down on paper 
- even for author himself, helps to remember design choices 
- in future, if have students changing code, documentation will be useful in bringing others up to 
speed 
- from aspect of someone spending time on project: DDD approach helped to guide them and 
make their output more useful 
 
3) software support tools introduced 
- already using source control tool 
- testing docs used LATEX as part of automated doc generator 
- may use this in future on a project that is sufficiently large, eg. one to several year project 
 
4) going forward with new documentation 
- would continue to use on larger projects that are shared with other developers 
- can see usefulness but it's a matter of convincing others it's worth the time 
- will try to keep documents up-to-date as project (ssp) goes forward 
- adds extra work 
- forces you to specify what program does ahead and hold yourself accountable to this 



 
5) going forward with testing 
- already doing regression testing 
- already doing V&V in a similar way 
- now have more detailed unit tests 
- exercising internal operation of program 
- see value in automating this 
- will add this approach to doing unit testing of software 
- learned to focus on unit testing 
 
6) going forward with software development approach 
- will have this type of development in mind 
- will depend on scale of project 
- if project is larger time scale, large group of users and/or large group of developers 
- having some sort of documentation is indispensable 
- framework presented here makes sense 
- tool support 
- repository system and auto testing useful for larger projects 
- benefits? 
- have now seen a more organized approach to regression and unit testing 
- easier to maintain and so more likely to maintain it 
 
7) advantages and disadvantages of DDD 
- advantages 
- high level of detail recorded so don't lose knowledge capital that has been built up 
- record what program is supposed to do and then check that it does it 
- spending initial time up front is useful 
- code is reorganized for "design for change" 
- documentation is "design for change" at a more abstract level 
- disadvantages 
- up front extra time to development process seen as a hurdle 
- for a small project, seen as unnecessary 

 



Michael 6Chrostowski - tinnitus project - Interview Monday 14 March 2016 
 
Questions for interviewer's (Diane) understanding of what was done for Michael's project: 
 
- SRS delivered 
- written by Spencer and students 
- based on discussions and meetings with code owner 
- testing report delivered 
- summarized test cases 
- data and expected output came from code owner 
- Spencer and students designed test scripts 
- hazard analysis delivered 
- related to project as a whole, not just software 
- looked at data + output + hazards related to use of output products of software 
- more focused on use of software 
- ie ensuring correct  input from hearing clinic, proper usage of end product 
- did some exploratory work to measure risk but no objective measure was found 
 
Note: Questions 1 and 2 were omitted because code was not redeveloped due to IP concerns 
 
Question 3: 
- version control was used to some extent previously; going forward, definitely use 
- other tools? 
- the way testing was set up is valuable and will be used in future for further testing 
 
Question 4: 
- requirements document: have integrated it into a more comprehensive FDA required report 
- FDA has a similar standard for their approved documents 
- found the exercise of creating the SRS useful as a training exercise for doing FDA documents 
- the SRS will be maintained as part of the required FDA documents 
- plan to do guidelines on how to keep the SRS/FDA document updated in order to aid future 
owners of this software system 
 
Question 5: 
- in future, will give more emphasis on traceability in testing 
- will design testing to focus on hazard analysis 
- previously not doing formal testing; will organize testing at a high level 
- better understanding now about when and the type of testing that should be done 
- found testing exercise useful 
- got different view of software 
- better insight into limitations of software and what might have to be done in future 
 
Question 6: 
- better appreciation of formal methods and testing 
- better appreciation of documentation that could be done in advance of coding 
- look at idea of bringing someone into project to do software development instead of code 



owner doing it and having to clean it up afterwards 
- motivated by Spencer's project, the code owner did some changes to the code 
- some changes were motivated by advice from Spencer 
- some code changes were decided by code owner 
- owner's goal was to remove redundancies and improve documentation on how the code works 
 
Question 7: 
- advantages of the DDD approach: 
- forces you to put effort into design and planning to get cleaner design 
- write the code to make testing easier later 
- DDD fits in with FDA standards and got a better sense of that 
       - FDA standards requires that you do requirements and test planning ahead 
- would definitely follow DDD method 
- disadvantages of the DDD approach 
- as part of a start-up, can eat up resources and time and you need to find out what works quickly 
- had to do some massaging to get the DDD document to fit the FDA standards 
- had hoped to have a consultant on board to guide Spencer and students on what was required 
for the FDA standards, but was unable to make that happen 
- need a team of people to use the DDD approach: challenging for one person to play all roles 
and get things done 
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