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ABSTRACT

The basic concepts of batch, coﬁversational, and
incremental computing are presented along with a brief discussion
on their influence on computing.

The design and implementation consideration for the
assembly language implementation of a simple incremental
assembler is presented. An éssembler, to accept simple assembly
language programs which are scanned as they are received and
assembled into machine code, has been implemented on the Hewlett
Packard 2100A computer and is discussed in full detail. The
assembler has been designed to execute incomplete programs such
that debugging print out of registers and specified core
locations is possible. The assembler also provides an editor
to perform delete, insert and replace operations on user programs
input to the assembler.

The assembler is oriented for the naive user, but it
assumes the user has a small knowledge of assembly language
programming. Important considerations in writing interactive

programs are also discussed.
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CHAPTER I

INCREMENTAL ASSEMBLY, CONCEPTS AND CONSEQUENCES

ASSEMBLERS

When computeré first began to be used it was realized
that programming in machine language was an extremely tedious
process. One of the most important steps taken to make
programming easier was to intréduce mnémonic codes in place of
machine operation codes and addresses. The use of mnemonic
codes leads to a programming language almost equivalent to
machine lanquage but very much easier to read. A program for
translating from such a lanquage into the corresponding machine
language is called an assembler.

The main task of an assembler is tc translate assembly
language instructions into machine language instructions that
correspond almost one-to-one with what appears in the assembly
language program. The assembler uses a table to determine the
appropriate operation codes. Also it must assign and keep
track of addresses as well as pseudo operation codes of the
assembly language.

The advantage of an assembler arises when a program
is being tested. It is often useful to output intermediate
results, as well as the required answers, to follow the course
of calculations in full detail. Extra'output instructions

must obviously be inserted to provide this information.



These additional instructions can be easily removed from the
program once the program is working properly. The assembler
can create a new machine language version without any further
effort on the part of the programmer. On the otherrhand, to
remove extra instructions directly from a machine language
" program and include the necessary adjustments is tedious and
likely to introduce new program errors.

The difficulty in writing an assembler is not so much
in developing one that translates assembly language programs
correctly but in producing one that is able to handle incorrect

programs in some sensible way.

BATCH, CONVERSATIONAL AND INCREMENTAL SYSTEMS

BASIC DEFINITIONS

Of prime importance are the definitions of source
and object program. The source program is the program written
by the programmer whether it is coded in symbolic form like
punched cards or typed in at terminal. The object program is
the assembled code which is recognized by the computer as

executable instructions.

BATCH ENVIRONMENT

The term batch p;ocessing implies a programmer sub-
mittinq hié job and reéeiving his results at a later time.
Several jobs are accumulated and the batch theh presented to
the computer system on an input tape. To the programmer the

most important point is that he has no contact with his job



between the time the job is submitted until he receives his
output.

The most significant aspect of batch processing is
that the entire source program is available initially and all
output can be postponed until a later phase. Declarative
statements are processed in an initial phése with storage
allocated immediately. In.the same pass statement labels are
recognized and entered into the symbdl table; then in a later
phase decisions regarding statements nsing labels can be made
immediately on the basis of table entries. In addition
source program error diagnostics can be postponed and the

object code may be suppressed.

CONVERSATIONAL CONCEPTS

Compared to the bhatch environment where the user has
no contact with his job after submission a conversational
environment provides the exact opposite. In a batch environ-
ment a user may have to make several runs to eliminate syntax
and logic errors with the intervening time ranging from
minutes to days. But in the conversational mode the user
can interact with the computer to define his program on a
statement by statement basis. After each statement has been
entered the conversational assembler will respond to the
user so that syntactic errors can be eliminated in one
terminal session and execution time debugging is possible on
a dynamic basis. |

Conversational programming places a heavy load on the



overall system; the magnitude of the load is reflected in the
additions necessary to support the conversational environment.
Basically the conversational assembler or comviler is very'
similar to the conventional batch processor containing special
features for conventional, terminal—orientéd operation.
Conversational assembly involving two passes assembles each
statement conditionally with the source program residing on
external storage.

Conversational assembly offers significant advantages
over batch processing which are inherent in the intefactive
mode of operation. The conversational mode is similar to
the batch mode in that the éntire source program must be
defined before execution but differs from batch processing
in that the user has control over ﬁhe input/output functions
in the conversational mode. Ultimately one would like the
flexibility of a language interpreter with the performance
of a batch or a conversational assembler.

The incremental mode of operation is a refinement
of the conversational mode. Like the conversational mode,
user-system interaction on a statement by statement entry
is inherent to incremental assembly but the possibility of
line by line execution or the execution of incomplete programs
is inherent in an incremental system and not in batch or

conversational operations.



INCREMENTAL SYSTEM OVERVIEW

An interactive programming environment should achieve
the speed factors inherent in assembled programs and the
flexibility of interpretive systems. Incremental systems are
an attempt to achieve these goals.

In order to achieve such goals the following features
are required:

1. The ability to execute a source program as it is
being input;

2. The ability to edit prior statements without .re-entry;
3. The ability to execute selected portions of a program;

4. The ability to function in the batch mode.

To achieve these above requirements a highly sophis-
ticated operating system is required. Some of the features
would possibly be;

1. A dynamic loader for hand coded subroutines;

2. A memory relocation feature for changing virtual
addresses to actual machine addresses;

3. A high level language beyond standard FORTRAN or

assembly language for implementation to enable a
significant amount of computation per interaction.

{

Incremental assembly permits two modes: batch and
incremental. The batch mode allows the user to assemble
prestored source programs but does not allow program editting
during assembly. Incremental mode, used normally conversationally
permits execution and edit operations during.assembly.

The incremental assembler accepts statements on a

.



statement by statement basis with immediate assembly once the
statement is received. Code generated is immediately avail-
able for execution with a link maintained between the source
program statement and the assembled code to permit edit
operations to both the source and assembled code. The user
is able to assemble, modify and execute the program on a
statement by statement basis otherwise only available with an
interpreter. But with an interpreter each statement must be
processed each time it is executed. In an incremental system
the statement is processed once, when it is entered iﬁitially.
There exist two different types of control statements,
transient statements and commands. A transient statement is
a statement in the source language which is assembled and
discarded immediately. This may allow the user perhaps to
preset registers or core. Commands permit system activity
outside the scope of the source language. An example would
be the command to change statement sequencing.
Four basic blocks of any incremental system are:
Program Structure Routines: The program structure
routines maintain the source program and manage a
program structure table which contains an entry for
each source statement. The Program Structure Table
indicates the relationship of statements and the
static properties of the program. Table elements
are generated as the source language statements

are processed.



Controller: To provide the interface between the user
and the assembler and to direct control flow
according to the input.

Execution Monitor: To control program execution as
determined by the established mode of operation.

Command Controller: To analyse and dispatch command

requests,

By the nature of incremental assembly and the Program
Structure Table it is not alwavs necessary that code reside
in contiguous core locations. Although this is a conceptual
difference it poses no serious problems.

Source statements available at entry to an incremental
assembler may range from a single statement to a whole program.
The source may also be a group of statements to be inserted
into‘the existing program or replacement statements which must

be incorporated into the Program Structure Table.

INCREMENTAL EXECUTION

Due to the incremental process there are four possible
modes of execution:

1. Automatic: FEach statement is executed immediately
after assembly.

2. Controlled: Execution only occurs when explicitly
requested,

3. Block Step: Controller pauses for user intervention
after the execution of each block or
subroutine within the program.

4. Step: Execution is suspended after each
statement,



SUMMARY

Batch techniques were developed out of necessity and
when these techniques gained acceptance tpe batch mode was
the only operation procedure. Programm;;g in the batch mode
may not be the most natural or optimum method, but conver-
sational techniques do not offer a completé solution in that
_partial program execution is not permitted. Clearly, language
and syntax errors are quickly eliminated but if a programmer
must fully develop an algorithm before assembly he might as
well as assemble in batch mode and rely on execution time
debugging.

Therefore some kind of incrémental assembly seems
necessary to develop algorithms in an interactive computing
environment. To execute a program as it'is being assembled
is a naturallway and may well be the optimum from a development
point of view. Incremental interaction is useful when hunting
for errors cagsed by mispunching or when exploring a family of
algorithms. It remains to be seen if the gains justify the
complexity of incremental assembly.

This report is concerned with an attempt to design
and implement a simple incremental assembler for teaching
assemhly language programming. Before describing design
considerations and implementation, considerations for inter-
active programming and the net effect of online utilization

are discussed.



CONSIDERATIONS FOR INTERACTIVE PROGRAMMING

"An interactive system is only useful it it satisfies

n (7)

the users' needs. Depeﬁding on the type of person for

which the system is designed, various features can be implemented
to achieve successful user orientation. The following list
includes features used in the project and mentions others

which could be used for similar pfograms.

The system should consist of smoothly linked steps.
No gaps should occur in its flow which require the user to
consult outside references. Ancillary information should be
stored to be produced on request rather than routinely within
the program unit.

All input should be completely checked, and both
lexical and logical errors, if possible,'éhould be flagged.
Diagnostic messages should clearly indicate user remedial
action. Errors can be reduced if the user can see his input
after he enters it bhut before it is processed -- an echo check.

Responses to prompts should be as simple as possible
so that control alternates frequently between the user and
the proqram} although the computer accomplishes much more
during its section of the input/output cycle, the user should
feel he is participating as an equal.

If the occurrence of the user's response is more
important than the contents of the response, e.g., if the

response is simply a oroceed command, then input checking can
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berfelaxed: this prevents a delay when an unimportant spelling
or other error is made.

It may be that tﬁe user should be forced to select
an option rather than simply be given the opportunity to specify
an option. (This is equivélent to requiring that every field
on a contrél card be specified, even if zero; the chance of
an option being forgotten is elimipated.) This feature is not
used in this project but changes could be introduced to
implement such a system feature.

The availability of a record of the user's experience
with the system is helpful when the normal output device does
not produce a hard copy.

It may be feasible to include two or more levels of
complexity within a system. Once the beginner becomes
acquaintéd with the rules and concepts he.can step up to a
more advanced sysfeﬁ. Storage requirements could therefore
be kept to a minimum until the functions and messages of the
higher level are required; processing time might increase but
user response time should decrease.

The user could earn the right to increased control
over the program flow as he learns; he could skip certain steps
which he no longer finds interesting or alter certain variables
in the midst of execution.

Lastly, the system could be designed to accept
criticism. Users would be asked to make comments or otherwise

rate the program; on the basis of the response the program can

-
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be modified.

INTERACTIVE UTILIZATION TO USERS

The differences between batch and interactive
‘programming lies in the "entire programming practice"(6).

The user can direct the run without concern for optimum
computer utilization. The interactive environment implies
.certain conditions diffefenﬁ from those of a batch environment;
the following is a brief list of some of these features.

A complete plan is not necessary: techniqueé of trial
and error sclutions requiring human assistance are all
permissible. In program debugging one need not fear that a
small omission causes a lost ruh as in a batch environment.

In a good online system prograﬁ errors should not cause any
problem; immediate discovery and correction of program errors
should be inherent in an interaétive system,

Input/Output devices with the exception of display
scopes are generally quite slow restricting the volume of
output that can be presented in a giéen time period. Even
if terminals were faster it is unlikely that a user would
make much use of the speed for he does not always take the time
to absorb much output.

In the interactive mode the user generally enters
commands or programs by kevboard devices, which are not intended

for rapid or high volume input. The means of expression must

be concise to accomplish a maximum and minimize input errors.
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Unlike batch or off-line processing the user is
spending his own time during the entire programming practice.
Some people would prefer to deliver their jobs and retire to

their home or office until the job is run and collect their
vresults at a later time. Most people feel their time is worth
the gain of interactive programming but people become annoved
when some error such as a system malfunction causes lost time

at a terminal.

PROGRAMMING PROCESS

One apparent difference is that interactive programming
favours small proaram modules which can bhe connected to form
large programs. Small routines are easily and quickly entered
and tested for the rapid turnaround time far outweighs the
time spent in finding few or no errors.

The language should prdvide concise powerful state-
ments that allow a dialogue between the user and the program.

Editting techniques modify existing programs or
merge keyboard input with other routines at assembly time.
Such editors may edit lines by line number or by more advanced
methods which edit by context rather than line number.

Lastly, interactive programming is wvaluable in
permitting interaction between the user and the assembler;
the assemblef may query the user regarding error conditions
permitting changes before the assembly is complete. . This
may be extended to compilérs which include questions to aid

the compiler to produce better code.



CONCLUSIONS

The most obvious advantage of interactive programming
is the time saving. The whole process from coding to final
nexecution can be repeated several times within a relatively
short time span. But without the exisfence of support the
mere existence of an interactive terminal will not assist the
‘user very much. In providing such a system one must consider
both the methods of operation forced bn the user and those

which should be present to take full advantage of the situation.



CHAPTER IX

IMPLEMENTATION - BASIC CONCEPTS

INTRODUCTION

Initial considerations affecting the assembly language

implementation of an incremental assembler are:

1. The basic inherent assumptions about.the user;

2. The ultimate goal of the project:

3. To a much lesser extent the fac111t1es of the
installation.

The purpose of this project was to design and implement
an incremental assembler on the Hewlett Packard 2100A computer
to accept simple programs which are scanned és they are received
and assembled into machine_code. Appropriaﬁe error messages
are output if necessary. It should be possible to execute
parts of a program; debugging printout of registers and core
locations should also be possible. In addition, an editor
to delete, insert and replace source and object programs
should be available.

An inherent basic assumption is that anyone using the
assembler has a small knowledge of assembly language program-
ming. The‘user who has not had experience with assembler
languages may have some difficulty but a brief look. at the.
assembler mnemonics in the Hewlett Packard 2100A Reference

1(8) 1(9)

Manua or the Assembler Manua should provide the user

14
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with enough information to use tﬁe assembler. For anyone
proficient in assembler language programming this assembler is
too elementary.

The installation offers a Hewlett Packard 2100A
computer with 12K (12288 words) of core, supported by
perepheral I/O devices. Of interest are the Olivetti teletype
machine and the Data Point 3300 terminal, hard and soft copy
devices respectively which lend themselves to interéctive
input/output activity.

The core size is 12K but it should be‘pointed out
that the last 1008 words of core contains the hardware -
protected basic bhinary loader and is not available for users'
programs.

Since this assembler is an incremental assembler,
assembly occurs immediately after statement entry. The
assembler does not Qait until the program is fully defined.

The remainder of this chapter briefly discusses the
standard assembly process and mentions some of the important
differences required to implement a simple incremental assembler.
Also included is arvery brief discussion of the introductory
text and System Directives: neither of these are features of
a standard assembler but have been included to acquaint the
user with the system and to make the assembler more like an

incremental system.

STANDARD ASSEMBLY

An assembler normally hegins assembly once the program
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has beén thoroughly defined. Such an assembler has two or
three passes, if punch and list output are requested. 1In the
first pass the assembler creates a symbol table from the names
used in the source statements. It also checks for certain |
possible error conditions and generates diagnostic messages,
if necessary. |

During pass two the assembler again examines each
statement in the source program along with the symbol table
and produces the binary program and program listing.
Additional diagnostic messages may also be produced. If both
punch and list output are requested, the list function may be
deferred to the third pass.

References to undefined instructions or data will
cause the printing»of diagnostic messages and may halt further

system activity after assembly.

SIMPLE INCREMENTAL ASSEMBLY

After the lexical scan of each statement, the assembled
instruction and any symbol table entry must both be stored in
their appropriate location before reading in the next program
statement. A program statement having a lexical error initiates
the wmwrinting of an error message and a request to re-enter the
statement. No attempt ié made to assemble such a statement
thus the program need not be reassembled for a lexical error.

Assembly time pseudo operations become meaningless in
an incremental system. In particular, the Assembly Listing

Control pseudo ops listed in the Hewlett Packard Assembler
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Manﬁal(g), allowing the user tQ control assembly listing during
pass two or three of the assembly process, are meaningléss.

| - Since the program is defined statement by statement,
the program mav be executed statement by statement, by
specifying program execution after each statement entry.
"However, the assemblef isAintended for the inexperienced
programmer to'develop programs in steps and blocks. It seems
reasonable that a user would enter his préqram in blocks or
groups of statéments and check out each block by program
execution.

The most important difference between standard assembly

and incremental assembly is the handling of forward references

and the assemblv of Memorv Reference instructions.

FORY’\_!_ARD REFERENCES

During the first pass of a standard assembly, references
to undefined instructions or data arereferred to as forward
references.

In a one pass system Memory Reference instructions
~having forward references, involving an undefined symbol in
the operand, are retained by linking the undefined assembled
code of the Memorv Referencé instruction to the symbol position
in the Symbol Table by means of special pointers. The design
and maninulation of forward reference pointers for direct and
indirect Memory Reference operands &re discussed in Chapter III
and VII,

An undefined symbol in an Input/Outovut instruction


http:FORN"l'.RD
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operand causes the statement to be ignored; this is discussed
fully in Chapter VI in the lexical scan of program statements.
An undefined symbol in an ABS or BSS pseudo instruction operand
is treated in an entirely different manner;'operand handling

in this case is explained in Chépter ITIT under the topic of
assembler mnemonics and in Chapter VI in ‘the lexical scan of

program statements.

DEFINED MEMORY REFERENCE INSTRUCTIONS

In order to distinguish Memorvy Reference ihstructions
having defined operands from Memory Reference instructions
having a forward reference we employ.a special assembly of the
instruction using one level of indirect addressing and a special
table to hold Memorv Reference operands.

Instruction assembly techniques used in this assembler
are discussed fully.in Chapter III following the discussion

on program tables.

INTRODUCTORY TEXT

Eleven pages of introductory text are printed to
provide some background information and acquaint the user with

the system features, in particular the System Directives.

SYSTEM DIRECTIVES

There are seven System Directives all beginning with a

colon and all are recognized by their first letter
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:ABORT Discontinue program entry, start over

:DUMP Dump reagister contents

:EDIT Edit the existing source and object program
: HALT Halt the computer, press run to continue
:LIST List all or part of the user program
:SEQUENCE Change the sequencing, then list the program
:XECUTE Execute the user's program

The commands resemble the control étatements in the
“incremental syStem described in Chapter I, for they are
intendéd to give the user control beyond the program level.

All but the Halt directive are presented‘to the user
for a halt instruction is more important to someone exhibiting
such a program rather than using it. Of these directives
presented to the user all are explained in some detail with the
exception of the Abort which is fully explained in a single

statement, when listed with the others.

:DUMP

After execution register contents will be saved. It
will be possible to dump these register contents as well as
data address values as an alternative to using output instructions

1

in the user program.

+EDIT

"The process of editting code online is considered by

(7)

some to be the heart on an online system”. The editor is
by far the most complicated feature of the program and will
only be discussed briefly in this section.
The editor will allow the user
to delete anvy number of program statements,

to insert statements between anv two program statements,
and to replace a single statement by another single statement.
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Editor restrictions will be discussed in the.section

dealing with the detailed program description.

TLIST(,M(,N))

A list option is another inherent feature to permit
listing of all or part of the program anytime, except during
an edit.

M and N, if present, specify the first and last lines
to be listed. If N is absent then all statements from M on
are listed. 1f neither M nor Nrare présent then the whole
program is liéted. It was decided that all listing would be

surpressed if M was greater than N.

: SEQUENCE ,M, N

Change the program sequencing such that M is the first
statement number with N being the increment. Following
completion, the whole program\ié listed.

Restrictions on M and N are that both are positive
integers. M must not exceed 1700 while N must be greater than
zero and not exceed 25, ébme ubper bounds on M and N were
necessary and these seem reasonable in relation to more
important user restrictions.

The seaquence oontion mav seem unnecessary but may be of
great importance when inserting many statements between two

successive statements or realigning statement numbers after a

series of deletes or inserts.
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: XECUTE

XECUTE is responsible for the execution of the user
program. Incomnlete programs may be partially executed hut
execution will immediately halt with a warning message priﬁted
for attempting to execute a machine instruction having a forward
reference. |

Immediatelv after successful execution or after

encountering a forward reference the contents of the A, B, E,

and 0 registers will he saved in special store variables.



CHAPTER IIT

ASSEMBLER IMPLEMENTATION

INTROCUTION

The major design and implentation considerations are
presented in Chapter III. Also included is a discussion on

program segments and error message handling.

SOURCE PROGRAM ASSEMBLY

The operating system of the Hewlett Packard 2100A, the
Moving Head Disc Operating System (DOS-M), offers relocatable
and absolute assembly options; relocatable assembly permits
the'user programs to take advantage of all ope:ating system
features such as external subroutine calls to library programs.
One very obvious advantage is that relocatable assembly requires
that the program be written dependent upon operating system
features. To implement the assembler using relocatable assembly
would require program segments all be dependent on the DOS-M
system.

To avoid such dependence on the operating system the
source program has been assembled as an absolute program. In
an absolute program the addresses generated by the assembler
are to be interpreted as absolute locations in memory.

One minor excepticn is the instructional text stored
on the cartridqe disc. This data has been stored on the disc

using the DOS-M facility to write onto a user disc file
22
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(EXEC Céll, Request Code 15). Storin§ the data in this manner
is for ease of programming.

Core normaily occupied by system routines during
execution after relocatable assembly will now be available
to the assembler after absolute assembly. However, base
. page linkage, external subroutine éalls, literals, or any
other inherent feature of the relocatable assembler and loader
are not available,\nor will they be avéilable in any user

program input to the incremental assembler.

MNEMONICS AND PSEUDO OPERATIONS
All machine instructions and the arithmetic subroutine
requests for hardware multiply/divide operations listed in the

.Hewlett Packard Assembler Manual(g)

are available to the user
but not floating point operations.

Scanning Hewlett Packard System listings for the
frequency of‘Régister Reference and Alter Skip multiple
instructions, it was found that multiple instructions do not
constitute a significant proportion of the overall instructions.
The Revefse Skip Sense, RSS, instruction was the most commoﬁ
‘instfuction involved in the multiple instructions. An
inexperienced programmer may be aware of multiple instructions
but will not have much use for them and consequently they will
not be made available.

Memory Reference instruction operands have also been

restricted to the form:

(+) (symbol) (# inteqer)(,I) .
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A §ymbol may ha#e.ohé to five characters consisting
of A through Z, 0 through 9 or a period; the first character
cannot be 0 throuéh 9. The symbol may be replaced by an
asterisk (*) signalling thé présent program location. A
symbol may be preceded by a positive sign or a blank.

The'inteqer may be an octai or decimal value. If
there is no symbol in the operand this value must be positive
but not greater than 778; the user is allowed to access the
first 1008 words of base page. An ihteqer and svmbol together
must not exceed the bounds of the user program area.

The indirect reference indicator causes the address
value of the overand to access any other word in the user
program which is taken as the new mémory reference for the
same instruction.

The introductory text warns the user that the assembler
is restricted in size but does not discuss ﬁser program location.
To the usér the assembler is a virtual address program, the
user is not aware of where and, in some cases, how his
program is stored in memory. Thus, many of the pseudo
operations instructions listed in the Hewlett Packard Assembler

1(9) are excluded.

Manua
All Assembler control pseudo ops with the exception

of the END péeudo—op are excluded. The REP pseudo op, to

"repeat the statement immediately following by the number

specified in the operand® is described as an Assembler Control

pseudo op. Although it does not influence program positioning
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it has been excluded for it exists as a convenience to
experienced proqraﬁmers.

| Object Program Linkage pseudo ops are concerned with
relocatable assembly; accordingly, they have been excluded.
As discussed in Chapter II the Assembler Listing Controi
- pseudo ops have been éxcluded.

The Constant Definition pseudo ops ASC, DEC and
OCT have been included and implemented in strict accordance
with Hewlett Packard definition. Appendix A lists and defines
all machine instructions and available pseudo ops.

The DEX pseudo oo to generate extended precision
constants has been excluded.

The BSS pseudo op for storagé allocation has been
included but its defintion has been altered. The format

BSS m
normally restricts m to be any expression that evaluates to
a non-zero, positive integer. Due to space limitations an
upper bound of 128 has been imposed. The definition has bheen
expanded to initialize program storage to zero.

Address and Symbol Definition pseudo ops ABS, DEF,
and EQU have been included. Operands for these instructions
must evaluate to a value within the program data area bounds.
For ABS and EQU pseudo ops the operand is of the form

(+) (symbol) (+ integer) . |
The operand may also evaluate to an address on the available

base page area.
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In the case of an EQU a label must precede the pseudo
op and an undefined symbol may not be present in the operand.
An undefined symbol in an ABS or BSS operand is permitted but
willvinitiate a request to the user to enter a temporary value
for the symbol. Further reference to this symbol will not
necessarily yield this value.

The DEF pseudo op operand is restricted to a data
address symbol and an optional indirect flag. Undefined
operands will not be permitted during an edit, but during
normal program definition the user is requested to define
the symbol on the next statement entry. If the next data
entry does not define the symbol or if a data edit operation
alters the data area holding the DEF pseudo op, then the
address value will be incorrect.

The END pseudo op has been redefined to halt program
entry and advance to execute the user program. It will not be
stored in the user program; any label preceding or any operand
following is ignored. END will not be permitted during an
edit operation.

| Altogether there are 86 machine instructions and pseudb
ops which have been divided up into fifteen different categories
‘depending upon the instruction type and the operand expected.
Appendix A has a list of:

1. The available machine code instructions and pseudo ops
and their definition.

2. The instruction tvpe number.

3. The machine instructions according to their instruction
number.
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ASSEMBLER CONTROL STATEMENT

The Assembler Control Statement normally beginnihg
user programs has been excluded; Since the source program
is in absolute format a user program input to the incremental
assembler will then be an absoclute programn.

The program liét option is meaningless but a list of
the source program can be taken ét almost any time using the
List Directive. Other assembler options like binary butput
or a cross reference table will not be available or negdeé.l

Since most of the options normally associated with the
Assemblexr Control Statement have heen excluded or redefined,
the inexperienced user is not expected to enter an Assembler

Control Statement.

INSTRUCTION MODIFICATIONS

Although the instruction set has been restricted, the
user is expected to have only a small knowledge of assehbler
language programming. The available 86 mnemonics are ample
for learning purposes.

Changes that could be made for an advanced user would
be the inclusion of the REP pseudo op and floating point
operations. These extra instructions would provide further
assembler versatility. To include any other pseudo ops is
questionabhle for the users' expectations are apt to change
significantly. Once a user has mastered the techniques of
assembler language programming, the pseudo ops should be

easily understood.
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It may be possible to include features like a cross
reference table, conditional assembly or some other feature
normally associated with the Assembler Control Statement. The
user is apt to benefit from the inclusion of such changes but
the overall influence of such program improvements on the
user require serious consideration before implementation.

The remainder of Chapter III is a discussion on:

Assembler Tables,
Instruction Assembly,
Forward References, -
Program Segments and a list of the Assembler
Functional Units,
Error Message Handllng.
This material is of particulat interest to anyone

wishing to alter or extend the assembler but not to those

interested in understanding the basic concents.

ASSEMBLFR TABLES

Storage has been allocated for system and user tables
beginning at address 15200 to the last available word in
memory. These tables are as follows:

The Instruction Table,

The Main Symbol Table,

The Special Symbol Table,

The Program Location Counter Table,

The Free Space Table,

The Source Code Block, ‘

The User Program Table for machine instructions
and data.

INSTRUCTION TABLE

This is a system table for instruction look up. This

table is not initialized for each new user program; all other



29

tables are initialized for each new user program and set during
program definition.

The 86 machine instructions and pseudo ops have been'
arranged alphabetically for a binary search table look up.
The table 4028 (3x86) words in length has'been divided into
three separate sections. The first section holds the first
two of the three letters of the alphabetic list of mnemonics. .
Each word in the second section holds the third létter of the
mnemonic and the instruction type number inAthe format:

Bits 0- 3 1Instruction type number
8- 15 Third letter of mnemonic name

The third section holds the skeleton of the assembled
instruction; the pseudo ops are assigned a (-1) minus one value
in this section. The skeleton code of a pseudo instruction is

ignored throughout the assembler.

USER PROGRAM TABLES

Unlike the Instruction Table these tables are
‘initialized for each new program. The Méin Symbol Table and
Special Symbol Table must also be set with special pointers
for difect and indirect forward references used by the assembled
instructions.

With the exception of the Free Space Table an attempt
to make an entry to a User Program Table will terminate all
user-assembler activity with the user program being lost.
However, all user tables, with the exception of the Free Space

_ Table have a built in warning to the user if the table is
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about to overflow and a request to begin-execution to obtain

final program results before table overflow occurs.

MATIN SYMBOL TABLE

The Symbol Table can accommodate up to 125 different
symbols, each symbol requiring six words of storage. The
format for symbol storage . is:

Word 1 First two characters of symbol name
Word 2 Third and fourth characters
Word 3 Bits 8- 15 Last character of symbol
Bit 0 =1 Defined symbol
= 0 Undefined symbol
Word 4 and 5 have different uses depending on whether the

symbol is defined or not.

Undefined Word 4 Address of last direct forward reference
' Word 5 Address of last indirect ferward reference
Defined Word 4 Symbol address in assembled code
Word 5 Symbol address in source code storage

Word 6 Linkage to Special Symbol Table (see below)

Symbol positioning in the table will be determined by
a hash code which takes the arithmetic sum of the words holding
the symbol name and divides the value by 125, The remainder
vields a relative position in the table to begin a linear
search for the next free area to store the symbol., The hash
code was tested and found to distribute the symbols throughout
the table. This is the only table using a hashing function
for all other tables use strictly a iinear search and storage
procedure,

Each entry to the Symbol Table will be counted by the

subroutine for storing symbols while overflow will be determined
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by the subroutine that applies the hash code function to the

symbol and finds the symbol vposition.

SPECIAL SYMBOL TABLE

. The Special Symbol Table, SST, is for compound operands, -
i.e. Memory Reference operands having a symbol and an integer
value. The SST will hold up to 75 different compound operands
'with each entry requiring fburAwords as follows:

Word 1 The integer value

Word 2 Bits 0-14 Source code address of the
instruction

= (0 Direct reference

= 1 Indirect reference

Vlord 3 Address of last forward reference

Word 4 Link to further entries in SST

Bit 15

For each Memory Reference operand combination an entry
to the SST is made. Symbols having more than one entry in the
SST will bellinked by Word 4 with a zero in Word 4 terminating
the list. Word 6 of the symbol entry in the Symbol Table
will hold the addreés of the first SST entry.

Before actual user program execution special routines
will scan the SST and the Program Location Counter Table, a
tablé‘used to hold similar operands where the asterisk term
replaces the symbol, to calculate operand addresses, provided
such‘addresses are within the bounds of the program. This
allows edit operations to occur after instruction entry and
before execution in order to preserve operand addresses.

By initiating execution as many addresses as possible

are defined; the table area used bv these address pointers is
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cleared for further use., Further editting of these
instructions after the address has heen set is at the users'

peril for the address cannot be altered.

PROGRAM LOCATION COUNTER TABLE

The PLC table will hold up to 50 memory reference
operands involving the asterisk with the table format bheing:

Word 1 Bits 0-14 Source code storage address of
statement

1 Indirect reference

0. Direct reference

Word 2 Integer value in operand

Bit 15

The PLC table holds these operands until the user
wishes to execute his program at which time the assembler

will attempt to define zll operand references in the PLC table.

THE SOURCE CODE BLOCX

All incremental systems should allow the user
to make corrections to his program and list the updafed
source program. An incremental assembler can be implemented
in several ways; the two means considered for this project
were:

1. The user program could be assembled to some intermediate
form from which the source program can be recreated.

2. The user program can bhe assembled into object code.
Since the assemblv process is not normally one-to-one,
it is not usually possible to recreate the source
program from the assembled version. The assembler
must maintain two copies of the program, one in source
form and one in assembled form.

The first approach offers the advantage of not having
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two copies of the program at the expense of slower running.
Using the first approach it was felt that the user might be
slightly alarmed if the interpreter were to remove redundanﬁ
blanks and reformat his output for a list command. It was
also found that the trade off between the simplicity in
storing source code along with a simple listing program, and
the complexity required in the implementation of an inter-
mediate code algorithm from which the source or assembled
code could be generated justified storing the source code
along with the assembled code.

The Source Code Block, SCB, is 57008 words in length

and will retain six words of information concerning each
statement as well as the source statement. The format for a
source statement entry is:

Word 1 Address of the next statement
(0 for the last statement)
Word 2 Address of the previous statement
(-1 for the first statement)
Word 3 Statement number
Word 4 Bits 0- 7 Number of words in SCRB entry
Bits 8-~15 MNumher of characters in source
statement
Word 5 Bits 0-14 Address of assembly
(0 for a comment statement)
Bit 15 = 1 Data definition
= 0 Machine code instruction
Word 6 Length of assembly

=

The source program statement will be stored two
characters ?er word beginning in the first character position
(Bits 8-15) of the first word to follow Word 6 in the SCB.

Like the main Symbol Table space in this table cannot

be reclaimed by an execution.
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FREE SPACYE TARLE
Thé Ffee SpacevTable hoids the length and address of
déletions from the SCB after an;edit oneration. - Each deletion
from the SCB will be recorded in two words in the Free Space
Table in the following format:
Word 1 Length of the deletion,
Word 2 Address of the deletion.
Unlike the other tables, entries to a full table wil;
not cause program termination. The entry will be retained,
if the length of the deletion is»lérqer than the smallest
deletion’and the smallest deletion will be discarded.
Before storihg any statement the assembler will scan
the FREE SPACE for an isolated SCB location before allocating
the next free area in the SCB., This is a reclamation procedure

to make use of all available SCB space for statement storage.

USER PROGRAM AREAS

The last two tables are the user prodram areas for
data definitions and machine instructions having 4008 and
3408.words respectively for assembled code. The Dump Directive
has been included as an alternative to using output instructions
in the user program. For this reason the data area was set
larger than the program area.

The overall program area could best be fitted into the
last page where 17008 locations were available for the user
program (7008 words) and the data érea (10008 words) . |

Table 3.1 lists the layout of the user program and
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data tablé areas.

The structure of both these tables is very inefficient
and space consuming for each table requires a corresponding
address field for each data and machine instruction leocation,
i.e. two locations are required for each word of assembled
instructions and each word of data definitions.

In the case of data definitions, the address block
is necessary to maintain an address pointer to each data item
for reference by a machine instruction and for shifting data

on an edit operation.

INSTRUCTION ASSEMBLY

The Memory Reference instructions require the address
field so that forward references can bhe easily distinguished
from defined Memory Reference instructions.

All machine instructions other than Memory Reference
instructions are assembled in much the same manner as in the
standard assembly process. Memory Reference instructions use
ﬁhe address table to hold a 15 bit overand address.

Normally, assembly of a simple Memory Reference instruction
has a 10-bit address, a current page bit and an indirect bit
to be set according to the operand. The incremental assembler
sets the 15-bit operand address in the program address table
correspondinq'to the position of the instruction in the user
program area. An indirect reference indication in the operand
is handled by setting bit 15 of the operand address in the

program address area. The Memory Reference instruction is set
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into the user program area with fhe 10-bit address pointing to
 the 15-bit address stored in the address table position. The
current page and indifect bits are sét so that the instruction
involves an indirect reference to the address through the
address table,

An Extended Arithmetic Meﬁory Reference instruction
assembles into two words; the second word of the assembly is
a 15-bit address to the program address.tagle with an indirect
reference specified.

All defined Memory Reference instructions with the
exception of valid user references to the base page will have
the indirect bit and the current page bit set for simple Memory
Reference instructions. Forward references will appear as a
direct reference to base page.

| The assembly is definitely no lonéer a one-to-one
transformation froh source to object code because of the
particular means adopted for implementation. This is

further justification for having two copies of the program.

FORWARD REFFRENCES

Forward reference addresses are combined with the
instruction skeleton on a Memory Reference instruction; the
instruction will appear like a direct reference to base page.
Such an address must be greater than 1008 else the instruction
is regarded as a valid user reference to the available base
page area. For this reason the user program area was arranged

with the program address table preceding the user program area.
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From Table 3.1 Symbol Table entries pointing to user program
inétructiéns having forward references will be in the range
3418 to 6778. |

During initialization Symbol Table entries for forward
referanceswere set to‘a value greater than 7008. Forward
" reference indicators in the Symbol Table begin at 7018 for
direct references and 10764 for indirect references. Each
symbol position has a separate pointef for direct and indiféct
references separated by 1758 (125). The SST has its forward
references beginning at 12738.

During program definition the forward reference
indicator in the symbol tables is replaced by a pointer to the
last forward reference. Forward references to the same operand
are linked into a chain with a reference greater than 7008
signalling the end of the chain and a pointer to the symbol
tables,

Program location counter references in the user program
are also treated as forward references. The PLC table is
bounded by address XPLC, 17634 and YPLC, 17777 such that PLC
forward references would range from 16348 to 17778 and not
conflict with symbol table references.

No linkage techniques are used with the PLC table for -
each PLC reference is regarded as a separate forward reference.

Table 3.2 offers a diagram of forward reference linkage

in the main Symbol Table.
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PROGRAM SEGMENTS

Program Segments may be described in terms of
functional units or segments of storage. In planning the
overal program an attempt was made to design each segment as
a self-contained brogram unit so that each functional unit
could be regarded as a particular.block of computer storage.

However, as the complexity of a program unit increases
there is a tendeﬁcy for the segment to become fraémented. A
very obvious example is the editor; due to its complexities
it became far too large to store on one ?age such that editor
subroufines were allocated to three different pages of memory.
It is also convenient for two different program functions to
share common subroutines rather than permit duplication. 1In
such a case program seaments will not remain self—contained’
units. Sharing of common subroutines by several program units
will conserve storage space and due to the limited storage
size it was necessary for §roqram units to share common sub-
‘routines rather than maintainihq self-contained program units
which may involve subprogram duplication.

In terms of functiénal units the program may be
segmented as follows:

Initialization,

System Controller,

Input/Output Packaae,

Lexical Scan,

Number Manipulation Package,
Statement Assembly and Storage,

Systems Directives excepting the Editor,
Editor.
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A description of program segmentation in relation to
the dynamic storage allocation becomes difficult to follow
or remember for the text becomes an enumeration of subroutines
'or program units followed by a brief discussion on each.
Sucﬁ a discussion is not presented but:Appendix F does offer
a listing of program units in relation to their storage with
‘a brief program discussion.’

Following a brief discussion on the error message
processing the following six chapters offer a detailed program

discussion of the functional segments.

ERROR MESSAGE PROCESSOR

Normally an error message follows the program which
uncovéred the error condition with the error message output
programs resident on base page. There are some minor
exceptions in the positioning c¢f error messages; the most
obvious exception in the presence of nine error messages on
base page to avoid unnecessary duplication. These messages
are listed in Table 3.3.

Since most error messages concern user input it seems
that there sﬁould be an automatic return to the System Controller
yet avoid duplication of return instructions. For this reason
there is a bhase page entry point, label ERCAL, which initiates
a jump to subroutine ERROR followed by an indirect jump to the

System Controller. Any error condition followed by an input



40
operation will initiate a jump to ERCAL.*

Subroutine ERROR

Calling Sequence
LDA < Character length of the error messaqe >
LDB < Address of error messaqe >
Subroutine ERROR calls subroutine BPLM to print the

error message on a newline and subroutine REENT to print the
re-entry request

PLEASE RE ENTER STATEMENT
on the next line following the error message. BPLN and REENT

use the Input/Output package presented in Chapter V, to output

the error messages.

* There are two exceptions.
Within subroutine NATIN, which prompts the input operation,
a buffer overflow error message is printed if necessary but
control does not leave DATIN,
On an input error in a sequence request the Sequence flag
is set after calling ERROR and before returning to the System
Controller.
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TABLE 3.1 THE USER PROGRAM TABLES
ADDRESS ADDRESS PURPOSE
NAME
026001 First address of program address table
corresponding to first address of the
user program area
026337 Last address of program address table
corresponding to the last address of the
user program area
026340 PROG Fntry/Exit point for executing the user
program
026341 XUSRP First address of user orogram area
026677 YUSRP Last address of user program area
026700 Return jump from user program to calling
point
026701 XDATA FPirst address of data address area
027277 Last address of data address area
027301 First address for data value storage
027677 Last address for data value storage
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TABLE 3.2 FORWARD REFEREMCE LINKAGE

This example of forward reference linkage uses the

first symbol position of the Symbol Table having an undefined

symbol with direct and indirect references to that symbol.

A diagram of the linkage of the forward references in

the user program area shows the address pointer combined with

XX, or XXX denoting the skeleton assembly of a Memory Reference

instruction.

are also presented.

Svmbol Table

Word
Word
Word
Word
Word
Word

YU WN

Memory Address
026341
026353
026364
026372

026417

The pointers linking back to the Symbol Table

Address Contents

Symbol name stored as Ascii characters

341 Page address of first direct and
353 indirect forward references

;———4XXX372

EXXX3 64
XX1076

WX X417

4

L—XXX701

Return pointer for indirect reference

Return pointer for direct reference



LABEL

ERR1
| ERR2
ERR3
ERR4
ERRS
ERR6
ERR7
ERRS

ERR9

TABLE 3.3 BASE PAGE ERROR MESSAGES

ERROR MESSAGE

BAD DATA INPUT

STATEMENT NUMBER OUT OF RANGE
OPERAND VALUE OUT OF RANGE
ILLEGAL OPERAND TERMINATION
JLLFGAL CHARACTER BEGINS LABEL
NO OPERAND FOQUND

OPERAND IS UNDEFINED

UNDEFINED LABEL IN OPERAND

NO LADEL FOUND

43



CHAPTER IV

INITIALIZATION

INTRODUCTION

The initialization program is called for each new
user program after one of the following conditions.

Recognition of the Abort Directive

Abort request from the System Controller

Abnormal abort due to a program table overflow
Operator intervention by setting the Program Location
Counter register or the computer front panel

PROGRAM INITIALIZATION

The first task is to turn off all I/0 activity and
enable the interrupt system for the assembler and user program
use. A call to subroutine CNFIG will configure the input/
output package to direct all user-system communication through
the teletvvoe machine for a hard copy outout.

Besides the last 1008 words holding the basic binary
loader the first 1008 words are also reserved locations.
"Though not considered core storage the A and B registers
occupy the first two memory locations. Memory locations 00002
and 06003 are exit points if the A and B register contents
should bhe used as executable instructions. The program was
initially assembled with these locations holdiné indirect
jumps to the forward reference warning program as part of the
execution routines, if the user should attempt to execute the
contents of A or B.

L.ocation 00004 and 00005 are the Power fail and

-

44
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Memory Protect/Parity Error interrupt locations each holding
halt instructions. |

All other main frame interrupt locations, address
00006 to 00025, are assembled to zero. Address 00026 to 00077‘
are the remaining interrupt locations; these addresses are
not initialized. By giving the user accesé to the first 1004
words allows the user to alter these locations; it is necessary
to restore these locations for each new user program,

Into memory locations 00006, 00011 and 00012 are
stored subroutine jump instructions to three base page
interrupt subroutines used by the disc input driver.

Using the disc inout driver the eleven pages of
introductory information will be read in. Appendix B has a
brief discussion on the text and a listing of the program to
store this data as well as a listing of the actual text.

Length and address pointers are stored in two tables following
the initialization program.

All disc data input/output operations will be initiated
by subroutine GRTIO which initializes the disc read, calls the
disc input driver, and prints the data using the system I/0
package. Disc input operations will be handled using Direct
Memor§ Access, DMA, a facility to provide a direct data path
software assignable between memory and a high speed peripheral
output device. A full discussion of DMA is given . in Appendix C.

After the first page has been printed the user is

requasted to tyre S to transfer all I/O activity to the CRT
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screen or C to continue. This is the first instance where
input checking is relaxed for anvy response other than S is
accepted as a continue command. Althouﬁh, a particular
character has been requested as a response to a prompt
virtually any other character will be accepted>to avoid the
generation of an error message.

The S response will cause the I/0O pvackage to bhe
configured for soft copy output on the Data Point 3300 CRT
screen,

By default program statements are sequenced by beginning
at fen and incrementing each statement by ten. The second page
advises the user that he may specify alternate sequencing by
typing S followed by the first statement number and an increment.

After printing the second page and before reading the
user response, all system variables and user tables are
initialized. It is not possible to initialize program tables
before printing the seéond page for the length of the first
two pages is greater than the length of the buffer area
available to store the disc input. An attempt to store either
of the first two paées in this area would overwrite part of the
Instruction Table. The remaining vages of the introductory
" text will fit into this buffer area. The first two pages are
stored in the core normally used by the program tables; once
the second page has been printed, the user tables are initialized.

All user program tables are initialized to zero with

the forward reference pointers stored in the symbol tables. All
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program control flags used in the System Controller and all
system variables are set to their initial wvalue. Temporary
values used throughout the assembler will not be initialized.

One special variable which must be set is GRTFG,
the program flag to signal that the program is in the
'initialization‘phase. GRTFG must be set before a user
sequence request is read so that pfoqram control will return
to the calling point within the initialization program rather
than the System Controller on an error condition.

The third page offers an option. For the user aware
of the assembly features program entry may begin immediately.' -
Any response other than L, the learning option, for presentation
of the remaining text is accepted as a signal to begin program
entry. '

After the last page has bheen output and before reading
the first user program statement all main frame locations
beginning at address 00006 to 00025 are cleared to zero along
with the initialization flag, GRTFG. After the user'entry has
been read in proaram control transfers to the System Controller

to call the main lexical routines.

INITIALIZATION SUBROUTIMNES

Three subroutines from the input/output package are
called by the initialization program:
DATIN Read user input,

I.OFF Turn off output device interrupt,
TTY.P Perfeorm output operation.
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These subroutines are presented as part of the I/0O package
in Chapter V.

Subroutine SQNCE reads in the statement numbers for
the sequence request. SONCE is also used for the Sequence
Directive introduced in Chapter II; SONCE is discussed in
" Chapter VIII with the'discussion of System Directives.

The remaining subprograms CNFIG, GRTIO and the disc
input driver are used strictly for initialization purposes.

Subroutine CNFIG

Calling Sequence
L.DB < Channel number of I/0 device >

CNFIG will configure the I/O package to direct all
user-system communication through the device referenced by
the channel number. All input/output instructions in the
I/Q'package will be set with a new channel number. As
well the Memory Reference instructions referring to the device
interrupt location must have a new address to point to a new
interrupt location.

Subroutine GRTIO

Calling Sequence :
LDA < Disc address of input >
LDR < Input length (words) >
GRTIO will call the disc input driver to read in a
page of the introductory text and call subroutine TTY.P to

print the text.
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DISC INPUT DRIVER

The disc input driver is comprised of eight subroutines:
three interrupt service subroutines and five subroutines taken
from the disc I/0O driver used in the DOS-M System generator
program. Minor changes were made to the five disc driver
subroutines but the program structure is unchanged.

The interrupt subroutines are needed after a DMA
interrupt to address 00006, a disc Data Channel interrupt to
address 00011 and a disc Control Channel interrupt to address
00012, These service routines will clear the control flag of
their resvective channel and return program control to the
location causina the interrupt.

The disc input program has been written by professional
programmers understanding the interface between the disc
controller aﬁd the computer. A program deécription of the disc
driver could be presented but it was felt that such a description
requires too much additional background information for a
program which is not part of the assembly process.

This program is a tested program. Nevertheless, in
order'to trace most disc read problems that might arise, it
was decided to include three halt conditions for:

fen unsuccessful read attempts (HLT 22B),
Address error, abnormal halt (HLT 24B),
Disc not ready - (HLT 26B).

With the present implementation knowledge of the disc

input driver would not be necessary for changing the overall

program features. The disc driver is required to retrieve
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binary data to be printed as introductory text. Changing thé
assembler might require the disc to input assembler programs.
Again the circumstances would not require that the mechanics
of the disc be known, since the disc driver operates
independently of the assembly process. However, changing the
disc driver hardware unit would probably require a totallv new

disc driver program.



CHAPTER V

THE SYSTEM CONTROLLER AND THE INPUT/OUTPUT PACKAGE

THE SYSTEM COMNTROLLER

INTRODUCTION

After initialization, program control is directed to
the first of two secondary entry points to the System Controller
at which point the input is treated as a source program

statement entry. The initialization program is the only
program to use this entry point to the System Controller.

The other secondary entry point is a return from an editor
insert or replace operatidn. Both these operations involve
the inclusion of source statements in the program and the SCB
storage of such statements is carried out in the System
Controller.

Program control is directed to the main entry point
of the System Controller for any program situation reguiring
user input, with the exception of:

the user responses when printing the introductory text,
the user responses to an edit-veto request.

After the input overation is complete the System
Controller is intended to direct program control in any one
of eight directions depending on the first character of the

input and the status of five different system variables.

PROGRAM CONTROIL TRAMSFERS

After initialization anv response beginning with an
equal sign is interpretted as a request to abort the current

51
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" user program and prepare for another user program.

If this test fails, interrupt mode on the output device
is enabled, after being disabled for an input operation. Now
five different systém variables are examined; if one of these
variables is set to a non-zero value, control will be transferred
to the programkunit reaguiring the inout.

The first variable tested is the ARS/BSS flaq.. After
a prompting message is orinted, the ABS/BSS flag is set followed
by a return to the Svstem Controller. The user is expected
to eﬁter a temporary value to define an undefined symbol in
an ARS or BSS instruction operand. Program control returns
to the ABS/BSS routine, subroutine VAL,'to examine the iﬁput.

If the ABS/BSS flag had nof been set subroutine CLEAR
is célled to initialize all lexical variables in premaration
of a source program statement either during an edit operation
or normal program definition or in preparation of a data
address for a Dump operation.

The Dump Directive offers an option of displaying data
addresses; the user is requested to type in a response either to
end the Dump;opefaticn or to dumn data address conten?s. The
Dump flag is set in anticipation of such a response to return
control to the Dump routine.

Prior to setting the Secquence flag a user sequence
request is not accepted. After an error message and re-entry

reaquest are Printed, the Seocuence flaa is set to direct proaram
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control to the Sequence Directive routine with new statement
sequencing data.

Two different system variables involved with edit
operations are examined. The flag signalling source statemen£
entries during an editor replace or insert operation will
direct program control to subroutine EDIPT,.which originally
requested the input.

The other editor flag examined is the main edit flag,
signalling an edit operation is in progress. Program control
is directed to the edit instruction scan program to interpret
and execute what should be an edit instruction request.

The seventh and last test is applied to the first
character of the input; a colon beginning the entry signals
a System Directive. After the colon has been recognized control
branches to the program which interprets and channels the

System Directives,

SOURCE PROGRAM ENTRY

Failure to satisfy any of the seven tests results in 7
the assembler treating the input as a source program statement.
It should be noted that this is the first secondary entry
point .to the System Controller at which point control branches
to the main lexical scan routine, subroutine LEX. Following
successfulzcompletion of the lexical scan control branches to
subroutine ASMBL to allocate space in the SCB to store the
‘program statement,

Data definitions and machine code instructions will be
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assémbled into their appropriaté location by subroutine SETCD
while comment statements are ignored.

The next instruction, a call to subroutine STSCB to’
store all statements in the Source Code Block, is the last
entry point to the System Controller. Edit operations involved
with the insertion of source statements have already performed
the lexical scan, the SCB space alloment and the assembled
code storage independently of the System Controller.

After the statement has been stored in the SCB, symbols
are defined and entered into the Symbol Table. In most cases,
‘program control 1oops'back to the beginning of the System
Controller except during an inser@ involving the entry of more
"than one program statement where control will return to the

insert subsystem.

SYSTEM CONTROLLER MODIFICATINNS -

The System Controller is primarily intended to direct
the input to the program unit requiring the input. The overall
structure of the unit is very simple and could easily be
expanded or modified to include transfers to different program
units requiring user input,

Changes to source proagram definition or storage are
more likely to be introduced in the subroutines called by the

System Controller rather than within the System Controller.
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SUBROUTINE REQUESTS

After entry to the System Controller and during exam-
ination of the different branch conditions the System Controller
calls two I/0 subroutines:

DATIN Request and read user innut,
I.0N Turn on output device interrupt,

Both these subroutines are discussed in the following section
on the I/O package.

One other subroutine called is subroutine CLEAR to
initialize all variables used in the lexical scan of source
program statements or in the scan of an address for a data
address dump.

The subroutines called in the secticn on the source
program entry are as follows:

LEX The main lexical scan program,

"ASMBL Prevare SCB area for statement storage,
SETCD The main assemblvy proagram,

STSCB Store statement in SCB,

LBDEF Define label bheginning statement,

These subroutines will be discussed in their respective program

unit in the next two chapters.

THE INPUT/OUTPUT PACKAGE

INTRODUCTION

| The Input/Output Package is comprised of fifteen sub-
routines to perform five different interrelated input/output
functions:

1. Request and read in an input string,

2. Output Ascii records,
3. Interrupt control and service routines,
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. Carriage control programs,
5. Binary to Ascii octal or decimal conversion.

These fifteen different subroutines, which are listed
in Table 5.1 in their functional groups form a self—contained‘
unit; program modifications would not likely involve changing
the I/0 package for it exists as a unit almost totally
independent of other assembler features, yet used by almost
all assembler features. Subroutine GETCR is normally used for
scan purposes, but it is also called in DATIN to retrieve the
first character from the input buffer to ensure at least one.
character has bheen read before returninag from DATINM,

On scanning the progfam listing it may seem haphazard
to arrange subroutines TTY.I, TTY.P, I.ON and I.OFF one after
the other not according to functional group. This arrangement
Awithin the I/O package is convenient to subroutine CNFIG for
all I1/0 machine instructions reside within these four sub-
routines.,

With the exception of the binary to Ascii conversion
all other I/O functions have been designed around the I/0
facility of the Hewlett Packard Basic compiler for the 2100A
computer; also they are in some way reliant on the output

function. For this reason the output unit is discussed first.

OUTPUT CONTROL

The output function is called from various points
throughout the prooram; Subroutine TTY.P is the main driver

program calling subroutines INIT and GETCH.
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Subroutine TTY.P

Calling Sequence
LDA < Character lenath of output >
LDB < The address of the output buffer >

On entry if

(A) > 0 then print (A) characters followed by a carriage
return and line feed,

(A) 0 then print onlv a carriage return and line feed,

(A) < 0 then print -(A) characters onlv.

]

TTY.P will output each chafacter using the non-interrupt
transfer routines discussed in Appendix D. By typing any key
on the keyboard the user may interrupt his program if the
interrupt mode had heen enabled before the input operation.
Interruét mode is disabled during the printing of the
introductory text. Output operations in non-interrupt mode
cannot be interrupted. Interrupt mode is enabled in‘the System
Controller after the Abort test. On an interrupt the control
flag is cleared to turn off device activity before calling the
interrupt service subroutine. | .

On a normal completion a carriage réturn and line feed
are output if requested earlier.

Subroutine INIT

Calling Sequence
LDA < Character length of outnut >
LDB < The address of the output buffer >
INIT saves the register contents and sets a pointer

depending on the sign of (A) on input'to TTY.P.

" Subroutine GETCH

Return P+1 Buffer emnty
P+2 Character in (A)

-
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GETCH retrieves the next character, removes the parity
bit and returns the character in (A) to the second return
address. The first return address indicates that the text has

been output.

INTERRUPT CONTROL

An interrupt is a user initiated action to halt some
present activity. For the pﬁrposes of the assembler the
interrurt mode is used primarily to inferrﬁpt the printing of
warning messages to the user.

The interrupt service subroutines are called from
several locations in the assembler. Subroutine I.0OFF and I.ON
are both very straightforward and not apt tc be altered.
Subroutine I.STP uses a very simple handling of én interrupt
condition. The subroutine could easily be changed to treat
the interrupts in a'different manner.

Subroutine I.OFF

I.0FF turns off the device interrupt mode by setting a
NOP, a no operation instruction, into the device interruot
location and clears the device control flag to turn off read
mode.

 Subroutine I.ON

I.0N turns on the device interrupt by storing a jump to
the interrupt service subroutine in the device interrupt
location. The device is set to read mode and set to look for

input.
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Subroutine I.STP
I1.8TP is thé actual interrupt service subroutine:; it
will call I.OFF to turn off interrupt mode and then call
TTY.P to print sSTOP before‘returninq to the System Controller.

CARRIAGE CONTROL

The carriage control calls are also called throughout
the assembler; often they precede a call to the output function
to print the output on a new line.

Subroutine CRLFD

CRLFD will clear the A register and call TTY.? to output

a carriage return and line feed.

Subroutine NWLNS

Calling Seguence
LDA < Two's complement number of CR-LF >

NWLNS will output the two's complement number of
carriage return-line feeds as specified in (A) by successive

calls to CRLF¥D,

"INPUT CONTROL

Subroutine DATIN is the main input subroutine calling
TTY.I-to perform the input operation and PROCS to store each
character in the input buffer.

Subroutine DATIN is primarily called from the System
Controller but there are separate calls from the initialization
program and for a response to the edit-veto request.

Subroutine DATIN

Return (A) PFirst character of input
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DATIN outputs the read prompt, the @ and the bell
characters before calling sﬁbroutine TTY.I. On returning from
TTY.I length and address vpointers for character retrieval and
statemeht storage are set. A call to subroutine GETCR will
return the first character of the input in (A).

Subroutine TTY.I

Calling Seauence
LDA < Length of the 1nnut buffer, 72 characters >
LDB < Address of the input buffer >

Return (A) The number of characters input or -1 on
buffer overflow

TTT.I saves the length and address pointers and sets
the device to input mode. Using thevnon—interrupt request
routines pr;sented in Appendix D, each character is read in,
immediately after each character is read in subroutine PROCS
is called to store each character in the buffer.

Before returning to DATIN, TTY.I turns off the input

device read mode.

Subroutine PROCS

Calling Sequence
LDA < Character to be stored >

Return P+1 Get next character
P+2 (A). Character count
(B) Minus one value on buffer overflow

PROCS will ignore superfluous characters, in particular
the line feed and null character, and pack all valid characters
~into the input buffer. The back space character, the left
arrow, permits the back up of one character. Any number of

back space entries are permitted but multiple back spacing
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cannot backup beyond the original buffer address.
Buffer overflow will be flagged in PROCS but is not
acted on. The second return address is set after recognitién

of a carriage return character to end the input string.

BINARY TO §§CII CONVERSION

Although, not directly related to the other I/O
functions the hinary to Ascii con&ersion facility is used
in the List proagram to‘convert the statement number to Ascii
characters and in the Dumo nroaram to convert the register
contents, after execution.

Subroutines CNDLC, CNOCT; CNRPIN, and DVUKN are all
Hewlett Packard librarv vrograms which have been modified
slichtly to simolify storage and output.

Subroutihes CNOCT and CNDEC.

Calling Sequence A
LDA < Value to be converted >

Return (A) The least two significant digits
(B) The address of the most significant digits

CMDEC and CNOCT specify ten and eight decimal,
resvectively for the conversion. The address returned in (B)

will be used as input to subroutine TTY.P.
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TABLE 5.1

INPUT/OUTPUT SUBROUTINES IN FUNCTIONAL GROUPS

INPUT:
DATIN Request and read user input
Y. I Perform input oreration
PROCS Character processing for input
ouTPUT:
TTY.P Perform output operation
GETCH Character processing for output
INIT - Initialize for output

INTERRUPT CONTROL:

I.0N Turn on interrupt
I.0FF Turn off interrupt
I.5Tp _Interrupt service

CARRIAGE CONTROL:

CRLFD Output carriage return-line feed
NWILMS Output multiple CR-LF
BINARY TO ASCII COWVERSION:
CNOCT Convert to Ascii octal
CNDEC Convert to Ascii decimal
CNBIN Stored converted value

DVUKN Divide value to be converted
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CHAPTER VI

" LEXICAL SCAN AND NUMBER MAMIPULATION

LEXICAL SCAN

- INTRODUCTION

Subroutine LEX is the main lexical ‘scan program used
to analyse source nrogram statements. LEX is called from
three different locations in the assembler:

The System Controller,
Subroutine EDIPT,
Subroutine DELTE.

A call from the System Controller is for ﬁhe analysis
.0of source program statements entered during the normal program
definition. Subroutine EDIPT will call LEX to scan source
program statements involved in an edit insert or replace
operation.

DELTE is an edit subroutine for deleting statements
from the assembled program. On an edit operation involving
the deletion or repvlacement of a program statement, the lexical
scan is necessary to return statement label information and
Memory Reference operand information. A label beginning a
statement to be deleted is no longer defined after the edit
operation: Subroutine LEX returns information used to locate
the symbol in the Symbol Table. Operand analysis is unnecessary
except for Memory Reference instructions; operand information
must be returned to adjust forward reference pointers, if
necessarv, after an edit.operation.

The section "Subroutine LEX" describes the lexical

66 ’



scan and emphasizes some of the chanqeé required in the
instruction scan for the instructions which are not implemented -
in accordance with the standard Hewlett Packard assembly
langquage.

Following the section "Subroutine LEX" is a discussion
on changes which could be implemented. The remainder of
.Chapter VI is a detailed discussion of the important lexical
routines. This group of subroutines may be further divided
into three grouvs, those involved with character manipulatiomn,
the lexical support routines used in instruction analysis and

the number forming subroutines.

Subroutine LEX

. INTRODUCTION

The available assembler instructions have been divided
into fifteen different grounms for overand analysis; these
fiftee;_gfoups and their operands have been described in Appendix
A, After the group type has been established the program falls
through a logical cascade operation which eventually loéates
the vaiue of the group number by comparing the group type value
with all possible group number values. Following the comparison
test for each group type is the program unit to interoret the
operand for the particular operand tvoe.

- Excepting Memory Peference instructions, all operand
recdgnition and evaluation is within the lexical vprograms.

Memory Reference operands will be examined but not evaluated

until the instruction is about to be assembled.
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SOURCE STATEMENT SCAN C

LEX begins a character‘by character scan to analyse

the statement entry. The first character must be one of:

a blank,

a letter or a period,

an asterisk,
" Any other character will result in a call to a lexical error
message; all lexical error messages are listed in Table 6.1.

An asterisk signals a comment statement; no further
scan is necessary. The assemblv flag has been set for a comment
statement by subrdutine CLEAR; LEX returns to the calling program.

A blank signals that no lahel is present; the program
‘continues bv advancing to the next non-blank character in
preparation for the instruction mnemonic,

An alphabetic character or a period signals a label
is present. Using subroutine LABRD the label is read into the
temporary bhuffer for statement lahels. Conventional Hewlett
Packard assembly will truncate any label greater than five
characters and issue a warning message., For this assembler
at least one blank terminator character must foliow the fifth
‘or last label character or an error message will bhe printed
with the statement being ignored.

A label flag is set for the presence of a statement
label with an error message being printed for a doubly defined
label and the statement again heing ignored.

The instruction mnemonic 1is packed into a two-word

buffer to facilitate instruction look up by subroutine MNEM.
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After returning from MNEM, the program begins the logical
cascade of the different instruction types.

On matching the instruction type number, operand
analysis may begin. Generally, the scan'of‘machine code
instructions adheres to standard Hewleft Packard definition.
The restrictions pertaining to Memorv Reference instructions
have already been discussed. One further deviation from
standard assembly is the use of a symbbl in an Iﬁput/Output
operand in the place of a channel number value.

Normally the channel number is in the range 0 to 63
but it mayv be ecuated to a svmbol such that a symbol replaces
the integer in the operand. It was decided that an I/0
instruction with an undefinéd operand would not be accepted.

' This is the first instance of statements with undefined
operands not Eeinq acceptéd. Memory reference instructions
having undefined operands will be accepted and retained for the
symbol tables have been speciallv designed to hold such
references. The Memory Reference instruction offers a 10 bit
address field to link forward references while an I/0 instruction
has oniy a six bit field for the channel number. This is
intended to discourage the use of I/0 instructions for the user
proqraﬁ area is restricted in size; it should encourage the |
use of the Dump Directive after execution.

On recognition of the END instruction control branches
to the execution programs, excent during an edit overation

which must be completed before beginning execution.
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Data definitions have been discussed in Chapter III
in the section on mnemonics and pseudo ops. One important
restriction is that the data definition mav be no longer than
28 words in length. The only exception is the BSS pseudo op
which may be 128 words.

Before scanning any data defintion.the 28-word data
.buffer is cleared. As the instruction is scanned each data
value is stored in the buffer; this is particularly relevant
to the ASC, DEC, and OCT pseudo ops which may involve more than
one word in the definition. An error in the data entry will
cause the whole statement to be ignored. LEX will call
subroutines to input numeric terms for OCT and DEC but the
terminator character after each value is checked within LEX.

The remaining pseudo ops are at most a one-word entry
to the buffef. The BSS and EQU pseudo ops de not use the data
buffer.

Any symbol in a pseudo oo operand is restricted to a
data address symbol. This is important in the scan of the ABS,
BSS, EQU and DEF pseudo ops. The ABS and BSS pseudo ops have
been discussed in Chapter  II1I and Appendix A and need not be
dealt with any further.

| The EQU pseudo op is regarded as a data definition of
length zero but an assembly address must be set to store a
Symbol Table address for the label which must precede the
instruction. The operand address is stored in the last position

of the data table area with the assembly address corresponding
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to this location. Before returning, the upper bound of the data
table is decremented to ?revent an overwrite of this instruction.

The EQU instructions is another instance of a stateﬁent
being ignored due to an undefined operand symbol but in this
case it is in accordance of the Hewlett Packard definition.

An undefined symbol in a DEF pseudo op operand is again
handled in a different manner as presented in Chapter ITI.

The DEF pseudo op is the last instruction type.
Failure by the program to match the instruction type number
within LEX signals a program error. An error messaqe.is
printed followed by a computer halt (HLT 33B); a re-entry
request is not presented. Overator intervention is reauired
ﬁo correct the vrogram fault. This intervention would probably
involve referring to an assembler listinqAbf the program to
determine core addresses of the variables involved in the
lexical scan and examininq actual core locations to determine
the error. To correct the program fault, it would probably be
‘necessary to change some memorv locations to restore their
proper value and reset the proaram location counter either
to coﬁtinue assembler activity on the current user program
or to abort the current program and initialize for a new user

proaram.
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PROGRAM MODIFICATIONS

In considering the implementation of any changes the
overall program changes must be weighed against what advantages
could be gained.

The DEC and OCT pseudo ops instructions are totally
rejected if any part of the statement is in error. Changes
could be made strictly within LEX to ignore any data item in
error and print a warning message pointing to the ignored value.
To ignore the data item in error is trivial and presumably
to point to the data item in error is also trivial. But would
such a change be advantageous?

A user entering several data values in one statement
usually would not want an item excluded due to an error. With
the present implementation a user has greater control over the
program structure by the rejection of the statement on a single
error,

It, therefore, seems best to assume that changes to the
lexical scan would have to be implemented as a result of
expanding the set of available instructions or relaxing the
restrictions on the present instruction set.

Relaxing some user program restrictions would definitely
be significant within LEX. Operands for the DEF pseudo op
could be expanded to resemble a Memory Reference operand or
undefined references during an edit overation may he permitted.

Changes regarding Memory Reference operands or undefined

symbols in I/0 instructions could be considered.

-
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However, the program modifications necessary would
probably far outweigh the advantages of such changes.

Expanding the instruction set to include the REP
pseudo op or floating point arithmetic reguests would require
changes throughout the assembier. Allowing the user to enter
multiplé instructions would require a much more thorough scan.
Such a change would necessarily involve a distinction between
Alter Skip, and Shift Rotate instructions in the Instruction
Table and a provision for the instructions which belong to
both instruction groups. Subroutine LEX would be responsible
for scanning these instructions and forming the multiple
instruction,.

Seemingly storage allocation would have to be rearranged.
The available storage size does not permit these inclusions
without usage of the disc input driver to load either ancillary
subroutines or program segments as needed. It would probably
be beét to leave all assembler and program tables in memory at
‘all times and relv on the controller unit to manage disc transfers
of program segments.

In the long run, the advantages of such changes should
far outweigh the work involved in implementing such a change.
Such changes would probably be beneficial to a more experienced

user without defeating the original purpose of the assembler.



- 74

CHARACTER MANIPULATION SUBROUTIMES -

The remainder of Chapter VI is devoted to the discussion
of the different subroutines used in the lexical scan and for
number handling purvoses. Some of these subroutines have
important uses outside the lexical scan but their primary

. function is as part of the lexical scan.
The subroutines involved with character manipulation

are listed in Table 6,2 and will be discussed first.

Subroutine RCXSP
BCKSP will back up the scan of the input huffer by
one character by adjusting the one's complement word count
and the address word to the next character in the buffer. No
check is needed for baclking up Beyond the original buffer
address for the situation never occurs.

Subroutine GETCR

Return P+1 Buffer empty
P+2 Next character from input buffer in (A)

GETCR is the only subroutine to retrieve a character
from the input buffer. For each call to GETCR the one's
complement character count is incremented; when this value goes
to zero the buffer has been fully scanned. The second return
address returns the character in (A).

Subrout%pe NTRIYK

Return P+1 Non~blank‘character not found
P+2 MNext non-blank character in (A)

Using GETCR, NTBLK will search for the next non-blank

character in the buffer.
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Subroutine RDCOM

Return P+l No comma found in buffer
P+2 Comma read

Using GETCR, RDCOM will position the buffer pointers to
retrieve the first character after the comma on the next call
to GETCR.

Subroutine TRMCK

Return P+l Valid termination
P+2 1Invalid termination, character in (A)

TRMCX uses GETCR, but it has a different function in
that it is examining the character to bhe a terminatof, either
the blank character or the end of line condition. The first
return addfess signals valid termination: the second return

exits with the character in (A) for further analysis.

LEXICAL SUPPORT RETURNS

The lexical support subroutines will be described in
their approximate order of occurrence in LFX. Table 6.3 lists
these subroutines; error messages associated with these subroutines

are listed in Table 6.4,

Subroutine LARRD

Calling Sequence
LDA < First character of symbol, (A) > 0 >
_ < First character not read, (A) < 0 >
LDB < Address of symbol buffer >

Return P+1 First character not a letter or a period,

character in (A)
P+2 Symbol read

LABRD is the symbol reading subroutine for reading

statement labels and operand symbols. The first return address
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7

israbplicable if on entrvy (A) signals that the first character
has not been read. MNormally, no error message is generated
unless nothing was read.

Ordinarily LABRD will read up to five characters into
the symbol buffer. Numeric characters will be stored as Ascii
characters so that these characters can be output if the symbdl
must be orinted separately.

Subroutine LETPR

Calling Sequence
LDA < character to bhe examined >

Return P+1 Character in (A) not alphabetic or a period
P+2 Alphabetic or period character in (A)
LETRP is called bv LEX and LABRD to examine a character
to be alphabetic or a period.

Subroutine ILOXUP

e T e e SO

Callina Sedquence
LDR < Address of the symbol buffer >

Return (A) > 0 The program address of the symbol
(A) = 0 Symbol not found in Symbol Table
(A) < 0 Undefined symbol
(B) Symbol Table address of symbol
Given the symbol buffer address LOKUP calls subroutine
FIND to locate the symbol position in the Symbol Table. An
undefined symbhol has had previous references bhut has not been

defined as a statement label.

Subroutine FIMND

Calling Sequence
LDE < Address of the symbol buffer >

Return (A) = 0 Symbol not in Symbol Table
() Symbol Table address of symbol
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FIND anplies the hashing function to vyield the relative
table position to begin a linear search. The relative table
position is converted to an actual storage address to begin
the search for the next free area to store the symbol or the |
" symhol position in the table. | |

If the table area is not occupied,‘the symbol haé‘not
_been previously entered: control returns to LOKUP. A symbol
entry in this location will be checked word by word with the
symbol being sought.

Reaching the end of the table will immediately cause
the search to continue at the heginning of the table in a
circular fashion. Failure to find the symbol or a free position
for the symbol indicates the Symbol Table is full and results
in an abnormal program abort.

: Subroutine MNEM

Subroutine MNEM finds the assembly skeleton of the
instruction mnemonic from the Instruction Table. Using the
mnemonic which has been packed into a two-word buffer by .
subroutine LEX, MNEM performs a binary search with the first
section of the Instruction Table for the first two characters
of the mnemonic.

After finding the instruction position in the first
section of the Instruction Table, this position pointer is
adjusted to reference the corresponding position in the

second section of the Instruction Table.

Further corrections may be included to the position
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pointer if there is more than one mnemeonic in the Instruction
Table beginning with the same first two letters. The poiﬁte?
is set to reference the position of the first mnemonic is sﬁch
a case.

Using the vosition information, a linear search is
set to match the third character of the mnemonic with the
characters stored in the second section of the Instruction
Table. Since six différent mnemonics may begin with the same
two letters, the linear seafch is attempted six times.

Failure to match either the first two characters or
the third character of the mnemonic with the appropriate
entry in the Instruction Table will signal an undefined
mnemonic which results in an error message and return to the
System Controller.

On successful recognition, the instruction number
and skeleton assembly code are retrieved from the Instruction
Table,

For the simple task of determining the type oé
assembly an assembly flag variable is used rather than making
referénce to the assembly skeleton. Initialized to zero by
subroutine CLEAR, the assembly flag is used to denote:

pseudo operation (data definition) (-1),

comment statement ( 0),
machine code instruction (
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N

Subroutine RANGE , -

Calling Sequence
LDA < Value in operand > _
LDB < Two's complement of upper bound value >

Return P+1 Valid termination
P+2 Invalid termination .
]

RANGE is intended to examine the operand values for
the Input/Output and Extended Arithmetic Register Reference
instructions. RANGE checkslthe operand value to be positive
and within range and includes the operand value with the
assembly skeleton. »

Subroutine TRMCX is called to check for valid
termination; RANGE uses the two return addfesses depending on
TRMCK.,

§Ebroutine OPREC

All Memory Reference onerands, some pseudo-op operands
and data addresses to be output by the Dump Directive will be
read in and retained. OPREC calls BSKSP, TRMCK, LABRD, and
NUMBR, NUMBR reads in decimal or octal integers. OPREC does
not rely on RANGE to check operand values for RANGE will include
the operand value with the assembly skeleton and include a
separate call to TRMCK,

‘Subroutine STDAT

Calling Sequence
IDA < Data value to bhe stored >

Before any data definition is scanned, the data buffer
is cleared and a counter is set, STDAT‘will store data values

from the data buffer during the scan of the nseudo op.



80
Data definitions usinag the buffer have an impééed
bound of 28 words since this is only a temporary huffer,
Failure to comply with this restriction results in a warning
message with the statement being ignored. This data is held
in the buffer to he assembled after the lexical scan.

Subroutine LARCX

Return P+1 No operand svmbol
P+2 Onerand svmbol is not defined
P+3 Operand symbol defined, address in (A)
Using OPREC, LABCK will read in the operand for pseudo
ops having address onerands and data addresses for the Dump
Directive. With three different return addresses overand
recognition and analysis for the different instruction types

is easier.

Subroutine NDATRG

Callinag Sequence
LDA < Address to be examined >

DATRG checks the address to be within bounds of the
program data area or the available base page area. DATRG is
primarily a lexical support routine but is also required by
the Dump Directive.

Subroutine VAL

After a prompt from VAL the user is to type in a
temoorary value for an undefined symbol in an ABS or BSS operand.
The ABS/BSS flag is set followed by a return to the
System Controller to input a value. The System Controller
will return program control to VAL to clear the ABS/RSS flag

and subhstitute the-value for the undefined symbol.
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Reading in a value as such requires several
precautionarv steps; the original statement entry resides in
the input buffer and the statement length in a special variable.
Both of these must be retained if the statement is to be stored
in the Source Code Block after aésembl?.

After each input operation the character length of the
-input is stored in a special input variable. Before reading
in a temporary value the character length of the original
program statement must be stored in a temporary location, not
involved with an input operation so that this value may be
retrieved after the temporarv value is input: the input huffer
address is alteredbso that an auxiliary buffer is used to input
the value. Pointers must be retained to scan the buffer.

After the input operation is complete the input buffer address
and the statement length are then restored to their proper
variable.

An error in the entry of a temporarv value results

in the original program statement being ignored.
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NUMBER MANIPULATION

INTRODUCTION

The number handling subroutines are used throughout
the assembler but are primarily called by the lexical routines.
There are four major categories with which number usage is
associated:

Octal integers for the OCT pseudo op,

Octal and decimal integers for operand exoressions,
Floating point numbers and decimal integers for the DEC
vseudo op,

Decimal integers generallv involved with statement numbers.

Before discussina the four different number types it
should be pointed out that there are eight error messages,
listed in Table 6.5, shared by the number forming subvrograms.
In the event of an error, subroutine ERRNOR is called to print
the error message and re-entry request. During initialization
program control returns to the calling point but normally

control passes to the System Controller.

OCTAL INTEGERS - Subroutine OCTIN

Return (A) Octal integer

Subroutine OCTIN is called strictly by LEX to form
octal integers for the OCT pseudo op. The next non-bhlank
character is examined to be a sign with the sign flag set
accordinglv. TFailure to locate anv data or a solitary sign
necessitates a branch to the appropriate error routine.

Initially a zero value is set into a temporary
variable. Y¥hile constructing the value each new digit will

be added into the previous value after the value has been
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shifted three times to the left. The shift used is a left
circular shift with overflow checked after each shift hy
examining hit 0. |

On finding a character which is not an octal digit
OCTIN checks that at least one valid octal digit has been
input. If so, OCTIY assumes that this character is the
terminator and that the value has been defined. Like all
other numbher routines a terminator is returned to the bhuffer
‘and not checked in OCTIY.

Before returning one last check for a negative sian
is taken with the two's comnlement value returned if necessary.

If no valid octal digits were input before encountering

the terminator an error message 1is output.

Subroutine QCTCX

Calling Seaquence
ILDA < Character to be examined >

Return P+1 Character in (A)
P+2 Octal digit in (A)

OCTCK is the only subroutine called by OCTIN to examine
each character to be an octal digit.

OPERAND INTEGERS - Subroutine MNUMBR

Return P+1 PFirst character not a number
P+2 Decimal or octal integer in (A)

.Subrqutine NUMPBR is called to read in operand integers,
either decimal integers or octal integers flagged by a B,
immediately following the value. NUMBR will form an octal and
decimal value from the input until it can determine which value

to return. -
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Like OCTIN, NUMBR will check for no operand dééa,
a solitary sign and retain sign information. Each character
will be examined by subroutine DECHK to be a decimal digit
but a separate internal check is required to test a decimal
~digit to be an octal digit as well.
Before including a new decimal digit the previous
value is multiplied by ten using shifts and additions. A
valid octal digit is included after three shifts. In each
case overflow will he checked hefore accepting the new digit.
Any character which does not satisfy the octal digit
test results in an error flaé being set; the scan must continue
for this number is ant to be a decimal value. The first
character rejected by DECHK is tested to be the character B
signalling an octal digit. If this character is @ B and
the octal error flag is clear, the octal value is returned,
but if the error flag is set there will be an error meséage.
Any character other than B is assumed to be a‘terminator
and is returned to the buffer: a decimal value is returned.

Subroutine DECHK

Return P+1 Character in (A)
P+2 Decimal digit in (A)

All number forming subroutines involved with decimal
values will use DECHK to check each character being scanned,
DECHK examines the character to be in the range of decimal

digit characters and returns the character if the test fails.
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DEC PSEUDO OP

The DEC psevdo op may have floating point, or decimal
integer operand wvalues even £houqh floating point arithmetic
is not available. Subroutine CONST will initiate the input
of floating point constants.

Subroutine CONST

Return (A) and (B) Floétinq point constant
CONST advances up to the next non-blank character,
sets the sign flag and checks for a solitary sign. CONST
calls NUMCK which controls the Ascii to binary conversion.

Subroutine NUMCK

Return (A) and (B) Floating point constant
NUMCK is very similar to the subroutine NUMCK is the
Hewlett Packard Basic compiler for Ascii to binary conversion
of floating point numbers. Changes have been made to ignore
leading zeros in an exponent term and error handling has been

altered. As part of the number input NUMCK calls:

.PACK To normalize and pack a floating point constant,
NORML To normalize a value with its exponent,

MpY To multiply an unpacked number by ten,

DBY To divide an unpacked number by ten,

MPY To multiply an integer by ten.

The program logic has not been changed from the program
'listinqs of the Hewlett Packard Basic compiler. Since these
programs are évailable in Hewlett Packard system listings and
since they exist as support programs they will not be discussed

any further.
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DECIMAL INTEGERS

The DEC pseudo oo, by definition, may have decimal
integer operand values. Rather than write an additional
program for strictlv decimal integer input it became necessary
to provide a real to integer conversion.

The pfesence of subroutine IFIX in the Hewlett Packard
system listings provided the necessary conversion as well as
a check on the exponent of a floating point number.

All that remained was to write a simple subroutine to
determine a real or integer value from the floating point
number stored in (A) and (ﬁ). Two variables DPFLG, the decimal

point flag and EFLG, the exponent flacg, have the format.

DPFLG = 0 No decimal noint present
= 1 Decimal point oresent

EFLG = -1 No exponent term

' = 0 Exovonent term

Subroutine TVYPCK

Calling Sequence
LDA < Floating point number >
LDB < Ploating point number >

Return P+l Floating point number in (A) and (B)
"P+2 Integer in (A)

TYPCK examines the decimal point flag and the exponent
flag and will call subroutine IFIX if neither of these variables

were set in NUMCK.
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Subroutine IFIX ot
Calling Secuence
LDA < Floating point number >
LDB < Floating point number >
Return (A) 1Integer value
IFIX converts the floating point value to a single word

" integer.

Subroutine GTNUM

GTNUM calls CONST to input a positive decimal integer
value. GTNUM will not accent negative or real number values.

Subroutine TWINT

Return P+1 One integer valid termination

P+2 One integer invalid termination

P+3 Two integers valid termination

P+4 Two integers invalid termination
TWINT is set to call GTNUM twice to inout one or two

positive integers. The different return conditions are

important when examining the veto flag on an edit request.

Normally, the third return is the only acceptabhle return for
statement number input. Termination is checked by TRMCX and

as in all other cases the terminating character is returned

. to the bhuffer by BCKSP.

SUMMARY

The number handling subroutines and the main features
of the lexical scan have been presented. Programs to input
and store floating point numbers have been successfully
implemented. Further implementation of floating point arith-

metic subroutine requests is definitely possible.
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Once the lexical scan is completed control returns to
the calling program. In the case of a call from the System

Controller statement assembly and storage follow immediately.
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TABLE 6.1 LEXICAL ERROR MESSAGES

Error messages with an alternate label, i.e., (ERRS6),

signal base vage error messages.

LABEL ERROR MFSSAGE

LXR1 FIRST CHARACTER NOT FOUND

LXR2 ILLEGAL FIRST CHARACTER

LXR3 BAD DATA FOLLOWS LABEL

LXR4 DOURLY DEFINED LABEL

LXRS INSTRUCTION MOT FOUND

LYR6 NO OPERAND FOUND

(ERR6)

LXR7 BAD DATA FOLLOWS OP CODE

LXRS8 BAD DATA IN OPERAND FIELD

LXR9 ILLEGAL CHARACTER BEGINS LABEL
(ERR5)

LXR10 UNDEFINED LAREL IN OPERAND
(ERRS)

LXR1l1 ILLEGAL OPERAND TERMIMATION
(ERR4)

TXR12 ILLEGAL INSTRUCTION DURIMNG EDIT
LXR13 OPERAND VALUE OUT OF RANGE
(ERR3)

LXR14 NO LABEL PRECEDES EQU PSEUDO OP
LXR15 = ADDRESS MUST BE POSITIVE

LXR16 INSTRUCTION MNOT FOUND

L¥R17 OPERAND IS UNDEFINMED

(ERR7)

LXR18 UNDPEFINED LABEL NOT PERMITTED WITH DEF DURING EDIT


http:OPF.RA.ND
http:MP.SSl\.GE

LAREL

LXR19

ERROR MESSAGE

OPERANMD VALUE MUST BE GREATER THAN ZERO

90
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TABLE 6.2 CHARACTER MAMNIPULATION SUBROUTINES . .

SUBROUTINE

BCKSP

GETCR
NTBLK

RDCOM

TRMCK

FUNCTION

Back space one character in the input buffer

RPetrieve the next character from the input'
buffer

Get the next non-blank character from the
input

Read up to a comma in the buffer

Check for a termination character
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TABLE 6.3 LEXICAL SUPPORT ROUTINES

SUBROUTING FUNCTION
DATRG Check for data address
FIND 7ind Symbol Table address of symbol
LABCK Read in operand, examine symbol
LABRD Read a symbol
LETPR Check for period or a letter
LOKUP Look up Symbol Table address
MNEM Find assemhled instruction from mnemonic
OPREC Read in and interovret overand
RANGF. Check Channel Number and Shift Count range
STHAT Store data value in temporary data buffer

VAL Prompt definition of undefined ABS or BSS symbol



TABLE 6.4 FRROR MESSAGES FOR LEXICAL SUPPORT ROUTINES

SUBROUTINE

’DATRGk
FIND
LABRD
MNEM

OPREC

RANGE

STDAT

ERROR MESSAGE

ADDRESS BEYOND PROGRAM BOUNDS
SYMB0L TARLE OVERFLOW

NO LABEL FOUND

JLLEGAL ASSEMBLER INSTRUCTION
OPERAND VALUE OUT CF RANGE
ILLEGAL OPFRAND TERMINATION
MINUS SIGN PRECEDES LABEL
MINUS SIGM PRECEDES ASTERISK

INDIRECT REFERENCE PERMITTED ONLY WITH
MEMORY REFERENCE AND DIEF IMNSTRUCTIONS

OPERAND VALUL OUT OF RANGE

DATA INPUT EXCEEDS IMPOSED LIMIT

93



TABLF 6.5 NUMBER PROGRAM ERROR MESSAGES

LABEL

NUMR1

NUMR2

NUMR3
(ERR1)

NUMR4
NUMRS
NUMR6
NUMR7

NUMRS

ERROR MESSAGE

NO OPERAND DATA FOUMD

SOLITARY SIGN

BAD DATA INPUT

ERROR IN EXPONENT

INTEGER OVERFI,OW

POSITIVE INTEGER EXPECTED

BAD DATA FOLLOWS IMNTEGER

REAL HNUMBIR OUT OF RANGE
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'FIGURE 6,1
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CHAPTER VII CT

" ASSEMBLY AND STORAGE

INTRODUCTIONM

During prooram definition after control returns from
subroutine LEX, subroutine ASMBL is called to premare pointers
and allct svace to store the statement in the Source Code

Block. During an edit overation EDIPT calls ASMBL,

INSTRUCTION ASSEMRLY

Afterbcallinq ASMBL the System éontroller loads the
assembly flag into the » register and will call SETCD unless
0:9) ié a zero, a comment statement. SETCD is also called from
various places in the editor for storing edit entries.

Table 7.1 lists seven of the auxiliary assembly
subroutines called by SETCD, Of that list subroutine DFTLN,
DTSET and STPCD do not have error conditions while subroutines
STLBL, STRCK, DATFL and STPLC have error messadges. These
vsubroutines will be discussed following thg discussion on
subroutine SETCD,

Subroutine SETCDH

Calling Sequence
LDA < Assemblv flaa >

The assemblv flag is examined and control branches
accordingly; data definitions were treated first for they are

less comnlicated than machine code entries.

100
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DATA DEFINITIONS

For an T0OU pseudo op the assembly address has been set;
SETCD returns to the calling program.

Otherwise, the assembly address is set the next free
area in the data table; data table pointers are set to check
for a data tablé overflow, by calling subroutine DATFL. Once
it has heen ascertained that the data table will not ovérflow,

the data is assembhled hefore returninag to the calling program.

MACHIMNE IMSTRUCTIONS

All machine instructions other than Memory Reference
instructions have alreadyv heen scanned and prenmared for assembly
and will be immediately stored in the next location in the user
bprogram area.

Memory Reference operand evaluation and storage now

become the sole function of SETCD.

MEMORY REFERENCFE OPERAND TVALUATION

Memory Reference overands not having a symbdl or an
aéterisk term are evaluated first. The opérand integer becomes
the address by a simple addition to the assembly skeleton.
After checking for an indirect reference the instruction is
stored in the user program area.

'Operands involvina the PLC symbol, the asterisk, are
assembled next. The SCP address of the proagram statement with
a bit flag for an indirect reference and the overand integer

are stored in the PLC table. The relative page address of
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the entry to the PLC table becomes the forward reference
pointer to the instruction.

The remaining operand expressions involve symbols
either defined or undefined with or without integer terms.

For each symbol there is a call to subroutine LOXUP returning
"~ the Symbol Table address as well as a pqinterbfor a defined
or undefined symbhol or a symbol not found in the Symboi Table.

A defined symbol without an operand integer can be
assembled immediately. A data address must bhe adjusted for
the address to reference the data value and not the data
address location. The instruction is assembled as discussed
in Chapter IIIkby referring to the operand through one level
of indirect addressina,

Symbols which were not found in the Symbol Table are
entered into the table by a call to STLBL. These symbols can
ﬁow be regarded as undefined symbhols.

The address of the last direct and indirect forward
reference will be held in Word 4 and 5 respectively in the
Symbol Table entry of undefined symhols. The address of the
last reference will be taken from the Symbol Table and combined
with the assembly skeleton to be stored with the user program.
The instruction will apnear as a direct reference to base vage
but will be recognized as a forward referencé using the address-
-1inkaqe techniques presented in Chapter IIIX.

Each Memory Reference operand having a symbol and an

integer is referred to asba compound operand and will be stored
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in the Special Symbol Table, SST. Word 6 of the Symbol-Table
entry for any symbol is a link to the first compound operand
for that symbol. Word 4 for each compound ovperand entry is

a link to further compound operands with a zero in Word 4
being the terminator.

For each different operand combination there will1be
a new entry to the SST. Second and subsequent entries of
identical compound operands will not require_a new entry but
will be linked in the same manner as forward references for
undefined symbols.

A zero in Word 6 of the symbol involved in the compound
operand necessitates a linear search through the SST until the
next free area is found. Fntries to the SST have been presented
in Chapter III. The address of the SST entry is set into
Word 6 of the Symbol Table entry. The instruction is stored
like anv forward reference:; in this case, the address term
is a pointer to the SST.

If Word 6 has a link to the SST then each SST entry
associated with the symbol will be examined for an identical
compound operand. Failure to find a match requires a linear
search through the SST for the next free area. In this case,
the link pointer is set to Word 4 of the last S&8T entrvy.

"Within SETCD there is a check for SST overflow or
‘the apnroach to overflow conditions with the appropriate

warnings.
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ASSEMRLY ROUTINES T

Subroutine HETLM

Return (A) = 0 Two-word assembly
(A) # 0 One-word assembly

DETLH determines the assembly length of Memory Reference
instructions. On a two-word assembly the first word is stored
in the user program area. For a one-word assemblv the assembly
skeleton is returned in (7).

Subrogﬁ}ne STRCD

Callina Seaquence
ILDA < Assembled instruction »

Fach instruction is stored in the next free location
in the userbproqram area. The pointer to the user program
area is advanced by one and a call to subrdutine STRCX will
check for program area overflow.

Subroutine DTSET

Callinag Seaquence
ILDB < Address for first data term >

DTSET will prepare the address pointers and store the
.data addresses and vaiues. The BSS instruction uses an indirect
reference to non-existant memory to return a zero to be used
as the data value: all other pseudo ops, excepting EQU, have

the data values stored in a temporaryv data buffer.

Subroutines STRCKX and DATFL
vThesé subroutines simply check the position pointers
of the user program afea and the data area respectivelvy.
Overflow of either tabhle will result in an abnormal abort

condition. A warning message is printed if either table
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approaches an overflow condition.

Subroutine STLBL

Calling Sequence
LDA < A > 0, Defined symbol >
< A =0, Symbol not in table >
LDB < Symbol Table address of symbol >
STLBL will copy the symbol name into the Symbol Table,
for a defined symbol the program address and the SCR address
will also be included. For undefined symbols the forward
reference pointers have already been set.
STLBL also counts the numher of symhol entries to the
Symbol Table and will print a warning messace if the table is
nearly full. Overflow is detected in subroutine FIND when

a symbol cannot be stored or located in the table.

Subroutine STPLC

Calling Seaquence
LDA < SCB address of statement >

All PLC references are stored in the PLC table. No
attempt will he made to define such references until execution.
Like the other nrogram tables a warning is presented if the
table is nearly full or the user orogram will he lost if the

table is allowed to overflow.
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STATEMENT STORAGE

INTRODUCTICN

Four different subroutines are responsible for state-
ment storage in the Source Code Block and the definition of
statement labels in the user program., They are:

ASMBL To allocate SCR snace to storé a program statement,
STSCR To store the nrogram statement,
LBDEF To define a statement label,

FWDRF To define previous references to a statement label.
ASMRI, is called from the Svstem Controller and
subroutine EDIPT. STSCB and LBDEF are strictlv callea from the
System Controller., Subroutine FVDRF is called from LBDEF and

the XECUTT Directive.

These subroutines are called in the order presented
and once comolete the System Controller loops bhack to its
main entryv point or to the multiple insert module if a multiple
insert operation is in progress.

The remainder of Chapter VII is a discussion of these

four subroutines.

Subroutine ASMRI

The character length of the proaram statement and the
word lenagth of the entry to the SCB will be saved in a temporary
variable. The Free Space table is scanned for an area large
enough to hold the statement entry.

The scan of the Free Space table will cease when the
first area larée enough to hold the SCB entrv is found. The

table entrv mav he deemed large enouagh to held further entries;
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it was arbitrarily decided that any isolated area in the SCB
larger than twelve words in length would be retained after part
of this isolated area had been allocated for the current
statement; remaining entries smaller than twelve words would be
ignored.

Failure to find an entry in the Free Space table large
ehouqh to hold the statement éntry requires that the next avail-
able area in the SCB be allotted. The SCB address is retained
for statement storage after assembly.

A test is made for the SCR tahle bheing full or nearly
full with the avpronriate action taken in each case.

Subroutine_STSCR

STSCE stores the six words of information ?ertainiﬁq
to each statement along with the source statement in the SCB
buffef. rdit instructions involving source statement entries
will handle the storage of the address of the previous and next
statements as well as statement numbers but require STSCR to
complete the SCB entry.

During program definition the address of the next and
previous statements are readily set but a back up must be included
if the instruction should be stored in an area that was referenced
by the Free Space table. A correction must be introduced to link
the nrevious instruction with the current instruction.

The statement number is easily calculated and saved. Word 4
becomes the temporary, set in ASMBL, holdinag the character—leﬁqth

of the statement and the word-length of the SCR entrv.
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Word 5 is the assembly address with bit 15 set to one for a
data definition. A comment statement is represented by a zero
value. Word 6 is the assembly length of the statement.

Begihninq with the first word to folléw Word 6 the
source statement is copied into the Source Code Block.

Subhroutine LRBDEF

Subroutine LEDEF initiates- Symbol Table definition of
all statement labels. If there has not been previous reference
to the svmbol STLBL is célled to store the symbol in the table
and signify that the éymbol has been defined.

A svmbol having had a vrevious reference has forward
references associated with it. By checking the direct and
indirect forward reference pointers any value less than 7008
signals a forward referehce. By setting a flag for either a
direct or indirect reference these forward references will be

defined by a call to subroutine FVDRF,

Subroutine FWDRF

Each forward reference is split into the assembly
skeleton énd the address pointerQ Using the assembly skeleton
and the assembly address, each instruction will be defined in
the same manner as a Memorv Reference instruction having an
operand symbol. Once the address pointer becomes greater than
700

g all forward references have been defined; FWDRF may return

to the calling progran.



SUBROUT INE

DATFL

DETLN

DTSET
STLRL
STPLC
STRCD

STRCK
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TABLE 7.1 AUXILIARY ASSEMBLY SUBROUTINES

Check

FUNCTION

PO S

data table area for overflow

Determine assembly length of Memory Reference
instruction

Assemble data definition

Store
Store
Stdre

Check

symbol in Symbol Table
program location counter reference
assembled instruction in user program area

user program area for overflow



CHAPTER VIIT

SYSTEM DIRECTIVES

INTRODUCTION

After the colon, signalling a System Directive, is
recognized there is a transfer to the program module to interpret
and channel the System Directives. The next non-blank character
following the colon is required for directive identification.
Failure to find a non-blank character or failure to match the
character to one of A, D, E, H, L, S, or X will result in an
error message and a return to the System Controller.

Using a logical cascade the character is tested with
the above characters in the order presented until a match is

found.

ABORT

e et

The Abhort Direcctive will initiate an unconditional

jump to the initialization program.

DUMP

On recognition of a D, program control branches to the
Dump program to print the register names and contents in octal
and decimal format. Dumn will print the register contents as
they avpeared after the previous execution by using the special
store variables holding such values.

The binary to Ascii section of the I/0 package is used

solely to convert the reagister values to Ascii characters for

output. One further feature is the binary to Ascii decimal

11N
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subroutine ASCDC which will convert binarv to Ascii usiﬁg
subroutine CNDEC but also include a minus sign preceding the
value if negative.

After the reqister contents have heen presented a
reaquest is presented to the users to type either R to return
6r D followed by a data address to be output. The Dump flag
is set before program control returns to the System Controller
to input the user response. Program control returns to the
next location in the Dump program.

Anv resvonse beginning with a character other than
a D is accepted as a reaquest to terminate all Dump operations.
The Dump flag‘is cleared and control passes back to the System
Controller.

Otherwise, the data address is read in by LABCK. The
operahd must have a data address symbol and be within data
table bounds. Failure to satisfyv these conditions generates an
error message and a re-entry request; Dump error messages are
listed in Table 8.1. It should be noted that these are bhase
page error messages used for operand errors elsewhere in the
assembler.

Successful entrv of a valid data address will result
in the corresponding value being printed first as a decimal
value then as an octal value. The message requesting a data
address dump will be presented after each address dump until
the user signals he is finished.

Dump output is presented in Appendix E.
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DUMP SUBROUTINES T

There are five subroutines called strictly within the
Dump Directive.
EODMP To prepare to display (F) or (0)
RGDP1 To display (A) or (B)
RGDP2  To display (F) or (0)
RGDP3 To print the register name '
T ASCDC To convert binarv to Ascii decimal with a minus
sign preceding a negative value

These subroutines rely on the binary to Ascii conversion
facility in the I/0 package to prepare the values before calling
subroutine TTY.P,

Subroutine ASCDC calls subroutine CNDEC in the I/0O
package: a negative number is converted to a positive before
calling CNDEC and a minus sign character will be stored in the
buffer holdinag the Ascii outnput.

Three lexical scan subroutines are required to read in
and examine the data address.

RDCOM Read up to the comma bhefore the data address

LARBCK Read the onerand and examine the symbol term
DATRG Check for a data address

EDIT

Even though Edit is the next directive in the logical
sequence of System Directives, it will not be discussed since

Chapter IX is a detailed discussion of the editor.

HALT

Recognition of the H character will halt the computer
with instruction HLT 77B and 1020778 will appear in the display

register on the computer front panel. By pressing the run
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switch assembler operations may continue.

LIsT

The List Directive will list the user program statement
by statement. Unlike the System Directives already nresented
List requires a scan of the command to establish the presence
of statement numhers.

The format for the list instruction is:

+L(IST) (,M(,17)).

M and N, if nresent, snecify the first and last étate—
ments to be listed. TIf N is absent then all statements from
M on are listed. If neither M nor M avnpear the whole program
is listed.

If a comma is not encountered in the scan, it is
assumed the whole program should be listed. Thé first and
last statement numbers are set as parameters to subroutine LISsT.

On recognition of a comma it is assumed that statement
numbers follow. Suhroutiné TUINT will read in these statement
numbers; the second and fourth return addresses from TWI&T
involve invalid termination and result in an error messaqge
warning.

If N is abhsent then statement number M is examined to
be less than the largest number else an error message for
statement numbers out of range. Statement numher ™M and the
last statement number will be set as parameters to subroutine
LIST.

If both M and N are present, M and N will be the
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statement numher parameters to LIST. N must be greater than
the first statement number and ™ must be less than the last.
If N is less than ™ no error warning is printed.

List error messages are presented in Table 8.2, these
are base page error messages which are used by the Sequence
‘Directive as well.

Sample LIST ouput is ﬁresented in Appendix E.

Subroutine LIST

Calling Seaquence
LDA < Positive value, call from System Directive >
< -1, call from editor »>

Beginning with the first statement entry in the'SCB
and continuing for all entries LIST will save the address of the
next instruction.

For each statement LIST scéns it retrieves the statement
ﬁumber, Word 3 of the SCB entry. LIST is looking for the first
statement number not less than the first statement number’
parameter. But before any statement will be printed the
statement number must also be less than or equal to the second
statement number parameter.

Using the binary to Ascii subroutine CMDEC the state-
ment number is converted to Ascii data and printed with leading
zeros. A blank character is then printed. Word 4 of the SCB
entry holds the length of the source statement; now with the
SCB address of the statement the source statement can be listed.

When either statement number bounds or the terminator

in the SCB are encountered all listing ceases. On a call from
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the Svstem Directives module the message *LIST ENDS* ‘is

presented. On a call from the editor the message is surpressed.

The format for the Sequence Directive is:
:S (EQUENCE) ,M,N.

‘Sequence will change statement sequencing such that
M becomes the first user program statement number and N is the
increment for successive statement numbers. Following completion
the whole program will be listed by a call to subroutine LIST.

Subroutine SOMCE, called for sequencing information in
éhe initializatien program, is also called by the Seéuence
Directive.

Bad input data or a range error will cause the Sequence
‘flag to be set before returning to the System Controller for
new values of M and N. Once the Sequence Directive has’been
requested, and an error has occurred valid data must be entered’
before the Seaquence flag will be cleared,

With the new secguencing information there is a cascade
through the SCB with a new statement number assigned to each
statement,

gpbrougipe SONCE

Return P+1 ZIrror, Re-enter statement
P+2 Statement numbers accepted and stored

Calling subroutine TWINT, SONCE will read in two
statement numbers, two integer values for M and N. M is

restricted to be a vositive value less than or ecqual to 1000
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while N must be positive, non-zero and less than or equal to-
25,

On a data innut or range error the error message is
printed hefore proagram control is directed to first return
address.

- If both numhers are in range the values are stored and

program control returns throuah the second return address .

XECUT@

Before bheginning the execution of a user program, XECUTE
subroutines PLCDF and SSTDF will attempt to define all PLC
references and entries to the SST table.

Subroutine CNDSCM will scan the user program and replace
the first 99 forward references with a jump to the XFCUTE
warning message regarding undefined forward references.

| The main input buffer, the auxiliarv input buffer for
the témporary definition of undefined ABS or BSS operand
symbols and the data store huffer together form a 100-word
buffer. CDSCM will clear this buffer area to zero and store
the first 99 forward references. TFven though the huffer can
hold up to 100 forward references only the first 92 are held
so that a zero will signal the last forward reference,.

It is definitely possible that there may be more than
99 forwérd references and it is definitelv vpossible to define
a orogram which will skip around the first 99 forward references
and yield incorrect results by executing instructions which are

forward reference indicators.
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But if these conditions should arise the user is not’™
using the assembler as it was intended and/or the user's
regquirements are bheyond the scopve of the assembler.

The assembler was intended for inexperienced nrogrammers
to develon oproarams in steps and blocks so that the user can
check his oproaram bv executinag and dumping the results. 7o
accunulate over 99 forward references shows that the user is
entering a lono complicated nrogram without testing it in
steps, in which case the user is probably too experienced to
benefit from using the assembler. But if these 92 forward
references are such that thev are intended to reference an
address bevond the bhounds of the program, because of an operand
integer term, then the user is heing foolish and wasting his
time for he should know that the assembler is restricted in
program size.

Thus, it seemed reasonable to stop at 99 forward
references being repnlaced by a jumn instruétion to the forward

reference warning.

-

This special jumo instruction has also been placed in
locations 00002 and 99003 if the user should attenpt to execute
the contents of the A or B registers.,

The user program may now be executed. After successful
execution the register contents are speéially‘saved by
subroutine SAVR and all forward references are returned to the

proagram.

- The user orogram is scanned for the occurrence of the
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particular jumnp to the forward reference warning. Fach of
these jumps will be revlaced by the next forward reference
stored in the buffer before execution. Once a zero is
encountered all forward references have been restored to the
program; control returns to the Svstem'Controller.

' During the execution of a user program if controi
-should pass to the forward reference warnina execution of the
user oroaram will cease at that oointf register contents will
be saved for dumn purnoses.

Before printing the warning message; the interrunt
facilitv on the outout device must bhe disabled. This is
extremely important fer once the warninag message is printed
the forward references are returned to the program. Inter-
rupting the bprintinag of the warning message will return control
to the System Controller before the forward references can be

restored to the user nrogram.

¥FCUTE SURRNUTINES

There are five execution subroutines, PLCD¥, SSTDF,
FMDAD, CNSCN and SAVR which are all strictly called from the
XECUTE routine.

'Subrog;ine PLCDF

PLCD? will make a linear search through the PLC table
to define as manv PLC references as possible. Given the SCB
address of the PLC reference and the integer value in the
operand, PLCDF calls subroutine FNDAD to calculate the address

referenced.
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FNDAD returns the address in (A) or sets (A) f& -1 if
the address referenced by the operand expression is beyond
program range. If tﬁis address is out of range the PLC
reference will not be removed from the table.

A defined address will be retained. Using the SCB

'address the assembly address is retrieved and retained; also
the correspondina address in the address table is required.
The forward reference pointer is sevmarated from the instruction
skeleton and using this data the instruction is assembled like
any other Memory Reference instruction.

Using the forward reference pointer, the forward reference
area in the PLC table is reclaimed for further use by clearing
the address area to zero.

Subroutine SSTDF

SST will attemnt to define compound operands. The
Symbol Table is examined for defined symbols with references to
the SST. |

Taking the SCB address of the symbol and the integer
value SSTDF calls TNDAD to calculate the address of the compound
operand. Using subroutine FPWDRF to advance through the forward
references, all forward references will bhe defined with new
addresses.

All compound operand references for each defined symbol
will be input to FNDAD. After all SST entries for any one
symbol have been tested the links between the Symbol Table entry

and all remaining SST entries must be adjusted, After an address
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is defined the SST entry will be cleared to reclaim table

area for further use. The relative pésition of the entry in
the table is found and used to calculate a forward reference
pointer to he vlaced in its appropriate table-entry position.

Subroutine FNDAD

Calling Secuence
LDA < Operand integer value > _
LDB < SCB address of symbol or PLC reference >

Return (A) = -1, Address not found
# -1, Address calculated

Starting at the SCRB address in the B register on input,
FNDAD will scan through the SCB using the assembly length of
each statement to find the operand address.

FMDAD will have to search in two directions for positive
and negative operand integers. In scanning throuch the SCR,
program termination must be checked for each statement. On a
search hackwards, due to a negative integer value, program
termination is flagaged by a -1 value in Word 2 of the SCR entry.
For each search ahead, program termination is established when
Word 1 of the SC® entrv points to the next free address in the
SCRr.

As the program advances ahead the assembly length of
each statement is subtracted from the integer until the value is
zero or less than zero. The assembly address of this instruction
is the address sought with a correction term included if the
‘integer value is less than zero. A search involving a negative
value is similar for the operand integer is converted to a

prositive value.
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In either case the address is returned in the A register
with a -1 value returned if the terminator was encounteréd.

Subroutine CDSCN

Subroutine CDSCN clears the 100-word buffer area to zerc
and stdres the first 99 forward references in the buffer,

Since the firsfrlﬂﬂg words of hase pnaage are available
to the user, Memorv Reference insﬁructions making reference to
this area must not be regarded as forward references. All
forward reference nointers will be removed and replacedrby an
unconditional jump to the forward reference warning program.

Extended Arithmetic Memory Reference instructions
‘must not be confused with I/0 instructions or Extended Arithmetic
Register Reference Instructions. In such a case the first word
of the two-word assemblv is renlaced.

Subroutine SAVR

SAVR will save the contents of the A, B, E and O registers

in special store wvariables after execution.

CONCLUSIONS

With the exception of the XECUTE Directive all System
Directives discussed are all fairlv straightforward and would
probhably not require further modificaticns.

The XECUTE proaram could be expvanded to resemble a
totally‘incremental svstem. Specifically, this would entail
the provision for user defined single or multiple step execution

options to be implemented using micro-programming.
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TABLE 8.1 DUMP ERROR MESSAGES.

LAREL ERROR MESSAGE

DPER1 N0 OPERAMND FOUMND

DPERZ. NO LABIL FOUMD

DPIR3 UMNDEFINED LABEL IN OPERAND

DPER4 OPERAND IS UMDEYINED
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TABLE 8.2 LIST AND SEOUIMCE FERROR MESSAGES

LABEL ERROR MESSAGE
FRR1 BAD DATA INPUT

ERR2 STATEMENT NUMBERS OUT OF RANGE



CHAPTER IX

" THE EDITOR -

After recognition of the Edit Directive and before
returning to the System Controller in anticipation of an
edit instruction, the edit flag and address pointers are set.
A message requesting the user to bégin edit operations is
printed. |
| The Editor will allow the user to:
Delete any number of statements in the program,
Insert statements between successive statements,
Replace any statement with another statement.
The following instruction causes statements M through
N to be deleted:
/D (ELETE) ,M(,N) (,V).
If only M is specified only that one statement will be
deleted. If M is greater than N the instruction is ignored.
| V is the veto flag. When specified, all statements
involved in the edit are printed; the user ié prompted to
respond:
Y(ES) to delete the program statements.
Any other response causes the instruction to be ignored.
The following instruction permits insertions between
successive stétements:
/I (NSERT) ,M(,N),

If only M is specified, then only statement M will be

124
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inserted. N is a statement number increment for more than one
insertion between successive statements.

On a multiple insert, N is defined and greater than
zero, it is not possible to enter both data and machine code
type statements. A multiple insertion will be automatically
ended if the statement number of the statement to be inserted
‘exceeds the statement number of the instruction which follows
the insert.

To replace a single statement the edit instruction is:

/R(EPLACE) ,M(,V).

A machine instruction statement cannot be replaced by
data nor can data be replaced by a machine instruction.
However, it is possible either to replace a data definition or
a machine instruction by a comment statement or to replace a
comment statement by a machine instruction or data definition.

A multiple replace operation is not permitted since
sequencing information is not available.

To end the current edit operation, the instruction format

[
/2]

/E(ND) .

EDIT INSTRUCTION SCAN

All edit operations begin with a slash and the first
non-blank character is used to identify the edit instruction.
All following characters up to the comma are ignored.

Failure to detect a slash in the first character

position will result in an error message; a list of all editor



126

errof messages is presented on Téble 9.1. If a multiple insert
has just been completed a call to subrbutine ENDMI must be

made to end the multiple insert at the assembled code level.
All edit variables are initialized by subroutine EDCLR.

The program performs a logical cascade on the next
non-blank character to test for the characters D, E, I, or R
and set an instruction number for each except for E which
transfers control to finish the edit operation.

‘Using subroutine TWINT the statement numbers will be
read in. The second and fourth return from TWINT signél an
illegal terminal character. On such a condition subroutine
VETCK will continue the scan for a veto request. If the
terminal characters are a comma immediately followed by a V,
the veto flag is set; any other combination results in the
instruction being ignored and an error message being printed.

The third and fourth return from TWINT signal a multiple
edit operation. A multiple delete or insert is valid but a
multiple replace results in an error message being printed.
There are now five different edit instructions:

1. Single Delete,

Multiple Delete,
Single Insert,
Multiple Insert,
Replace.

Nk N
[ ] - . L] ]

The number preceding the instruction corresponds to the edit
instruction number.
Before the edit operation can begin, several program

checks and further preparatory work are required. The value of

-
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statement number M must obviously be within the bounds of the.
user program.

The Source Code Block addresé of the statements
immediately preceding and following the statements involved inv
the edit must be found by a search through the SCB. Delete
instructions require special attention: A delete instruction
referring to the last statement in the ﬁser program has a
sﬁeciaf flag set, A multiple delete instruction requires an
extended search through the SCB to find the SCB address of the
statement following the last deletion.

\ A multiple insert will allow several statements to be
inserted between successive statements. The sum of M and N must
not be greater than or equal to the statement number following
the insert,.

If this is the case, the multiple insert is convérted
to a single insert instruction by changing the edit instruction
number from four to three and by printing a warning message to
-the user.

If M and N are within range, the first statement number
is prepared for the first and subsequent entries by subtracting
the value of N from M so that each statement number of the
multipleé insert can simply be calculated by adding N to the new
value of M.

The veto flag,.ifrseﬁ, réquests the printing of all
statements involved in the edit. Statement numbers cf the lines

to be listed are parameters to subroutine LIST. As well the
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addfess of the statement before fhe edit wil} also be set as.
a special variable used by LIST to scan only those statements
involved in the edit. Immediately fbllowing, the user is
asked if these are the statements to be editted. The lexical
scan of the response is relaxed and only the first character
is examinea. Any response other than Y(ES) is regarded as a
signal to veto the edit 0peration{

Subroutine ASMAD retrieves the assembly address of the
instruction preceding and following the edit instruction and
the assembly address of the instruction involved in a delete or

replace operation.

.OVERVIEW

The Introduction and the Edit Instruction Scan sections
introduce the editor operations but only offer a brief discussion
on part of the edit operation.

Before discussing each of the edit subsystems further

background information is required to understand edit operations,

SOURCE PROGRAM EDIT

Since two copies of the user program, the source and
object program, are maintained by the assembler'both must be
treated separately by an edit operation. For each of the three
operations it was necessary to write separate subroutines to
manage next and previous statement pointers as well as the
statement number entry in the SCB, Word 1, 2, and 3 of each

‘statement entry in the SCB. Subroutines DSCB, ISCB, and RSCB



129

were written to handle the case of delete, insert and replace

operations.

" Subroutine DSCB

If the whole program is to be deleted then the sYstem
pointer to the first statement is set to the next free area in
the SCB while the system address of the previous statement is
reinitialized to negative:ohg. If the first program statement
- is to be deleted the system pointer to the first statement is
altered and the SCB address of the previous instruction for the
new first statement must be set to the terminator value, -1.
On deleting the last statement the system address pointer of
-the previous statement is reset.

For a deletion preceded and followed by program state-
ments, the successor address pointer of the statement before
the delete must point to the first statement after the delete
and the previous address pointer of the statement after the
delete must be reset to point to the statement preceding the
delete.

Subroutine ISCB

By definition an insert is an inclusion between
successive statements such that no program check is required
for operations involving the first or last statement. The
appropriate pointers of the statements following and preceding
the insert must be reset. The next and previous pointers'as
well as the statement number of the insertion are set by ISCB.

On a multiple insert, each inserted statement can be
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included so that the multiple insert can be terminated after
any number of insertions.

" Subroutine RSCB

On replace operation not involving the first or last
statement RSCB calls subroutine ISCB to link up the edit entry.
Replacements involving the first or last statement require
special attention.

On replacing the first program statement the first
three pointers of the edit entry to the Source Code Block must
be set. The system variable pointing to the address of the first
statement is set to point to the new first statement.

On replacing the last statement the first three pointers
of the SCB entry are set.. As well the successor address of the
previous statement must be changed and the system variable
pointing to the previous statement must now point to the

replacenent.

DATA EDIT OPERATIONS

o Editor operations at the assembly code level manage data
and machine instructions separately. To edit a machine code
instruction is a far more complicated procedure than a data edit
operation. There are three subroutines, DTEDD, DTEDI and SCSYM,
directly involved with the manipulation of the user program and
data area on é data edit operation.

Subroutine DTEDD

With the length and address of the data to be deleted

DTEDD shifts the data area by moving data addresses and data
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values to f£ill the gap left by the deleted data. Actually,
there is no gap for the deleted data ié overwritten; afterwards
vacated data areas are cleared., For each data address moved
the address area in the data table must be altered to compensate
for the shift,

No data shift is necessary when an EQU pseudo op is
deleted since the reference will be cleared in the Symbol
Table such that the symbol is flagged as undefined for future
references.

.Subroutine DTEDI

Data insert operations also shift the data table to-
insert the data in its proper position. Beginning with the
last data item and continuing to the first data item after
the insert both the data address and value are moved with the
address pointér adjusted to compensate for the shift. The
program checks for data table overflow before calling subroutine
DTSET to store the data.

EQU instructions, having had their assembled code
address set during the lexical scan, do not require data
shiftihg.

Shifting data will upset the program address of the
shifted data. DTEDI as well as DTEDD call subroutine SCSYM to
adjust data addresses after a shift'operation.

" Subroutine SCSYM

Calling Sequence
IDA < Correction value for address >
LDB < Test addrecs >
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The A register holds a cérrection term to be added to
any address greater than or equal to the test address in the
B register. Program area addresses Qill not be altered for
the core location of the data table follows the program area,
hence the data addresses will always be greater than any
address referring to the user program area.

Subroutine SCSYM first scans the Symbol Table for
defined symbols and compares the test address with the assembly
code address, Word 4 of the symbol entry. The correction term
is added to all addresses greater than or equal to the test
address, but a special check is set to ignore EQU instructions
‘which are stored at the end of the data table.

The user program address area is next scanned for data
addresses. The test address is adjusted so that this address
points to the data value rather than the data address. The
same test is appliea ﬁsing the address of thé data value.

Lastly the data definition instructions in the Source
Code Block which follow the insert must have the assembly
address adjusted to compensate for the edit. Again, EQU
instructions in the SCB must not have the assembly address
chahged. An EQU instruction in the SCB is recognized as a data

definition with an assembly length of zero.

MACHINE CODE EDIT OPERATIONS

INTRODUCTION

Before discussing the edit of machine code instructions

in full detail an understanding of the basic concepts involved
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in a machine code edit is needed.

Editting the assembled machiné'code entails moving
assembled code involved in the edit operation and the use of
unconditional jump instructions to link fogether the edit
entries and the existing user program. It was decided to
place these edit entries immediately after £he existing user
program. However, once all edit operations are complete,
program definition must be able to continue such that the
main user program defined before the edit operation is linked
with the program entered after all edit operations are
complete.

A two-word buffer is used to separate the first edit
entry from the existing program. After all edit operations
have been completed these two locations are used to hold two
unconditional‘jump instructions to the next two free areas in
the user program area for program definition. These two jump
instructions will maintain the link between the program entered
before and after the edit.

This technique in using two jump instructions is used
in liﬁking the programband most of the edit entries.

It would seem that only one jump instruction is required
to link the program units but two jump instructions are required
due to skip instructions.

To avoid using two jump instructions would require a
bit pattern check on the assembled instruction which immediately

precedes the jump instructions. Such a bit pattern test to
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seek out all the different skip instructions is apt to be a
fairly large program. It was believed that the difficulty in
implementing such a feature would faf outweigh the apparent
gain.

With these concepts in mind the machine code edit

.operations are discussed.

SINGLE AND MULTIPLE DELETE

All instructions being deleted must be examined for a
Memory Reference instruction with a forward reference pointer.
All other instructions, including Memory Reference instructions
with defined operands may be deleted immediately.

Instructions with a reference to the PLC table imust
first clear the entry to the PLC table before being deleted.
But for instructions with forward references pointing to the
symbol tables or linking to references which point to the
symbol tables, it is necessary to adjust such pointers to
exclude the reference.

A machine code delete operation depends upon the length
of the deieted code. If more than one word of the assembly
code is to be deleted thé assembly code involved is cleared to
zero. Two jump instructions are placed after the assembly code
which precedes the delete to point to the instructions which
immediately follow the delete. A delete operation involving
Vonly one word of assembly code may not simply be cleared to
zero; If a skip instruction should proceed the assembled

instruction to be deleted the program logic will be altered by
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In the location occupied by the single word to be
deleted a jump instruction is set to point to the next free
progrém area for storihg the edit entry. Sincertwo jumps
must be used to link all edit entries the next assembly
instruction must be moved into the next free program area.

Moving An assembled insﬁruction involves some of the
problems similar to deleting. Changing the assembly address
in the Source Code Block is simple enough but instructiohs
having forward references must have the list, linking the

forward references, changed to point to the new position of the
.forward reference,

In the place of the assembled instruction following the
deletion is stored the second jump.. Two jumps following the -
edit entry will link the edit entry back to the next assembled
instruction in the program.

| If no aséembled instructions follow thé deletion, the
address of the delete becomes the address used to hold jumpé
linking the user program, entered before the edit operation,
to the next free program location, after all edit operations

are complete.
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SINGLE AND MULTIPLE INSERT

An assembly code insert precedéd and followed by
assembled instructions is fairly straightforward. The
instruction which precedes the insert is moved to the next frée
program area; the assembly code to be inserted is stored
immediately following. The assembly instrﬁction which
logically follws the insert is moved to the next program area.
Jumps are appropriately placed to link the program and edit
entry.

Complications develop if there is no assembly code
which either precedes and/or follows the insert.

If no assembled code precedes, then all insertions will
be stored in the next free program area. On completion, the
instruction occupying the first location in the user program
is moved and stored immediately after the insert. 1In the place
formerly occupied by the first instruction'is stored a single
jump instruction to the insertion. Two jumps following the
insert will link the insert to the instructions which logically
follow.

If no assembly code follows the insert the program
handles the situation similar to the case where no assembly
code follows an instruction to be deleted. 1In this case the
two locations following the insert will be used to link the
- program with the next free program location after all edit

operations are complete.
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Should assembly code neither precede nor follow the
~insertion the program pointers must bé arranged so that the
pointers, normally used to link the program to the next free
program area once an edit operation is ended, are not going
to branch arount the insertion. Once the insert is complete
" program pointersvwillvbe set to reference the insertion as
the main user program and treat any further edit entries
appropriately. |
REPLACE

A one-word machine code instruction can be replaced by
a one-word instruction in the same storage location. The same
is true for a two-word assembly being replaced by another two-
word assembly instruction.

Replacing a two-word assembly by a one-word assembly
requires that the replacement be stored in the next free program
area with jumps in the position of the deleted two-word assembly
pointing to the edit entry and jumps from the edit entry back
to the user program.

A one-word assembly replaced by a two-word assembiy
is similar to a delete for the replacement is stored in the
next available program area. The next instruction in the
assembled code is moved to be stored after the replacement entry
with the appropriate linkage provided.

| A machine code instruction replaced by a comment is
treated as a sipgle delete while a comment statement replaced

by a machine code instruction is treated as a single insert
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at the assembly code level.

EDIT SUBROUTINES

With an understanding of the basic edit operations
it is now possible to discuss the subroutines concerned with
machine code edit operations. These subroutines are presented

in the approximate order in which they are called.

Subroutine PREPR

Calling Sequence
LDB < Address of statement to be deleted >

Return (A) Assembly flag/Assembly address of instruction
to be deleted

Subroutine PREPR prepares some pointers before scanning
an instruction to be deleted.

Subroutine DELTE

Calling Sequence
LDB < Address of statement to be deleted »

DELTE initiates the lexical scan of the statement to
be deleted and after the scan is complete, DﬁLTE begins analysis
of the results to delete the statement.

If a statement label is present, the symbol involved
is set as undefinéd in the Symbol Table. Using the symbol
address, forward reference pointers are calculated and stored
'in their appropriate Symbol Table position.

On a data delete operation subroutine DTEDD is called
but a machine code deletion is ha?dled within DELTE,

Machine instructions excluding Memory Reference

instructions with forward reference pointers may be deleted -
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immediately. Instructions involving PLC references can be
deleted once the PLC reference is cleared from the PLC table.
The remaining instructions will be Mémory Reference instructions
involving'references to the symbol tables. The address pointer
of the deleted instruction will be set as input to subroutine
_CASCD to remove the forward reference from the linked list of
forward references.

Subroutine CMOVE

Calling Sequence _ _
LDA < Assembly address of instruction to be moved >
LDB < SCB address of instruction to be moved >
CMOVE is needed to moved assémbled instructions before
~and after instructions involved in an edit operation.

Before moving the assembled code CMOVE will changé the
assembly address location in the Source Code Block to account
for the move. The assembled code is moved into the next free
area of the user program area; the words which previously held
the instruction area cleared. After moving each instruction
there is call to subroutine STRCK to check for program overflow.

If a moved instruction has a forward reference pointer
to the symbol tables, address pointers are set as input to

subroutine CASCD to change the forward reference of the

instruction pointing to the moved instruction.

CASCD performs a cescade through the forward references
beginning at an address specified by an input variable until

the required pointer is found. The forward reference pointer
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is changed to compensate either for a deleteq instruction

or for the movement of an instruction with a forward reference.
Failure to find the forwardlreference signals a

program error. A warning message is printed followed by a

halt (HLT 33B).

" Subroutines JMPAF and JMPBF

JMPAF and JMPBF both call subroutine JIJMPS to place
jump instructions to link the edit entry with the user program
and to link the user program with the edit entry respectively.

Subroutine JMPS

Calling Sequence
LDA < Address where jump references >
LDB < Address to store jump instruction >
JMPS forms the jump instructions from the address
reference and the instruction skeleton and stores two jump

instructions to link the editted code.

Subroutine JMPE1l

Callihg Sequence
LDA < Address where jump reference >
LDB < Address to store jump instruction »
JMPEl1l inserts one jump instruction to link the editted
code.

Subroutine STFSP

For every deletion STFSP is called to clear the entry
from the Source Code Block and store the length and address of
the deletion in the Free Space Table.

Subroutine SNGDI,

SNGDL is strictly a delete subroutine to delete a

single machine code instruction. Subroutine SVPSN is called
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to find the next free program area to store the edit entry.
Subroutine DELTE will examine the statément to be deleted.
Subroutine XDEL will find the location of the instruction aftér
the deletion, to be moved by CMOVE, Subroutines JMPAF and
JMPBF will place jumps to link the edit entry.

Subroutine XDEL

Return (A) Assembly address of instruction after
deletion :
(B) SCB address of instruction after deletion
XDEL is strictly a delete subroutine to find the first
machine instruction after a deletion. Using informatién from
the instruction scan and beginning with the instruction after
the delete, the SCB address and assembly éddress of the next
machine code instruction will be returned,
If no assembly code follows the delete then the program
pointers are set to_link the user program with the next free

program area after the edit operations.

Subroutine XINS

XINS is an insert subroutine, for a single insert
instruction, to find the SCB and assembly addresses of the
machineAinstruction which logically precedes an insert.

Failing to find any machine code before the insert, XINS
calls subroutine YINS to find the instruction in the assembled
code which logically follows the insert.

If assembled code neither precedes nor follows the insert,
XINS stores the assembled code insert and resets program pointers

to treat the entry like the user main program. For a multiple
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insert, subroutine MULIN will handle this sitﬁation.

If machine code instructions follow but do not precede
the insert, the insert is stored and the assembly instruction,
which logically follows the insert, is moved and placed after
the insert. Using JMPEl one jump is set to point to the insert
entry and JMPAF stores two jumps back to the main user program.

Subroutine YINS

Return P+1 Edit entry linked with program
4 P+2 (A) §ssemb1§ addfess of instruction after
insert
(B) SCB address of instruction after
insert

By scanning through the SCB, YINS returns the SCB and
assembly addresses of the instructions which logically follows
the insert,

If the insert follows the last machine code instruction,
program activity varies depending on the calling program: On
a call from XINS, YINS returns such information to XINS.
Usually, the inserted code is linked with the main program.
YINS returns to the first return address.

There is one other secondary call to YINS for a machine
code replacement of a one-word assembly by a two-word assembly.
Normally, YINS will return the SCB and assembly address of the
instruction which follows the replacement but if no assembly
code follows the replacement, YINS sets up the linkage of the

two-word replacement to the user program and advances the

program location counter to include the replacement.



143

Subroutine MULINM

Like XINS and YINS, MULIN scans the Source Code Block
for the SCB and assembly addresses thch precede and follow
a multiple insert operation with the appropriate pointers set.

MULIN initiates storage of the first statement to be
inserted and branches to the last entry point to the System
Controller to finish statement storage. |

Subroutine ENDMI

A multiple insert operation can be terminated any time
by the user entering a new editvinstruction; termination may
also occur on a statement number violation. Using the pointers
set in MULIN, ENDMI stores the appropriate jump instructions
to link the multiple insert and ENDMI clears all the multiple
insert péinters. |

Subroutine EDIPT

EDIPT handles the input of source program statements
during an edit. The special flag for source statement input
~is set before jumping to the System Controller.

The System Controller returns control to EDIPT to
examine the input. If a slash begins the input it is assumed
the slash signals an edit instruction and in such cases a
multiple insert is terminated. If the user'inadvertantly
enters the slash the»multiple insert will still be terminated.
The program branches to scan the instruction.

For a source statement entry subroutine LEX is called

to scan the input. Any lexical errors are treated in the

-
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usual manner with control returning to the System Controller.
Subsequent statement re-ehtry returns control to EDIPT for the
edit input flag has not been cleared.

Input for replace operations is examined for an assembly
flag match between the deleted and the replacement statement;
comment statements do not require an assembly flag match.

The statement number for a multiple insert is
calculated. On a statement number error, the calculated
statement is greater than that of the next statement; the
multiple insert is terminated by a call to ENDMI. A warning
message is printed and the edit input flag is cleared before
returning to the System Controller.

If the statement number is in range, the edit input
flag is cleared and subroutine ASMBL is called to allocate

space to store the statement in the SCB.

EDIT SUBSYSTEMS

INTRODUCTION

After gathering all information that is requested from
the instruction scan, the editor uses the instruction number in

a logical cascade to f£ind the appropriate edit subsystem.

SINGLE DELETE

An undefined statement number in the edit instruction
results with the instruction being ignored but a warning
message is printed.

Otherwise subroutine DSCB handles the delete of the
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source program. PREPR prepares some pointers in anticipation
of an assembled code edit‘and returns the assembly flag/assembly
address word before scanning the instruction to be deleted.‘

A comment statement being deleted does not require
a lexical scan of the statement; the Source Code Block
length and address of the delete are retained in the Free
Space Table by calling subroutine STFSP,

For both data and machine instructions subroutine
DELTE is called; DELTE calls DTEDD to delete a data definition
or DELTE returns information on a machine code instruétion
and if necessary adjusts forward reference pointers to exclude
the deleted instruction.

Using the assembly length of the deleted machine code
the deleted area is replaced by jump instructions for a two-
word assembiy or subroutine SVPSN is called to delete a single~
word assembly.

Before returning to the System Controller a record of
the deletion is stored in the Free Space Table by subroutine

STFSP.

MULTIPLE DELETE

A multiple delete is somewhat more complicated than
a sihgle delete. A counter is first set to hold the assembly
length of ali deleted machine code instructions. DSCB is called
to perform the edit on the source program.

For each statement being deleted not only is the SCB

address of the statement retained but also the link to the next
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statement else it will be lost calling subroutine STFSP,

Like the single delete there is a call to PREPR for
each statement to be deleted; For both data defintions’and'
machine instructicns code subroutines DELTE and STFSP are
called; for a comment statement only subroutine STFSP need
be called. The deletion of a comment or data definition is
complete; the next statement may now be deleted.

On a machine code delete the address of the first
machine code deleted must be retained. The address of the
last machine code instruction deleted is advanced for each
delete with the deleted area cleared. The second word of a
two-word assembly must also be cleared; the length of the
deleted code is advanced by the assembly length for each
deletion.

After scanning all statements to be deleted, the
length of the deleted assembly code is examined. If no assembly
statements have been deleted, the multiple delete is finished.
If only one word in the assembled code is to be deleted then
the siﬁuation resembles a single delete at the machine code
level} subroutine SNGDL is_called to perform a single machine
code delete., If more than one word in the assembled code is
to be deleted, then a pair of jumps stored in the first two
words beginning the delete point to the first two assembled

instructions after the delete.
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SINGLE INSERT

If the statement number spgcified by the insert
instructionris a'defined‘statement, the‘error message labelled
EDR7 is printed with the re-entry request.

Before beginning a single insert, subroutine EDIPT will
input the statement to be inserted and examine the assembly
flag to determine the naturéiof the insert. |

Regardless of the assembly the SCB pointers must be set
by a call to ISCB. For a comment sfatement program control
may branch to the last entry point of the System Controller to
comﬁlete statement storage in the SCB. For a data insert |
subroutine DTEDI is called to store the data in its appropriate
data table position before returning to the System Controller.

On a machine code insert the assembly code before and
after the insert is sought; the insert is stored depending

upon its logical position in the assembled program.

MULTIPLE INSERT

Like the single insert there is a call to error message

EDR7 for a defined statement number on an insert operation.

Otherwise, the multiple insert flag is set. All source
statements in the insert are input by a call to EDIPT. After
a statement has been fully stored in the SCB in the System
Controller, program control returns to the multiple insert
program. This call to EDIPT, in the multiple inéert program
is the return point from the System Controller for further

input.
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Since both data and machine code cannot both be
entered interchangeably the assembly flag of each statement
to be inserted is compared with the flag denoting either a |
data or machine code insert. On an assembly flag clash the
edit flag signalling source stafement entry is set before
printing an error message so that control will return to
EDIPT following statement re-entry.

A comment statement requires a call to ISCB., A data
definition requires calls to DTEDI and ISCB., On the first
machine code instruction to be inserted a call to MULiN
prepares address pointers and stores the first machine code
insert. A flag is set to signal the second and subsequent
machine code entries which are stored in the next user program
area similar to any other assembled instruction,

The multiple insert operation is terminated by a call
to subroutine ENDMI from the instruction scan section of the
editor on recognition of a new edit instruction or from EDIPT

on a statement number violation.
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REPLACE

Using the delete subroutines PREPR, DELTE and STFSP
the instruction to be replaced is deleted. EDIPT inputs the
replacement statement and cheéks for an assembly flag clash
between the deleted and replacement stafements. RSCB sets the
SCB pointers before storing the instruction.

For machine code instructions replaced by machine code
instructions of the same assembly length the replacement is
stored in the deleted area. To store the replacement it is
necessary to save the user program location pointer in a
temporary variable. The program location of the replacement
is set as the program area pointer used by SETCD, to store the
replacement instruction. After the replacement has been stored
the user program location counter is restored.

Any ofherrmachine code replace operations have already
been discussed in the section on machine code replace operations.

Data deletions are handled in DELTE. Data replacements
are easily included by calling DTEDI,

After all replacement operations are complete control
returﬁs to the last entry point of the System Controller to

complete SCB entries for the replacement.
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§§24

The End request first adjusts the SCB successor
address pointer of the last program statement to point to the
next free location in the SCB. Thé successor address pointer
of the last program statement may point to edit entries in
the SCB which have been stored immediately after the last
program Statement. Changing the succeésor address pointer
will by bypass any possible edit entries in the SCB and
maintain the proper source program linkage.

Two jump instructions are set to link the main user
program with the next free program area in the user program
area. These jumps are to reside in the two words set aside
after recognition of the Edit Directive,.

Lastly, the main edit flag is cleared before returning

to the System Controller.

CONCLUSIONS

The Editor is restricted to the three main edit
operations which are adequate for a beginner's use. Multiple
skip instructions or subroutine calls which pick up arguments
from subsequent locations would not be handled correctly.
Fortunately, multiple skip instructions are not available; the
people for whom the assembler is intended are not expected to
employ such argument linkage techniques, but the possibility
exists. The only alternative seems to be complete reassembly
which defeats the purpose of the assembler.

However, the Editor will handle patches made over
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patches; although the object program may come to look rather
peculiar, the source program will always be readable. Before
changing the editor serious consideration should be given to
all editor features in the light if possible changes to any

other assembler features.
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TABLE 9.1 EDITOR ERROR MESSAGES

LABEL ERROR MESSAGE

EDR1 ILLEGAL DATA PRECEDES FDIT INSTRUCTION
EDR2 UNDEFINED EDIT INSTRUCTION
* EDR3 BAD DATA FOLLOWS EDIT INSTRUCTION
EDRA4 VETO NOT PERMITTED ON AN INSERT .
EDRS STATEMENT NUMBER OUT OF RANGE
(ERR2)
EDR6 ILLEGAL SOURCE TYPE ENTRY DURING EDIT
EDR7 STATEMENT NUMBER ALREADY DEFINED
EDRS STATEMENT NUMBERS MUST ACCOMPANY EDIT INSTRUCTION

EDR9 STATEMENT NUMBER IS NOT DEFINED
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APPENDIX A

ASSEMBLER MACHINE INSTRUCTIONS AND PSEUDO OPS



Assembler machine code instructions are:

ADA
ADB
ALF
ALR
ALS
AND
ARS
ASL
ASR
BLF
BLR
BLS
BRS
CCA
CCB
CCE
CLA
CLB
CLC
CLE
CLF
CLO
CMA
CMB
CME
cpA
CPB
DIV
DLD
DST
ELA
ELB
ERA
ERB
HLT
INA
INB
IOR
ISZ
JMP
JSB
LDA
LDB
LIA
LIB
LSR
MIA
MIB
MPY
NOP
LSL

Add to ()

Add to (B) ‘

Rotate (A) left 4

Shift (A) left 1, clear sign
Shift (A) left 1

And to (A) :

Shift (A) right 1, carry sign

-Arithmetic long shift left

Arithmetic long shift right
Rotate (B) left 4

Shift (B) left 1, clear sign
Shift (B) left 1

Shift (B) right 1, carry sign
Clear and complement (A)

Clear and complement (B)

Clear and complement (E) set (E) =1
Clear (A)

Clear (B)

Clear I/0 control bit

Clear (E)

Clear I/0 flag

Clear overflow bit

Complement (A)

Complement (B)

Complement (E)

Compare to (A), skip is unequal
Compare to (B), skip if unequal
Divide

Double load

Double store

Rotate (E) and (A) left 1
Rotate (E) and (B) left 1
Rotate (E) and (A) right 1
Rotate (E) and (B) right 1

Halt ,
Increment (A) by 1

Increment (B) by 1

Inclusive or into (A)
Increment, then skip if zero
Jump

Jump to subroutine

Load into (A)

Load into (B)

Load into (A) from I/O channel
Load into (B) from I/0 channel
Logical long shift right

Merge (or) into (A) from I/O channel
Merge (or) into (B) from I/O channel
Multiply

No operation

Logical long shift left

154
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OTA  Output from (A) to I/O channel
OTB Ouptut from (B) to I/O channel
RAL Rotate (A) left 1

RAR Rotate (A) right 1

RBL Rotate (B) left 1

RBR Rotate (B) right 1

RRI. Rotate (A) and (B) left

RRR Rotate (A) and (B) right

RSS Reverse skip sense

SEZ  Skip if (E) = 0

SFC Skip if I/0 flag 0 (clear)

SFS Skip if I/0 flag = 1 (set)

SLA Skip if LSB of (A) is zero

SLB  Skip is LSB of (B) is zero

SOC Skip if overflow bit = 0 (clear)
s0s Skip if overflow bit = 1 (set)
SSA  Skip if sign bit of (A) 0

SSB Skip if sign bit of (A) 0

STA  Store (A)

STB  Store (B)

STC Set I/0 control bit

STF Set I/0 control flag

STO Set overflow bit :

SWP  Switch (A) and (B)

SZA  Skip if (A) =
SZB  Skip if (B) = 0
XOR  Exclusive or to ()

nu

Assembler Pseudo Operation instructions are limited to:

ABS Define absolute value

ASC Generate Ascii characters

BSS Reserve Block of storage

DEC Define decimal constants

DEF Define address

END Terminate program (begin execution)
EQU Equate symbol

ocT Define octal constants
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LEXICAL GROUP NUMBER CLASSIFICATION

GROUP
NUMBER

1

~ S

10
11
12
13
14
15

INSTRUCTION
TYPE

ALTER SKIP
REGISTER REFERENCE

INPUT/OUTPUT
INPUT/OUTPUT
INPUT/OUTPUT
EXTENDED ARITHMETIC
REGISTER REFERENCES
MEMORY REFERENCE

EXTENDED ARITHMETIC
MEMORY REFERENCE

OPERAND REQUIRED

NO OPERAND REQUIRED

CLEAR FLAG may BE PRESENT
CHANNEL NUMBER EXPECTED

CHANNEL NUMBER EXPECTED
CLEAR FLAG MAY BE PRESENT

NUMBER OF SHIFTS
SYMBOL (ASTERISK)

INTEGER
INDIRECT FLAG

PSEUDO OPS

END
ASC
DEC
ocCT
EQU
ABS
BSS

DEF

NO OPERAND REQUIRED

LENGTH AND LIST OF ASCII DATA
REALS OR DECIMAL INTEGERS
OCTAL INTEGERS

ADDRESS

ADDRESS VALUE

VALUE

ADDRESS DEFINITION
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MACHINE INSTRUCTIONS

MNEMONIC CLASSIFICATION BY GROUP NUMBER

GROUP 1 ALF ALR ALS ARS BLF BLR BLS
BRS CCA CCB CCE CLA CLB CLE
CLO CMA CMB CME ELA ELB ERA
ERB INA INB NOP RAL RAR RBL
RBR RSS SEZ SLA SLB SSA SSB
STO Swp SZA SZB

GROUP 2 SocC SOSs
GROUP 3 CLF SFS SFS STC

GROUP 4 CLC HLT LIA LIB MIA MIB OTA
OTB

GROUP 5 ASL ASR LsL LSR RRL RRR

GROUP 6 ADA ADB AND CPA vCPB IOR 1582
JMP JSB LDA LDB STA STB XOR

GROUP 7 DIV DLD DST MPY
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MACHINE INSTRUCTION OPERAND TYPES

GROUP 2 SOC (C)

The clear flag if present will clear the overflow bit
after execution of the instruction.

GROUP 3 CLF (+)integer
SFS (+)symbol

The integer must be a positive value less than 64
signifying the channel number to make the instruction
apply to one of up to 64 I/O devices or functions.

The operand may also be a symbol which has been
equated to an I/0 channel address by an EQU pseudo op.
An optional plus sign may precede the channel number.

GROUP 4 CLC (+)integer(,C)
HLT (+)symbol(,C)

Group 4 instruction operands are similar to Group 3
except that they may be followed by, C to clear the
device flag after execution of the instruction.

GROUP 5 ASL (+)integer

The integer operand must be a positive value from one
to sixteen to specify the number of shifts on the
combined contents of (B) and (A).

GROUP 6 ADA (+) (symbol) (tinteger) (,I)
GROUP 7 DIV (+) (symbol) (tinteger) (,I)

The memory reference operand has been restricted to a
symbol, integer and indirect flag combination. The
symbol may be preceded by a blank or a + sign; any
other character will generate an error message.

An integer operand without a symbol must be a positive
integer less than 64 for reference to the base page: any
other value will not be accepted. A symbol-integer
combination must be within bounds of the user's program
area. : »

The indirect flag allows the value of the operand to
access another word in the user program area which is
taken as the new memory reference for the instruction.



159

PSEUDO OPERATIONS

The ASC, DEC and OCT data definitions have been
implemented in accordance with Hewlett Packard definition.
ASC n, < 2n characters >

ASC generates a string of 2n alphanumeric characters in
Ascii code into n consecutive words. One character is
right justified in each 8 bits; the most significant bit is
zero. n must be a positive decimal integer in the range
1l to 28*, If any number less than 2n characters are
present before the end of the statement, the remaining
characters are assumed to be blanks and stored as such.
Anything after 2n characters in the operand field is
treated as a comment. -

To enter the code for Ascii symbols which perform some
action like carriage return or line feed, the OCT pseudo
op must be used.

A label preceding represents the address of the first two
characters.

DEC dl['dZ' e dn]

DEC records a string of decimal constants into consecutive
words. The constants may be integer or real (floating
point) and positive or negative. If no sign is specified,
ositive is assumed. The decimal number is converted into
its . binary equivalent by the assembler. The label, if.
present, serves as the address of the first word occupied
by the constant. 15
A decimal integer must be in the range 0 to 2 -1 (32767)
which may assume positive, negative or zero values. It
is converted into one binary word and appears as follows.

15 14 0

S | nunmber

sign

A floating point number has two components a fraction and
an exponent which specifies the power of ten by which the
fraction is multiplied. The fraction is a signed or unsigned
number which may be written with or without a decimal point.

* By Hewlett Packard = definition n may be any expression
resulting in a decimal value in the range 1 to 28 but the
implementation has been restricted to strictly decimal integers.
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The exponent is indicated by the letter E and precedes a
signed or unsigned decimal integer. A floating point
number may have any of the following formats:

tn.n, #n., t.n, +tn.Ete, tn.nEte, #n.Ete, *.nEte
The number is converted to binary, normalized and stored in
two computer words. If either of the fraction or the

exponent is negative that part is stored in two's complement
form, :

15 14 Word 1

S Fraction (most significant bits)

sign binary point
Word 2
15 8 7
fraction | exponent S

sign of exponent«u7

The floating point number is made up of a seven bit exponent
with a sign bit and a 23 bit fraction with a sign bit. The

38

number must be in the épproximate range of 10~ to zero.

01[,02, sy On]

- OCT stores one or more octal constants in consecutive words

of the object program. Each constant consists of one to six
octal digits (0 to 17777). If no sign is given the sign

is assumed to be positive. If the. sign.is negative, the
two's complement binary equivalent is stored. The constants
are separated by commas with the last constant terminated
by a space. If less than six digits are specified for a
constant the data is right justified in the word. The
letter B must not be used after the constant,

The remainder of the pseudo operations, ABS, BSS, DEF,

END, and EQU have been altered from the Hewlett Packard definition.
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BSS

DEF

END

EQU
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t (symbol) (tinteger)

ABS will define a data address or a base page address
within the user program bounds. Undefined symbols in the
operand will be accepted but a temporary value must be
entered to define the symbol

(+) (symbol) (tinteger)

BSS advances the program location counter according to the

"value 6f the operand and initializes the data area to zero.

The operand value has been restricted to the range of 1 to
128, As undefined symbol in the operand will be accepted
but a value must be entered to define temporarily the
symbol.

symbol (,I)

DEF generates one word of core as a 15 bit data area address
which may be used as the object of an indirect address found
elsewhere into the source program. The address may be
referenced indirectly through the label preceding. The
operand field must be a data symbol which may be followed

by an indirect flag.

END does not require an operand for it is a command to begin
execution of the user's program.

(+)(symbol)(iiﬁteger)

EQU assigns to a symbol a value other than one normally
assigned by the program location counter. A label must
precede the EQU pseudo op to be assigned the value
represented by the operand field.

The operand nmust be an address in the user program data
area or in the base page area available to the user. A
symbol in the operand must have been previously defined.
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APPENDIX B

THE INTRODUCTORY TEXT
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THE iNTRODUCTORY TEXT

The data has been stored as binary data packed two
characters per word beginning on the first sector of the
first track of a removable cértridge disc by the DOS -M syStem
facility to write onto user files, EXEC call, Request code 15.
Every page 6f information starts on a disc sector boundary
but no page of information will bhe allowed to cross a track
boundary. This restriction is imposed by the disc controllerx
which requires additional head positioning and read commands
to read across a track boundary. The special positioning of
each page has been incorporated into the disc address table,
in the initialization program, according to the format:

Bits 0 - 7 Sector number,
8 - 15 Track number.

This arrangement of the introductory text removes the necessity
for using a disc file directory or search program.

The following is a list of the page names used in the
program to store the text on disc and the names used in the

address table in the initialization program.

PAGE 1 Introductory information
PAGE 2 Introductory information
PAGE 3 User option to begin program entry or continue

presentation of text

PAGE 4  List of the System Directives excluding the Halt

Directive
DUMP Explanation of Dump Directive
LIST Explanation of List Directive \

SEQUENCE Explanation of Sequence Directive
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XECUTE Explanation of Xecute instruction

EDIT 1 Explanation of Editor and edit instructions

EDIT 2 'Explanation of Editor and edit instructions

LAST Warning to user about program size and prompt
to begin

The remainder of Appendix B is a 1isting of the program
used to store the text on disc followed by a listing of the

eleven pages of the text.
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COPY_RINARY DATA ONTN NISC

ENTER (A) PRGGRAM ANOQPESS 0F NATA
(R)Y RELATIVE SFIrTNR NUMARTR

OO K[ K

DWRIT NOP
STA ADDR
STR _SECTR
JS2? EXEC
NEF *47
NEF 2ONDE RFQUFST CONE 15 FNR NISH WRITE
DEF CONKUND :
NTF ADOR, T PROGRAM ADNPESS
DEF NUFL LENGTH OF RUFFEPR
DEF FNMAME FILE NAME

NEF SECT2 ELATIVE STATOR

JMP BWRIT,T

XN, |
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ASC 16, YOU ARF COMMUNTCATTNG WITH
ASC 124,A HEWLFTT PACKARN 21074
NCT 106612
ASG 1A ,0NMPUTER THAT HAS RFEN PREDAREND
AS? 12,TN 2EAN IN AND ASSEMALE
OnY _106R12. R -
ASC 17,r0MPUTER PROGPAMS WHINY YNU ENTED,
0CY 106R12,106512
ASC 183, A GOMPHTED DR2OGROAM TS A SERIES
ASC 11,0F COMMANNS 'TO DIPECT
nNTY 136R12
BSC 15,THS COMPUTER TN A STED Ry STER
ASrh 14, PRNDLEM SOLYING PROCFIURE,
NNT 106612,156612
g%g 9R%R > SUCH COMMANNS RFENOGNTZED BY THF COMPUTER ARE IN THT
0CT 10bh1
ASE 26,F0RM OF MACHINE LANGUAGSY s RUT PRROGRAMMING IN MACHINT
noYT 106R12
ASC 15,LANGUAG® TS A TFDINUS 99200FSS
ASC 15,4,AM0) ONE CF THE MNSYT IMPOOTANT
nnT 406612
ASC_18,STTAS.IN_TRYING TO MAKE. PROGRAMMING
ASC 11 ,FASTIER IS T0O TNTRONUNF
NeT 106612
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GE? DEF *#1
*_ PAGE 2 INTRONUNTION

k-2

nry 1166327

ASE 17, AM ASSEMBLER NORMALLY RBEGINS

ASC 139&§§EVGLY ONCE THFE PROGRAM

noT 106612

ASC 18,HAS REEN FULLY DEFINED. REFEPENNES

ASS 13,T0 UNDFEFINED INSTRUCTIONS

OCY _AGeB12 S

ASG 18,0° NATA WILL TERMINATE THE ASSEMALY

AST 11,0R HALT FURTHFR SYSTEM

NNT 106612

ASC 12,ACTIVITY AFTER ASSFMRLY.

0CT 1956612,10R5812

4SC 13, THTIS ASSEMRLER IS AN INCRPEMENMTAL

ASC 11 ,ASSEMAL TR FOR ASSEMALY

ANT_ 406642
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NCT 115677
OTT 106R12
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ASC 15, THFE FZATURES NF THE ASSEMALE®D

00T 1068612 )
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PAGEE DEF *+1
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* _LIST
3"
NOT 116637,106512
neT 4952412,105242
ASC 19, TLISTL{sMI,NY)
NCT 1066124176512
ASS 28,70 LIST YNUR PROGRAM SEQUENTTALLY STATEMENT BY STATAFMENTY
0T 106R12,106612
B?; 78,§4AND ,,,,, My  IFE_PRPESENT_SPECIFY THE SIRST AND LAST _STATEMENT
NCT 40656142
ASE 27, . TO BE LISTEN, IF N TS ARSSENT THEN ALL STATFE=-
neT 1386612
ASC 28, MENTS F220M M ON ARE LTSTFED, IF NEITHED APPFAR
OrT 106612
ASC 21, THEN THE #WHOLE PROGRAM IS LISTEN,
0°T 105612,106R12
ASn 27, e BUT _TE N IS LESS_ THAN. M LISTING IS SUPRESSEDS.
ONT 105812,1056212
agg 9, TYPE C TO CONTINUFT
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% SEQUENCE
Py
0CT 116637,105212,136612
ASC 28, WHILE ENTERING YOUR PRAGRAM ¥YNU MAY WANT TN CHANGF
ocT 136K12
ASC 22,STATEMENT SEQUENCTNG.
NCT 106A12,156512
ASC 18, 1STOUENTE 4 M, N
OCT 1056124106612
ASC 16,IS VEPY STMTLAR TO THE SENUJENAF
ASC 14,0PTION PPRESFNTEN EARPLIER FOP
NCT 19612 o
AST 22,4 AND N ARF TWO POSTTIVE INTEGFRS SUCH THAT
0T 1066125106642
ASE 2L, t BEGOMES THE FIPST STATEMENT NUMRER
NoT 10A612
ASE 15, N TS_THE _INCPEMENT.
ASC 14, FOR SUCCFSSIVE STATEMENTS,
OCT 106612,176612
ASC 27,0N COMPLETINN, THT WHALF PRNGPAM IS LTSTED.
0rT 106512,106642
ASC 16,RPESTRICTINANS ON M AND N ARFE THAT
ASC 16, # MUST NOT EYCFEN {1400 AND
NAT 106612
ASC. 174 . . N MUST _NOT _EXCEEN 25,
0nT 106612,105212
Agg 3,TYPE C TO CONTTNUE
M
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ASC 17, $XERUTE
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ASC 2%,WILL INITIATE THFE FXECUTTON NF YDUR PROGRAM. TNOOMPLETF
NCT 106512
AS¢q 15,DQOGRA'§ MAY ALSO 8F TXECUTEDN
ASC 15, 0T _EXECUTION WILL IMMEDIATTLY
NCYT 1NKRKB12
ASC 14,HALY, WITH A WARNTING MESSAGE
AST 16, PRINTF), IF THE?c TS A MACHTNF
NNT 196612
ASC 2?0, TNSTRUCTION HAVING A FORWARD REFEREMCE,
OCT 106612,10RK12
AS 28, TMMEDTATELY AFTER FXECUTINN OR AFTER ENCOUNTERING &
neT 19068612
ASC 15,FNOWARD RFFERENME THE SONTENTS
ASE 1A, OF THF Ay By © ANN 0 RFEALTSTE=PS
NnT 196612
ASC 7,WTLL RE SAYEN,
nNeT 106612,105212
ASC 24, TYPE € 70 TONTTNUE
NQP
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NCT 106612,106612

AST 14, /DELETE MM (V)

0ot 108612,108612)

ASC 27,1F ONLY M IS SPEFTFIFD ONLY THAT DNE STATFMENT WTLL 8¢
00T 1£56R12

ASC L,yNELETEN,

05T 10661%,106612

ASC 16,V, THE VFTO FLAG, WHEN SPECTFTTN

ASGC 13, TNITIATES THE PRINTING NF

T 116612

ASC.27, ALL STATEMENTS INVOLVED TN THE FOIT,
NPT 106612

ASC 26, TYPE TN YFS TO GONTINUE THE £0TT
T 106612

ASC 27, 0° NO TN YETN THE FDIT OPERATTON,
NFT 106612,106612

ASC 26, TYPE £ TO CONTTNNT

N
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ASC 22, T0 TINSTRT AFTWEEN SUGCESSIVE STATEMENTS
N7 116612,106612
ASr 12, FINSERT M, M)
00T 106612,106512
ASC 14,IF QONLY ™ IS SPERTFTED ONLY
ASA_15,STATENMENT. M_WILL. 35 INSERTED,
NAT 1NpR12
AST 77N IS AN IMEPEMENT FOR MORF THAN ONFE INSERTION RETWEEN
NAT 106A1
ASC 11,SUGNFSSIVE STATEMENTS,
NrT 10RA12,106512
ASE 17, Ay MEANS OF AN ENTIT OPERATTON
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PGELL DEF *+1
* | AST _PAGE
2
NeT 116677 W
nrT 105242
gi% 28%g > NOTE THAT THIS IS A SMALL ASSEMBLER NOT CAPARLE NF
T 10651 '
A?? z;éZ?gnLING LARGE PRNAGPAMS. PRNAGRAM AREA NVERFLOW WTLL
nr in
ASC 17,TERMINATE ALY ASSEMPLY, PAY C1OSE
ASG 124, AYTENTION FOR OVFPFLNY
NCT 106612
ASr‘ Q9WQRNTY‘P WFQQ"’G )'
NoT 196612,1065612
%E? ;7%612 INE TMPNOOTANT DQUGQAMMIMG CONSIDERATTON INVOLVYFS
9 ;
ASS 18, THE DEF PSTUNO OP USED FOR DEFINTNG
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ASr 14,ANDRESSES. ITS USAGE

NeY 106612

ASC _16,1IS._82 cSTDlﬁIWBwID DNATA ADNRESSES,.

onT 1065612,126612

ASTC 238, MO°F IMPORTANTLY, THE DFF PSFURO NP SHOULD PRECEDE
NCT 106612 _

ASE 15,001 DATA WHICH MAY 8% TNYOLYEN

ASC 14, TN ANY DATA EDIT NPERATTNNS

arT 106612

A?% 23,09 FOLLOW ALL DATA DEFIMITTONS AFTER THF LAST DATA ©0TIT
T 4106612 o —— S e S —
ASC 28,NPERATION., FAILURE TO NOD SN MAY RESULT IN AN INCNRRERT
NtT 106612

ASC 25,ANDRESS RFFERENNES AND MFANIMGLESS PPOGRAM PESULTS.

NCT 166612,106612

ASC 24, YOU MAY NOW REGIN PROGRAM ENT®Y

NCT 106612,100612

ASEC 19, TYPE IN YOUR FTPST STATEMENT

nor 196612

NOP

END START

Q81
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PAGE 1

YOU ARE COMMUNICATING WITH A HEWLETT PACKARD 2100A
. COMPUTER THAT HAS BEEN PREPARED TO READ IN AND ASSEMBLE
COMPUTER PROGRAMS WHICH YOU ENTER.

A COMPUTER PROGRAM IS A SERIES OF COMMANDS TO DIRECT
THE COMPUTER IN A STEP BY STEP PROBLEM SOLVING PROCEDURE,

SUCH COMMANDS RECOGNIZED BY THE COMPUTER ARE IN THE
FORM OF MACHINE LANGUAGE, BUT PROGRAMMING IN MACHINE
LANGUAGE IS A TEDIOUS PROCESS AND ONE OF THE MOST IMPORTANT
STEPS IN TRYING TO MAKE PROGRAMMING EASIER IS TO INTRODUCE
INSTRUCTION CODES IN PLACE OF MACHINE CODES AND ADDREGSES.
THE USE OF INSTRUCTION CODES LEADS TO A PROGRAMMING LANGUAGE
ALMOST EQUIVALENT TO MACHINE CODE BUT EASIER TO READ. A
PROGRAM TO TRANSLATE SUCH A LANGUAGE INTO THE CORRESPONDING
MACHINE LANGUAGE IS CALLED AN ASSEMBLEH.

THE TASK OF AN ASSEMBLER IS TO TRANSLATE ASSEMBLY
INSTRUCTIONS INTO MACHINE LANGUAGE INSTRUCTIONS CORRESPONDING
WITH WHAT APPEARS IN THE ASSEMBLY LANGUAGE PROGRAM,.

IT IS NOW POSSIBLE TO TRANSFER CONTROL 7O THE CRT SCREEN.
TYPE S TO PRINT OUTPUT ON CRT SCREEN

OTHERWISE TYPE C TO CONTINUE

(TYPE RETURN KEY TO ENTER ALL RESPONSES)
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AN ASGEMBLER NORMALLY BEGINS ASSEMBLY ONCE THE PROGRAM
HAS BEEN FULLY DEFINED. REFERENCES TO UNDEFINED INSTRUCTIONS
OR DATA WILL TERMINATE THE ASSEMBLY OR HALT FURTHER SYSTEM
ACTIVITY AFTER ASSEMBLY.

THIS ASSEMBLER IS AN INCREMENTAL ASSEMBLER FUR ASSEMBLY
OCCURS IMMEDIATELY AFTER STATEMENT ENTRY. THE ASSEMBLER
DOES NOT WAIT UNTIL THE PROGRAM IS FULLY DEFINED. UNDEFINED
REFERENCES ARE RETALNED UNTIL DEFINITION OCCURS.

EACH STATEMENT IS SEQUENCED AND ASSIGNED A STATEMENT
NUMBER, BY DEFAULT THE FIRST STATEMENT NUMBER IS 10 WITH EACH
SUCCESSIVE STATEMENT NUMBER INCREMENTED BY 10.

TO SPECIFY ALTERNATE SEQUENCING TYPE S FOLLOWED BY THE
FIRST STATEMENT NUMBER THEN A VALUE FOR THE INCREMENT.

USE COMMAS (,) TO SEPARATE THE S AND THE TWO VALUES.,

FOR EXAMPLE:5,12.6

RESULTS WITH THE FIRST INSTRUCTION ASSIGNED THE STATEMENT
NUMBER 12 WITH THE FOLLOWING STATEMENTS ADVANCED BY 6.

OR TYPE C TO CONTINUE



" PAGE 3

lss

IF YOUR ARE FAMILIAR WITH THE FEATURES OF THE ASSEMBLER
YOU MAY BEGIN ENTRY OF AN ASSEMBLY LANGUAGE PROGRAM.

TYPE 'C TO CONTINUE

WAIT FOR SYSTEM RESPONSE

BEGIN PRUGRAM ENTRY

ELSE TYPE L TO LEARN ABOUT THE VARIODUS SYSTEM FEATURES

PAGE 4

THERE ARE 6 SYSTEM DIRECTIVES WHICH MAY BE ENTERED ANY
TIME WHILE DEFINING YOUR PROGRAM, EXCEPT DURING AN EDIT.
THEY ALLOW YOU GREATER CONTROL OVER THE ASSEMBLER AND THE
DESIGN OF YOUR PROGRAM,

THESE DIRECTIVES ARE ALL PRECEDED BY A COLON (:)

:ABORT
:DUMP
:EDIT
tLIST
: SEQUENCE

+XECUTE

DISCONTINUE PROGRAM ENTRY., BEGIN AGAIN
DUMP REGISTER CONTENTS

EDIT THE EXISTING PROGRAM

LIST ALL OR PART OF YOUR PROGRAM

CHANGE THE SEQUENCING, THEN LIST THE PROGRAM

EXECUTE YOUR PROGRAM

TYPE C TO CONTINUE
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DUMP
AFTER EXECUTION THE CONTENTS OF THE A, B, E AND O

REGISTERS WILL BE SAVED,
:DUMP

WILL DISPLAY THE REGISTERS A5 OCTAL AND DECIMAL VALUES.
INSTRUCTIONS WILL ALS0O BE PRESENTED TO DISPLAY DATA ADDRESS

CONTENTS,

AS AN ALTERNATIVE TO USING OUTPUT INSTRUCTIONS WITHIN YOUR
PROGRAM, RESULTS CAN BE STORED IN THE REGISTERS
AS DATA AND THEN DUMPED AFTER EXECUTION,

TYPE C TO CONTINUE

LIST

:LIST( . M(.N))
TO LIST YOUR PROGRAM SEQUENTIALLY STATEMENT BY STATEMENT
M AND N, IF PRESENT SPECIFY THE FIRST AND LAST STATEMENT
TO BE LISTED, IF N IS ABSENT THEN ALL STATE=-
MENTS FROM M ON ARE LISTED. IF NEITHER APPEAR
THEN THE WHOLE PROGRAM IS LISTED.

BUT IF N IS LESS THAN M LISTING IS SUPRESSED.

TYPE C TO CONTINUE
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- XECUTE

:XECUTE
WILL INITIATE THE EXECUTION OF YOUR PROGRAM. INCOMPLETE
PROGRAMS MAY ALS0 BE EXECUTED BUT EXECUTION WILL IMMEDIATELY
HALT, WITH A WARNING MESSAGE PRINTED, IF THERE IS A MACHINE
INSTRUCTION HAVING A FORWARD REFERENCE.

IMMEDIATELY AFTER EXECUTION OR AFTER ENCOUNTERING A

FORWARD REFERENCE THE CONTENTS OF THE A, B, E AND 0O REGISTERS
WILL BE SAVED. '

TYPE C TO CONTINUE

SEQUENCE

WHILE ENTERING YOUR PROGRAM YOU MAY WANT TO CHANGE
STATEMENT SEQUENCING.

:SEQUENCE,M,N

IS VERY SIMILAR TO THE SEQUENCE OPTION PRESENTED EARLIER FOR
M AND N ARE TWO POSITIVE INTEGERS SUCH THAT

M BECOMES THE FIRST STATEMENT NUMBER
N IS THE INCREMENT FOR SUCCESSIVE STATEMENTS,

ON COMPLETION, THE WHOLE PROGRAM IS LISTED.

RESTRICTIONS ON M AND N ARE THAT M MUST NOT EXCEED 1000 AND
N MUST NOT EXCEED 25.

TYPE C TO CONTINUE
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EDIT 1
GEDIT
WILL ALLOW YOU TO
DELETE ANY NUMBER OF STATEMENTS IN YOUR PROGRAM
INSERT BETWEEN SUCCESSIVE STATEMENTS
REPLACE ANY STATEMENT.

ALL EDIT INSTRUCTIONS BEGIN WITH A SLASH (/).

THE FOLLOWING OPERATION CAUSES STATEMENTS M THROUGH
N, INCLUSIVE, TO BE DELETED

/DELETE M( ,N)(,V)

IF ONLY M IS SPECIFIED ONLY THAT ONE STATEMENT WILL BE
DELETED.

V. THE VETO FLAG, WHEN SPECIFIED INITIATES THE PRINTING OFf
ALL STATEMENTS INVOLVED IN THE EDIT.
TYPE IN VYES TO CONTINUE THE EDIT
OR NO TO VETO THE EDIT OPERATION.

TYPE C TO CONTINUE
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TO INSERT BETWEEN SUCCESSIVE STATEMENTS

JINSERT , M(,N)
IF ONLY M IS SPECIFIED ONLY STATEMENT M WILL BE INSERTED.
N IS AN INCREMENT FOR MORE THAN ONE INSERTION BETWEEN
SUCCESSIVE STATEMENTS.

BY MEANS OF AN EDIT OPERATION STATEMENT M CAN BE
REPLACED BY A SINGLE STATEMENT

/REPLACE M(,V)

A MACHINE CODE INSTRUCTION CANNOT BE REPLACED BY DATA NOR
CAN A DATA STATEMENT BE REPLACED BY A MACHINE INSTRUCTION.

/END

THE END INSTRUCTION TERMINATES THE CURRENT EDIT OPERATION.

TYPE C TO CONTINUE
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LAST

NOTE THAT THIS IS A SMALL ASSEMBLER NOT CAPABLE OF
HANDLING LARGE PRDGRAMS., PROGRAM AREA OVERFLOW WILL
TERMINATE ALL ASSEMBLY. PAY CLOSE ATTENTION FOR OVERFLOW
WARNING MESSAGES.

ONE IMPORTANT PROGRAMMING CONSIDERATION INVOLVES
THE DEF PSEUDO 0P USED FOR DEFINING ADDRESSES. ITS USAGE
IS RESTRICTED TO DATA ADDRESSES.

MORE IMPORTANTLY, THE DEF PSEUDO OP SHOULD PRECEDE
ALL DATA WHICH MAY BE INVOLVED IN ANY DATA EDIT OPERATIONS
OR FOLLOW ALL DATA DEFINITIONS AFTER THE LAST DATA EDIT
OPERATION. FAILURE TO DO SO0 MAY RESULT IN AN INCORRECT
ADDRESS REFERENCE AND MEANINGLESS PROGRAM RESULTS.

YOU MAY NOW BEGIN PROGRAM ENTRY

TYPE IN YOUR FIRST STATEMENT
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APPENDIX C

DIRECT MEMORY ACCESS
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DIRECT MEMORY ACCESS

Disc input operations will be handled by Direct
Memory Access, DMA, a facility to provide a direct data path
software assignable between memory and a high speed peripherai
device. |

DMA transfers are accomplished in_blocks which are
‘initiated by an initialization routine ahd from then on
operation is under automatic control of the hardware. The
initialization tells DMA which direction to transfer the data,
which I/0 channel is involved and ‘how much data to transfer.
Completion will be signalled by an interrupt to the DMA
channel address, address 00006,

The information required to initialize DMA is given
by the control words which must be specifically addressed to
the DMA interface card.

Control Word 1 identifies the I/0 channel in bits
0 - 5 and offers two options

Bit 15 =1 Give STC to I/0 channel at end of each DMA
cycle (except last cycle if input operation)

= 0 No STC

Bit 13 = 1 Give CLC to I/0 channel at end of block
transfer

= 0 No CLC
The disc data chahnel specified on Control Word 1 is
118; the disc command channel is 128. Both STC and CLC options
were selected. |

Control Werd 2 givés the starting memory address for
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the block transfer. Bit 15 determines whether the data is to
go into memory (=1) or out of memory (=0).

Control Word 3 is the two's complement of the number
of words to be transferred into or out from memory. The disc
controller will transfer the data in 128 word blocks but this
is not intended to imply that DMA transfers must be in multiples
of 128, DMA may transfer any number of words within the bounds
of available memory. Any buffer less ﬁhan 128 words will be
zero filled.

One important difference should be noted when doing a
DMA input operation from a disc. Due to the asYnchronous
nature of disc storage and the design of the interface, the
order of staring must be reversed, thus start the DMA first

then the disc.
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APPENDIX D

NON-INTERRUPT TRANSFER ROUTINES



198

NON-INTERRUPT TRANSFER ROUTINES

It is possible to transfer data without using the
interrupt system which involves a "wait-for—flag" method in
which the computer commands the device to operate and then
waits for the completion response. It is assumed that

computer time is relatively unimportant.

INPUT

The operation begins with a program instruction to set
the control and clear the flag on the addressed interface card.
In this example, it will be assumed that the interface card is
in the slot for select code 16, thus the instruction STC 16,C..
The computer goes into a waiting loop, repeatedly checkihg the
status of the flag bit. If the flag is not set the JMP *-1
instruction causes a jump back to the SFS instruction. When
the flag is set the skip condition for a SFS is met and the
JMP instruction is skipped. The computer thus exists from the
waiting loop and the LIB 16 loads the device input data into
(B).

INSTRUCTIONS - COMMENTS

STC 1l6,C Start device

SFS 16 Is input ready

JMP *-1 No, repeat previous instruction
LIB 16 Yes, load input into (B)

OUTPUT
The first step is to transfer the output to the inter-
face buffer; the OTB 16 instruction does this. Then STC 16,C

commands the device to operate and accept the data. The computer
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then goes into the waiting loop, the same as described for an

input operation.

When the flag is set indicating the device

has accepted the data, the computer exits from the loop.

{In the example, the final NOP is for illustration purposes

only).

© INSTRUCTIONS

OTB
STC
SFS
JMP
NOP

16
16,C
16
*_1

COMMENTS
Output (B) to buffer
Start device
Has device accepted data

No, repeat previous instruction
Yes, proceed
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APPENDIX E

DUMP AND LIST OUTPUT
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:LIST PROGRAM

. 000010 * L ~
000020 * SAMPLE PROGRAM FOR LIST AND DUNMP OUTPUT
000030 *

goo040 CLA CLEAR A REGISTER
000050 cCB CLEAR AND COMPLEMENT B REGISTER
000060 5TO SET OVERFLOW REGISTER

*¥LIST ENDS*

2 :XECUTE PROGRAM
@ :DUMP PROGRAM RESULTS

A REGISTER OCTAL ocoooc
DECIMAL 000000

B REGISTER OCTAL 177777
DECIMAL -00001

E REGISTER 1
0 REGISTER 1

TYPE R TO RETURN
ELSE TYPE DO, FOLLOWED BY OPERAND TO BE DUMPED

@R
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:L(IST)

000005 * - :

000010 * SAMPLE PROGRAM FOR LIST AND DUMP OUTPUT

000015 *

000020 CLA CLEAR A REGISTER

000025 CCB CLEAR AND COMPLEMENT B REGISTER
000030 STO SET OVERFLOW REGISTER

000035 LDA ALPHA+1 LOAD A AND B REGISTERS

000040 LDB BETA

000045 *

000050 ALPHA DEC 11,12,13 DECIMAL CONSTANTS
000055 BETA 0OCT 11,12.13 DCTAL CONSTANTS
000060 *

*_IST ENDS*



@ :X(ECUTE)
@:D(UMP)

A REGISTER OCTAL 000014
DECIMAL 000012

B REGISTER OCTAL 000011
DECIMAL 000009

E REGISTER 1
0 REGISTER 1

TYPE R TO RETURN
ELSE TYPE D, FOLLOWED

@D ,ALPHA
DECIMAL 000011
O0CTAL 000013

TYPE R TO RETURN
ELSE TYPE D, FOLLOWED

@b,BETA-1
DECIMAL 000013
OCTAL 000015

TYPE R TO RETURN
ELSE TYPE D, FOLLOWED
eD0 ,BETA+1

DECIMAL 000010
OCTAL 000012

TYPE R TO RETURN
ELSE TYPE D, FOLLOWED

@R

BY OPERAND TO BE DUMPED

BY OPERAND TO BE DUMPED

BY OPERAND TO BE DUMPED

BY OPERAND TO BE DUMPED

203



204

@8:LI8T,5,30

000005 *

000010 * SAMPLE PROGRAM FOR LIST AND DUMP 0OUTPUT

000015 *

000020 CLA CLEAR A REGISTER

000025 CCB CLEAR AND COMPLEWMENT B REGIGIELR
000030 STO SET OVERFLOW REGISTER

¥LIST ENDS*

@:LIST,.,28, 32

000030 5T0 SET OVERFLOW REGISTER

#_IST ENDS*
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@:LIST .35

000035 LDOA ALPHA+1 LOAD A AND B REGISTERS
000040 LDB BETA

000045 *

000050 ALPHA DEC 11, 12,13 DECIMAL CONSTANTS
000055 BETA O0OCT 11.,12.1%3 OCTAL CONSTANTS
000060 *

¥ IST ENDS*
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APPENDIX F

MEMORY MAP AND FUNCTIONAL UNIT RELATION CHART

AN
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INTRODUCTION

The Memory Map offers a through listing of all thé
program units. The address of almost every subroutine as
well as a brief description of the subroutine has been
included.

Immediately following the Memory Map is a chart to
display the relationship between the program units on each
page. For each program unit there is a list of the units
called and also a list of the différent program units which
call each particular unit. The number following each entry

in the chart refers to the page on which the unit resides.
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MEMORY MAP

PAGE 0

ADDRESS
00000 A REGISTER
00001 B REGISTER

00002 EXIT SEQUENCE TO FORWARD REFERENCE WARNING IF A AND
00003 B CONTENTS ARE USED AS EXECUTABLE INSTRUCTIONS

00004 POWER FAIL INTERRUPT HALT

00005  MEMORY PROTECT/PARITY ERROR HALT

00006 DIRECT MEMORY ACCESS CHANNEL

00011 DISC DATA CHANNEL

00012 DISC CONTROL CHANNEL

00101 JUMP TO INITIALIZATION

00103 BASE PAGE LINKAGE OF SYSTEM SUBROUTINES

00172 ASSEMBLER TABLE ADDRESSES

CONSTANTS
00211 Decimal constants
00313 Octal constants
00343 Alphabetic constants
VARIABLES
00365 System variables
00416 Temporary variables
00427 Edit variables

00511 CONSTANTS AND VARIABLES FOR DISC INPUT DRIVER

00516 CHARACTER CONSTANTS

BUFFERS .
00532 Input buffer
00576 Auxiliary input buffer
00642 Data store buffer

00677 OCTAL CONSTANTS

00714 INTERRUPT HALTS



00717
00727

00724
00730
00753

00763

01131

01154
01157
0lle2

01165

01234
01253
01262
01272
. 01304
01313
01317

01323
01340
01350

01355

01365
01374
01411
01450
01457
01504
01510
01515
01525
01532
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INTERRUPT SERVICE SUBROUTINE CALLS
ERROR MESSAGE OUTPUT

ERROR MESSAGE SUBROUTINES

ERROR Call BPLN and REENT
REENT Print re-entry request
BPLN Print error message

BASE PAGE ERROR MESSAGES
TABLE OVERFLOW WARING

INTERRUPT SERVICE SUBROUTINES

DMASS Clear control flag on DMA channel

DCSS Clear control flag on disc data channel

CCss Clear control flag on disc control
channel

INITIALIZATION SUBROUTINE

 CNFIG Configure I/0 package

LEXICAL SCAN SUBROUTINES
GETCR Get next character from input buffer
NTBLK Get next non blank character
RDCOM Read upto a comma in buffer
BCKSP Back up one character in buffer
TRMCK - Check for walid terminator character
SAVEE Save present contents of (E)
RSTRE Resore contents of (E)

ASSEMBLY SUBROUTINES
WMOVE Move N words
DATAD Adjust address for data address
IDRCT Mask on indirect reference bit

EXECUTION SUBROUTINE
SAVR Save register contents after execution

EDIT SUBROUTINES

EDTAD Prepare address pointer for edit

PREPR Prepare to scan editted text

DSCB Delete from Source Code Block

SNGDL Delete a single machine code instruction
XDEL Find assembled instruction after deletion
SVPSN Save user program position before edit
JMPE1 Insert one jump during edit

JMPAF Place return after edit entry

JMPBF Place link to edit entry

JMPS Store two jump instructions to link edit

entry



01543
01562
01607
01652
01662

"~ ADDRESS

02000

02041
02103
02122
02165
02172
02202
02252
02266
02300
02312

02320
02324
02330
02334
02370

02410
02457

02526
02530
02632
02534
02567
02574
02643
02645

02676

02721
02756
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DISC INPUT DRIVER SUBROUTINES

DESKI
DISKD
SEEK
RSEEK
STAT

Disc input controller

Disc input driver

Output disc head positioning commands
Output disc seek after ten read errors
Retrieve disc status word

PAGE 1

SYSTEM CONTROLLER

INPUT/OUTPUT PACKAGE

DATIN
TTY.I
TTY.P
I.0FF
I.ON

PROCS
GETCH
INIT

I.STP
NWLNS

CRLFD
CNDEC
CNOCT
CNBIN
DVUKN

Request input

Preform input operation

Preform output operation

Turn off interrupt mode

Turn on interrupt mode

Character processing for input
Character processing for output
Initialize for output

Interrupt service

Output multiple carriage return line
feed

Output carriage return line feed
Binary to Ascii decimal

Binary to Ascii octal

Store converted value

Divide value to be converted

STATEMENT STORE

STSCB
LBDEF

ABORT
DUMP
EDIT
HALT
LIST
SEQUENCE
XECUTE

Store statement in Source Code Block
Define label beginning statement

‘SYSTEMS DIRECTIVE CONTROLLER

Abort program

Branch to Dump routine

Prepare for an edit operation

Halt the computer

Interpret and execute List request
Branch to sequence routine

Branch to execute user program

SEQUENCE DIRECTIVE EXECUTION

DUMP DIRECTIVE EXECUTION
Dump register contents
Dump data address contents



03030
03040
03061
03072
03103
03123
03211
03231
03257
03334
03446
03535
03625

03671

ADDRESS

04000

04517

05174
05212
05245

05237
05350
05401
05416
05550

05672
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DUMP SUBROUTINES

EODMP Prepare to dump either (E) or (0)
RGDP1 Dump (&) or (B)

RGDP2 Dump (E) or (O)

RGDP3 Print register name

ASCDC Convert binary to Ascii decimal with

minus sign if needed
TEXT FOR DUMP OUTPUT
DUMP ERROR MESSAGES
USER PROGRAM EXECUTION
FORWARD REFERENCE EXECUTION WARNING

EXECUTION SUBROUTINES

SSTDF Define compound operands
PLCDF Define Program Location Counter (PLC)
references
FNDAD Find address for PLC or compound
' operands _

FWDRF Define forward references

LIST SUBROUTINE

PAGE 2

LEXICAL SCAN
LEX Main lexical scan subroutine to scan all
source program statements

LEXICAL ERROR MESSAGES

LEXICAL SUBROUTINES

RANGE Check range of operand value

STDAT Store data in temporary buffer

VAL Input temporary value for undefined -
symbol

LABCK Read in and examine operand for data
definition

CLEAR Initialize all variables in lexical scan

LOKUP Symbol Table look up

FIND Find symbol address in Symbol Table

MNEM Look up mnemonic in Instruction Table

DATFL Check for data table overflow



ADDRESS

06000
06020
06227
06302
06336
06367
06423
06461
06500
06515
06553
06607
06616
06662

07000

07155
07435
07501

07516

07561

07657

ADDRESS

10000

10327

10336
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PAGE 3

NUMBER MANIPULATION SUBROUTINES

CONST Input a decimal constant

NUMCK Fetch number and convert to binary

.PACK Normalize and pack floating point number
- NORML Normalize wvalue and exponent

MBY10 Multiply unpacked number by ten

DBY10 Divide unpacked number by ten

MPY Multiply integer in (A)

DECHEK Examine character to be decimal digit

TYPCK Determine real or integer

IFIX Convert real to integer

TWINT Input one or two decimal integers

GTNUM Input a positive decimal integer

OCTIN Input an octal integer _

OCTCK Examine decimal or octal operand integer

ERROR MESSAGES FOR NUMBER ROUTINES

LEXICAL AND DUMP SUBROUTINES

OPREC Read in operand

LABRD Read a symbol

LETPR Check character to be alphabetic or
period

DATRG Check address to be in program data

table range

EXECUTION SUBROUTINE
CDSCN Scan user program for forward references

SEQUENCE SUBROUTINE
SQNCE Read in user defined statement numbers

PAGE 4

INSTRUCTION ASSEMBLY

ASSEMBLY SUBROUTINES
SETCD Set and store instructions in appropriate
program area
Evaluate and store all memory reference

operands
DETLN Determine assembly length for a Memory
: Reference instruction
ASMBL Allocate space in Source Code Blcck for

storing statement
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10511 DTSET Store data definition in program data

area
10535 STLBL Store symbol in Symbol table

10622 STRCD Store instruction in program area

1¢627 STRCK Check user program area for overflow
10664 STPLC Store Program Location Counter reference

EDIT SUBROUTINES

11000 CMOVE Move assembled code

11066 "~ CASCD Adjust forward reference pointers of
statements involved in an edit

11210 - DELTE Delete statement from assembled code

11332 DVTEDD Delete data definition

11405 DTEDI Insert data definition

11475 SCSYM Adjust data address after an edit

11623 STFSP Store length and address of deletion
from Scurce Code Block

11727 ASMAD Retrieve assembly addresses of instruc-

tions involved in an edit

PAGE 5
ADDRESS
12000 EDIT CONTROLLER (INSTRUCTION SCAN)

EDIT SUBSYSTEMS

12267 Single Delete
12323 Multiple Delete
12437 Single Insert
12476 ~ Multiple Insert
12542 Replace
12651 End
: EDIT SUBROUTINES
12661 EDCLR Initialize edit variables
12701 VETCK Check for a veto request

12726 EDITOR ERROR MESSAGES

EDIT SUBROUTINES

13207 EDIPT Source code input during an edit opera-
tion

13305 ISCE I.ink insert with Source Cocle Block

13325 XINS Find assembled instruction which
precedes insert ~

13412 YINS ‘'Find assembled instruction which
follows insert

13462 MULIN Prepare for and begin machine code

multiple insert
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13544 ENDMI End a multiple insert operation

13603 RSCB Link replacement with Source Ccde Block
PAGE 6

ADDRESS

14000 INITIALIZATION PROGRAM

14340 DISC INPUT STORE BUFFER

ASSEMBLER TAEBLES
ADDRESS

15200 INSTRUCTION TABLE

15602 SYMBOL TABLE

17160 SPECIAL SYMBOL TABLE (SST)
17634 PROGRAM LOCATION COUNTER TABLE
20000 SOURCE CODE. BLOCK (SCB)

25700 FREE SPACE TABLE

26001 USER PROGRAM AREA

26701 FPRCGRAM DATA TABLE
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PROGRAM UNIT INTERRELATION

PAGE 0

ERROR MESSAGE
PROCESSOR

INTERRUPT SERVICE
SUBRCUTINES

INITIALIZATICON
SUBROUTINE

LEXICAL SCAN
SUBROUTINES

ASSEMBLY
SUBROUTINES

EXECUTION -
SUBROUTINE

EDIT
SUBROUTINES

DISC IMPUT
DRIVER

PAGE 1

SYSTEM CONTROLLER

CALLING PROGRAM PROGRAM CALLED

THROUGHOUT THE
PROGRAM

1/0 PACKAGE (1)

DISC INPUT

- DRIVER (0)

INITIALIZATION
PROGRAM (6)

LEXICAL SCAN (2)
SYSTEM DIRECTIVE
CONTROLLER (1)

EDIT CONTROLLER (5)

STATEMENT ASSEMBLY (4)

XECUTE DIRECTIVE (1)

EDIT SUBSYSTEMS (5)
EDIT SUBROUTINES (5)
EDIT DIRECTIVE (1)

INITIALIZATION (6) INTERRUPT SERVICE
SUBROUTINES (0)

CALLING PROGRAM

I/0 PACKAGE (1)

LEXICAL ROUTINES (0)

STATEMENT ASSEMBLY (4)

STATEMENT STORAGE (1)
I/0 PACKAGE THROUGHCUT THE
PROGRAM
STATEMENT STORAGE SYSTEM CONTROLLER (1)
SYSTEM DIRECTIVE
CONTROLLER (SDC)

SYSTEM CONTROLLER (1) LEXICAL ROUTINE (0)



PAGE 1
DUMP

EDIT

LIST

SEQUENCE

XECUTE

PAGE 2
MAIN IEXICAL
SCAN SUBROUTINE

LEXICAL SCAN
SUBROUTINES

PAGE 3
NUMEBEER IMANIPULATION
ROUTINES

LEXICAL AND DUMP
SUBROUTINES

EXECUTION
SUBROUTINE

CALLING PROGRAM

SDC (1)

SpC (1)

SDC (1)

SEQUENCE DIRECTIVE
(1)

EDIT CONTROLLER (5)

SDC (1)

SDC (1)
LEXICAL SCAN (2)

CALLING PROGRAM

SYSTEM CONTROLLER
(1)

EDIT SUBROUTINES
(4,5)

MAIN LEXICAL SCAN
SUBROUTINE (2)

CALLING PRCGRAM

LEXICAL SCAN
SUBRCUTINES (2,3)
EDIT CONTROLLER (5)
sSpC (1)

LEXICAL SCAN (2)
DUMP DIRECTIVE (1)

XECUTE DIRECTIVE (1)
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PROGRAM CALLLD

DUMP SUBROUTINES (1)
LEXICAL AND DUMP
SUBROUTINES (2,3)

EDIT SUBROUTINES (0)
LIST SUBROUTINE (1)

NUMBER MANIFULATION
SUBROUTINES (3)

STATEMENT NUMBER
SUBROUTINE (3)
LIST DIRECTIVE (1)

XECUTE SUBROUTINES
(1,3)

PROGRAM CALLED

LEXICAL ROUTINES
(0,2,3)

NUMBER MANIPULATION

RCUTINES (3)

LEXICAL SUBROUTINES
(0)

NUMBER MANIPULATION

ROUTINES (3)

PROGRAM CALLED

LEXICAL SUBRCUTINES
(0)

LEXICAL SCAN (0)
NUMBER MANIPULATION
ROUTINES (3)
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PAGE 3 CALLING PROGRAM PROGRAM CALLED
SEQUENCE SEQUENCE DIRECTIVE NUMBER MANIPULATION
SUBROUTINE (1) ROUTINES (3)
(STATEMENT NUMBER INITIALIZATION (6)

INPUT)
PACE 4 - CALLING PROGRAM SROGRAM CALLED

INSTRUCTION ASSEMBLY SYSTEM CONTROLLER ASSEMBLY SUBROUTINES
(L) - (0)
EDIT SUBSYSTEMS (5)
EDIT SUBROUTINES (4,5)

EDIT SUBROUTINES EDIT CONTROLLER (5) LEXICAL SCAN (2)
EDIT SUBSYSTEMS (5) ASSEMBLY SUBRCUTINE
(4)

PAGE 5 CALLING PROGRAM PROGRAM CALLED
EDIT CONTROLLER SYSTEM CONTROLLER EDIT SUBSYSTEMS (5)
(1) EDIT SUBEROUTINES
A (4,5)

LEXICAL SUBROUTINES
(0)

EDIT SUBSYSTEMS EDIT CONTROLLER (5) EDIT SUBRCUTINES
(0,4,5)
PAGE 6 : CALLING PROGRAM - PROGRAM CALLED
INITIALIZATION SYSTEM CONTROLLER INITIALIZATION

(1) SUBROQUTINE (0)
DISC INPUT DRIVER
(0)
STATEMENT NUMBER
INPUT (3)
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APPENDIX G

SOURCE PROGRAM LISTING
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PROGRAMMING LANGUAGE

FY
* HEWLETT PACKARD ASSEMBLY LANGUAGE FOR THE 2108 SERIES
T¥ OF COMPUTERS (ABSOLUTE ASSEMBLY)
®
¥
* PRIMARY STORAGE
* .
* XOPCD  QOPSRATION CODE TABLE FOR INSTRUCTION L0OOX UP
N (SYSTEH TABLE N THE USER)
* XSTBL  MAIN SYMBOL TABLE
¥ XSST SPECIAL TABLE FOR GCOMPOUND OPERANDS
M (OPERAND WITH A LABEL AND NUMERIC VALUE)
* XPLC PROGRAM LOCATION COUNTER TASLE
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BISC READ COMMAND
DISC ADOR OF LASY TRACK
LAST TRACK ACCESSED

[+ 4110 4

¥ DISC INPUT DRIVER VARIABLES
0
0
0

'

TAC DEC 204
DSIPT OCT 14340

%]

MEMORY ADDRESS FOR DISC INPUT

FOR INPUT
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OCTAL CONSTANTS

OUTPUT

?‘QTTY
SCII
KELETON
BIT 15 FOR INDIRECT REFERENCES

DIRECT BIT
0
Y
S
S

OO0 O LD
LT =Ou. W
b ZE NZ

IMIT OF USER DATA AREA

ON RETURN

ZO -
YO0
ety DoDO
LI I bz 5

wDEZDHD
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SOETENEZNZLICN

ﬁOOOOOQCOOODO;

_ _
| |

INTERRUPT HALTS

HALT ON_A POWER FAIL

MEMORY PROTECT

USER WARNING FOR FORWARD REFERENCES

/
INTERRUPT SERVICE SUBROUTINE CGALLS

N

i
|
1
}

PARITY ERROR

PPEX JMP MPPE,I

JSB DMASS
338 ¢

% % % % % TqCCDIL I E >0 % % HH&. Mun. %% ODO
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» .
: CALL TO ERROR MESSAGE OUTPUT

%*

ERCAL JS
JM

*
*

: SUBROUTINE T0O PRINT ERROR MESSAGES

x

Py
ERROR !

5 PRINT ERROR MESSAGE

REQUEST RE-ENTRY

%
s

5

: PRINT MESSAGE REQUESTING USER RE-ENTER STATEMENT AFTER ERROR

REENT NOP
LDA .26 MESSAGE LENGTH
LD8 RENT
JSB WRITE,I PRINT MESSAGE
. JMP REENT,I
RENT DEF *21 MESSAGE TO REQUEST RE-ENTRY
. ASGC 13,PLEASE RE-ENTER sTATEaENT
3
* PRINT MESSAGE ON NEW LINE
L3
BPLN NOP , |
STA HOLDA PRESERVE POINTERS TO ERROR MESSAGE
STB HOLDB
JSBNKLN, T OUTPUT CR=LF
LDA HOLDA RESTORE (A) ANB (B)
LDB HOLDB
JSB WRITE,I PRINT MESSAGE
JMP 8PLN,T ~
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BASE PAGE ERROR MESSAGES
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SOM N a0 e

(SNIURITRRNSIURIVEITRIVELPNE 38

* PRINT MESSAGE ON TABLE OVERFLOW WITH RESTART INSTRUCTIONS

NEW LINE ERROR MESSAGE

TUNE

od T T
[sWVE Se 4Tt g
Bn*WSS

e Mmoo,
oo s
= JANT

N
T
R

TBLOV

%

DEF *+1
ASC

12,PRESS RUN TO START AGAIN

»
2

¥ INTERRUPT SERVICE SUBROUTINES

»*
'3

¥ DMA INTERRUPT SERVICE ROUTINE

'3
x

CLEAR CONTROL AFTER 0OMA

6

e GLE A
JMP DOMASS,T

DMASS NOP

TRANSFER COMPLETE
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DATA CHANNEL INTERRUPT

»
%
®
»
%
D

€SS

NOP '
CLC DC CLEAR CONTROL ON DATA CHANNEL
JMP BCSS,I

CONTROL CHANNEL INTERRUPT

LI L I

3

GC CLEAR CONTROL ON CONTROL CHANNEL
CCSS,1I

CONFIGURE I/0 SUBROUTINES

"7 X ENTER (3) CHANNEL NUMBER OF I70 DEVICE

*

CNFIG NOP

LDA D72
STA TEMP2
LDA 1.0 ADDR OF FIRST I/0 INSTR

B ~ STA TEMP1

T CNFGT LDA TEMPI,T INSTRUCTION IN (A)

STA TEMP3
SSA,RSS BIT 15 SET
JMP CNFG2 NO
é?? 80700 MEMORY REFERENCE
JMP CNFG2 YES

B LOA TEMP3 RESTORE INSTRUCTION

Sve



RETRIEVE INSTRUCTION

YES BIT 19 SET

NO
YES,

O

8203090

DAPABAZZPABAA,BAABAABAP
ZNT OO OO NFO VT

ADVANCE ADDRESSES

ol
L)

HeiQled &) & o™ oM e e D
WO U AQAIDADHOHDONIM M D
(V90 o1 TH>- 30 20 >4 T TN Lo ant T g VI g g Vi S T
ZUWZWWWZZZZ2 2 Z 222222272
CTCTTTCICIICIICIICIC

CNFG2

—

ot b

Lan o I o T Y

-

-

* REMOVE CHANNEL NUMBER AND REPLAGE WITH NEW ONE

»
»
3
»

CNFG3 NOP

AND D108

ADD IN NEW VALUE

I0OR 3 '
JMP CNFG3,1I
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* GET NEXT CHARACTER FOM INPUT BUFFER
ON

*
* RETURN P#]

¥
%
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* READ UP TO COMMA IN BUFFER

2
¥* BACKSPACE OVER ONE CHARACTER

»
»

* RETURN P#i
 BCKSP

'3
¥
'3
®
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http:L_I_D_IER~lN_AI_.QR

MOVE N WORDS FROM (A) TO (B)

ENTER (A) = FWA OF ORIGIN

R R AR KKK K

{B) = FWA OF DESTINATION
MOVE NOP
STA MORG SET FWA OF ORIGIN
LDA SORCE WORD COUNT
CMA, INA
STA TEMPY
CDA MORG, T
§§g 8,1 STORE A WORD
I1SZ MORG ADVANCE COUNTERS
1S7 TEMPY
JMP %-5
ADB M1 REFERENGE LAST WORD MOVED
. JMP WMOVE,I
2
* DETERMINE DATA OR MACHINE INSTRUCTION ADDRESS
* AND MAKE CORRECTION FOR DATA ADDRESS
* ENTER (A) ADORESS TO 3E EXAMINED
* RETURN MACHINE CODE ADDRESS OR UPDATED DATA ADDRESS
'3
DATAD NOP
LDB XDATA FIRST ADDRESS IN DATA AREA
CMB, INB
823 A
JMP DATAD,I MACHINE INSTRUCTION ADDRESS
LOA A, I DATA ADDRESS :
J4P DATAD,I RETRIEVE ADDRESS REFERENCE

0s¢



MASK ON INDIRECT 3IT IF REQUESTED
ENTER (A) INSTRUCTION OR ADDRESS

pd X WK KKK

DIRT NOP
%gg IDRCT INDIRECT FLAG
I0R MNEG MASK ON BIT 15
. JMP IDIRT,I
-3
¥ SAVE REGISTER CONTENTS AFTER EXECUTION
*
SAVR NOP :
STA SAVA SAVE (A)
STB SAVS SAVE (3) :
§§é,ALs SHIFT (E) INTO (A), CLEAR BIT 0
INA SET BIT 0 IF OVERFLOW SET
STA SAVEO SAVE (E) AND (0)
. JMP SAVR, I
*
* PREPARE ADDRESS POINTERS FOR EDIT OPERATION
2 3
EDTAD NOP :
LDA ZUSRP NEXT. FREE AREA IN PROGRAM
STA EUSRP SAVE FOR EDIT LINK PURPOSES
ADA .2 ADVANCE FOR EDIT ENTRIES
STA ZUSRP
JSB STCK,I CHECK FOR PROGRAM AREA OVERFLOW
JMP EDTAD,I
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PREPARE SOME POINTERS FOR SCAN OF SOURCE CODE TEXT

ENTER (B) SCB ADDRESS OF INSTRUCTION TO 8E DELETED

RETURN (A) ASSEMBLY FLAG, ADDRESS OF ASSEMBLY OF
INSTRUCTICN TO BE DELETED

DR XRHK K ERD

REPR NOP
" ADB_ .3 ADOR OF LENGTH
TNA B,T
AND B177 NUMBER OF WORDS IN SCB ENTRY
STA CNFG3
LDA B,I
ALF,ALF
AND B177 NUM3ER OF CHARAGTERS
CMA CONTROL VARIABLE USED IN GETTING
STA CONT NEXT CHARACTER FROM BUFFER
LDA 8,1 ASSEM FLAG, ADDR OF ASSEMBLY
JMP PREPR,I _

Z2s8¢



¥

%

* CLEAR UP LINKAGE IN SOURCE CODE 3LOCK ON A DELETE

: OPERATION

L -

DSC8  NOP
LDA SCBED
SZA DELETE FIRST LINE
JMP DSC32
{DB DLTLN YES, DELETE LAST LINE
S78,RSS
JMp’ DSGa1
e N ‘Y€§7*UEEETE‘WHUIE‘PROGRAM
LDA NEXT NEXT AREA IN SCB WILL BE ADDR
STA FIRST OF FIRST STATEMENT IN SC8

. JMP DSCB,I

DSC81 LDA SCBE? DELETE FIRST LINE

. 5TA FIRST o _ .

CCB —SET TERMINATOR IN PREVIOUS
LDA SCBE?2
INA
STB A, T
Jup pics, 1

0sCB2 LDA DLTLN"  DELETE LAST LINE
SZA,RSS

__JmMp’'psca3
- L0525 E—AByroFTNSTR-BEFORE D

STB PREV RESET POSITION OF LAST INSTR
JMP DSER,1I  BEFORE EDIT

DSCB3 LDA SCRED
LDB SCBE?
ST8 SC3E0,1  STORE SUCC ADDR IN PREV INSTR

_ STA B,I SET PREV ADOR IN SUCC INSTR
— 3P DéCH, T »

€6t
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http:SZA,R.SS

¥ DELETE LAST LINE

»
2

D WORO SNGL DLTE
ON_NUMBER

TE
E
I

XDELZ2

NGLE DELETE

ORPOSITIONING

I M AREA F
ONS AFTER AN EDIT OPERATION

N USER PROGRA

N
T

[l &l

IN PROGRAM

%
%

T ¥TINSERT A SINGLE JUMP DURING EDIT

3

RESULTS
ORIGINA

(A) ADDRESS WHERE JUMP RESULT
(3) ADDRESS WHERE JUMP ORIGINATES

* ENTER

RELATIVE ADDRESS

STORE JUMP

GET
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EEK COMMAND ALONG WITH TRACK AND SECTOR NUMBER TO

S
SC

1 STATUS ERROR
2 DISC READY, INITIATE DATA TRANSFER

RETURN P+
P+

AGCESSED

ZDd <
Z o 4
I % Z YO
WCKNDCT
PDCOLZ T
KO <L LT Q)
e O O T b L <X
= X ol
| W <O ,d
e b b (O Z < 1)
L= $un TS SERN TN T
0. OMA et
Cr uitYuno
OonDolDuwal
PO 0O>D

>0 O
N~ O¥ah
N~ L S Lo VAL o
W..OCCESNS
! MOOONJIE )

R
lLoaOmaaa

O Z b 0. (b
NﬂAOSLCAS

x|
il
W

% ok % % % % (N

v

ODR _COMMAND
ANNEL

MMAND

o
ax ™)
OO
Y O ZOwno
WZEOKn
NI =T
] > Owou)
[ —EO<I
Yo <
R YmITE A9
- <a>0N0
DOWIHH
O NI

o0
[S L8 = $ad (o
- 5T N
LLOXOLMm
TVCCUDDB

LOOICIIN
OO Z
OOV AN It

wog Wiw

'Y

T ¥ CUMPUTE PHYSTICAL HEAD/SECTOR FROM TOGITAL SECTOR .

¥ NUMBER AND HEAD MASK

»

TRACK

12 SECOTRS PER
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AD3 HDMSK o
§§§ oc, WAIT FOR DMA TO AGCEPT TRACK NUMBER
9TA 0OC QUTPUT HEAD SEGCTOR
STC D6, T 70 DATA GHANNEL
3F WAIT FOR SEEK GOMPLETION
JMp %21
JS8 STAT CHECK STATUS
R3s
137 SEEK

. JMP SEEK,I

¥

»

* OQUTPUT SEEX GOMMANDS TO FIRST AND LAST TRACKS ON DISC

* FOLLOWING 10 UNSUCGESSFUL READ ATTEMPTS.

" _

RSEEK NOP
CL A
JS5SEEK
NG P
LDA TR202
JSB SEEK
NOP
JMP RSEEK,I
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S CHECK

TATUS BEFORE AND AFTER DATA TRANSFER

C S
R COMPLETION WITH DISC STATUS WORD}

)
8]
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*-2

STAT2 RAL,SLA
JMP
* WRITE ERROR

*

ABNORMAL HALT

3EGIN READ AGAIN

HLT 248
JMP T DTISKT

DISC NOT READ MESSAGE

BEGIN READ CYCLE AGAIN

*

E
SC 7,DISC NOT READ

STATR g F *+1
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THREE?®

DUMP FLAG (DMPFG)

RETURN TO DUMP ROUTINE WITH USER RESPONSE
EITHER TO END THE OUMP OPERATICN OR DUMP

FOURS

ODATA ADDRESS CONTENTS.

SEQUENCE FLAG (SEGFG)

RETURN TO SEQUENGCE ROUTINE WITH STATEMENT
NUMBER DATA.

FIVES

EDIT SOURCE CODE INPUT FLAG (EDLX)
RETURN WITH SOURCE INPUT DURING EDIT OPERATION.

L R R AR ERNEESE N R EREEEREEESE KX ENSEEIFERENRS]

SIXs EDIT FLAG (EDTFG)
RETURN TO _MAIN EDITOR ROUTINE TO INTERPRET '
AND EXECUTE EDIT REQUEST.
SEVEN? A COLON BEGINNING A USER ENTRY SIGNALS A
SYSTEM DIRECTIVE. AFTER RECOGNIZING A COLON
BRANCH TO THE ROUTINE TO INTERPRET AND
CHANNEL SYSTEM DIRECTIVES.
FAILURE TO SATISFY ANY ONE OF THESE TESTS RESULTS IN
g?%Téagg¥8LER TREATING THE INPUT AS A SOURCE PROGRAM
THE CODING WILL FALL THROUGH TO THE MAIN LEXICAL
ROUTINE

¥9¢



FIRST CHAR IN (A)

INPUT,
ENABLE INTERRUPT
3SS FLAG
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EQUENCE R
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TO EDIT_INPU
AG, EDIT INS
EDIT COMMAN
RECEDES SYST

FLAG
RN TO DUMP ROUTINE
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QUENCE FLA

RN TO LEXICAL ROUTINE
Q7 RETURN TO SEQU
N
FL
SS
P

RETU

CLEAR

DuMP

€

E

SOURCE INPU
TUR
I

PROCE

GOLON

xw;m

[}
-

& =0 (L]
(1Y 4 VI 1T > Wi Ok
vwo oY I T W 17,
CIE Xw WO oo ood>
OO O L LI WOn

OO OMMo. OO MOA MDA <a.
NENONEONSONTONE O T

)
I

>eD ~Z X

5

'3
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ROUTINE

SUBROUTINE TO REQUEST INPUT AND CALL INPUT

% % %

Q.
o

jp=

z

Ll
Lt
<t
e

z
(@)
o
(-
b4
1] wn
- [ 1o
a WX W -
= KO - L
o ol L2
o Wi, = 1 =
o oy o b
oW <
- O T n =
wn C O W M
] 1] o
o oY uw O >
of vuoo o o
ud n Du=z I b
% TV Owo oLz
L. el DI eIl
-l & O m o Lot
N O RZO ¥ OX WERRW
o wol orod 1w I
O O LI WLORZ DL
. w oul -
~ = oK I o= >z
oD Wit MO Yl
0. O ZLUuNOOOst LWNDD
= b T Z WO OO
D D DODWWTWW IO
O O OO AOXY oY
(%) =l et
w |+ =
o ol Lo’ xvyz=z
W > sl < ¢ Z ovdpmct QO
- OO OTZ U T Ot b

N sINDF- XN TOD JI<TLList<g
OE R +B- NN OOTLOBOO
' - [ H
NIONOIMO IO TTLITDO A
NOONNOON=IT A= NS5
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RDSYM DEF *+1
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INPUT PROMPT

¥ MESSAGE ON BUFFER OVERFLOW

OCT 40007

®

%

SC B,BUFFER OVERFLOH

DAT2 gEF 41
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INPUTS FROM TELETYPE OR CRT SCREEN

(A) = MAXIMUM NUMBER OF CHARACTERS IN RECORD
(8) = BUFFER STARTING ADDRESS
RETURN (A) = NUMBER GF‘CHARACTERS IN RECORD
= -1 ON BUFFER OVERFLOHW

THE CHARACTERS ARE PACKED TWO TO A WORD IN THE BUFFER.

ALL REGCORDS MUST 3E TERMINATED WITH A LINE FEED.
THE NULL AND CARRIAGE RETURN CHARACTERS ARE IGNORED.

THE LEFT ARROW(S) DELETE THE PREVIOUS CHARACTER(S).

md KK KA KR KKK R KR Jox KRR R

TY.I NoP
STA COUNT  SAVE LENGTH
STB BADDR SET BUFFER_ADDRESS
cLB SET CHARACTER COUNTER
LOA IMODE
TI.1 OTA TTY SET TTY TO INPUT MOBE
TI.2 SIG TTv,c REQUEST CHARACTER
JMP *-1 WAIT FOR CHARAGTER INPUT
LIA TTY — LOAD THARACTER
JS8 PROGCS PROCESS CHARACTER
JMP TI.? GET NEXT CHARACTER
CLC TTY A
JMP TTY.I,I RECORD COMPLETE RETURN
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HAS 3EEN TYPED FROM THE

IF A CHARACTER
PUT ON TELETYPE.

S
7

BUF

LOAD FROM BOARD BUFFER

LIA TTY
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¥ THIS RGOUTINE TURNS OFF THE TELETYPE INTERRUPT MODE

'3

I1.0FF NOP

gRUPT CELL

E
D

- O

IN
M

TURN OFF

RETURN
* THIS ROUTINE TURNS ON THE TELETYPE INTERRUPT MODE

»

SET NOP

3

I.0N

NOP

269

UT MODE

SET JS8 INTO INTERRUPT CELL
T ITTY TO INP
T TTY TO LOOK FOR INPUT

SET T
SET 7

[ e
oW O
| B -~z
9>-O>>0
el gl ol ol
|

ommomon.
(ol Ll gubd
O™




INTERRUPT LOCATION CODE

¥ CHARACTER PROCESSING SECTION FOR TTY

*
E'S
¥ ENTER (A) HOLDS CHARACTER

TTLII JSB ISTP,I
¥

¥
%
x®
* RETURN

»
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* .

: THIS SECTION DELETES PREYIOUS GCHARACTER(S)

DLETE SIB,RSS IS BUFFER EMPTY
JMP’ PROGS,I YES, RETURN
cCA NG
208 A DEGREMENT GHARACTER GOUNT
SL3, RSS LOW CHARAGTER
JYP PROCS,I YES
ADA BADDR NG DECREMENT AODRESS POINTER
STA BADDR
LDA BADDR,T GET LAST TWO GHARACTERS
— AND 8177 BELTTE LAST THARACTER

] JMP PROC1 STORE NEXT-TO-LAST GCHARAGTER

¥ THIS SECTION PUTS GOUNT IN A AND RETURNS TO P42

CMPLT LDA B PUT CHARACTER COUNT IN (A)
IS7 PROCS

. JNP PROGS,I

X

2

* SUBROUTINE GETCH

* RETURN P+1 BUFFER EMPTY

. P+2 CHARAGTER IN (A)

E-3

GETCH NOP
CPB COUNT
JMP CETCH,I BIFFER EMPTY, P+1 RETURN
LDA BADOR,T GET THO CHARACTERS
ALFIALF (B) EVEN, POSITION GHAR RIGHT
SL37INB CHECK 0/%, AND INDEX GCOUNT
15778ADDR—(B) 0DD CREVMENT ADDR POINTER

FINSH AND B177 STRIP LEFT CHARACTER
I0R B200 ADD BIT 7
1S7 GETCH
JMP GETCH,I RETURN ON P42

1L



INITIALIZES FOR OUTPUTTING A RECORD

% % % % %

OR (A) < 0
RESS

CARRIAGE RETURN

LINE FEED
ADD IN BIT 7

o«

[ Y )
oMmmITo
LRl o 14VIaY]

[ JseJaafeo]

jus Juns hn Juw ¥ o 4
IO
(SERTRTE) SNl )

o
O T it
Wy
Z20n.d40

L1
peo

o O JOFi% ﬁvC&. % % W

* STOP

COMMAND SERVICE

%

TURN OFF KEYBOARD INTERRUPT

NEW LINE
PRINT STOP

MMM
onNnNOOnE
ZTDMAATTD

o

[
5]
L ]

e

¥

ASC 2,STOP

STOPA DEF *+1
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: TO OUTPUT MULTIPLE CR~-LF
: ENTRY -(A) CONTAINS THE NUMBER OF CR-LF TO BE OUTPUT

L J

NWLNS NOP
STA TEMP
JSB CRLFD
ISZ TEMP
JMP *-2
- JMP NWLNS,I
*®»
: SUBROUTINE T0O OUTPUT CARRIAGE RETURN - LINE FEED
x ,
CRLFD NoP
CLA
b : JSB T7Y,P QUTPUT CR-LF
| C JMPTCRLFD,T
3%
: CONVERT BINARY TO ASCII CCTAL OR DECIMAL
: ENTER (A) = VALUE T0 BE CONVERTED ‘
* RETURN (A) CONTAINS LEAST TWO SIGNIFICANT DIGITS ‘
: {B) PDINTS TO ADDRESS OF MOST SIGNIFICANT UIGITS ]
M .
CNDEC NgoP BINARY TO DECIMAL ASCII
LD0B M11
JSB8 CNBIN
x JMP CNDEC,I
3
CNOCT NOP ' BINARY 10O OCTAL ASCII
LOB M8
JS8 CNSIN
JMP CNOCT,I
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DIVIDE BY 8 OR 10
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SWAP FOR QUTPUT PURPOSES
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»
»

NOP
CLB

DVUKN

QUOTIENT + 1

CLEAR LOOP COUNTER

S8

TEMPY

DIVIDE BY SUCCESSIVE SUBTRACTION

aalV]
NN
s
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(8) IS POS

NVERT WAS NEG

Wi<T4D !
Z LI} T
OO
oouwon

- N
¥ MO

rrpwd DO
Wwn> Sw
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| o L7217 -2 7o Py e b an Y uin § o >4
NI HNTINT L

REMAINDER 1O (B)

O da™
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SET _SOURCE CODE BLOCK ENTRIES

BESIDES STORING THE STATEMENT ENTRY, SIX WORDS
NECESSARY INFORMATION ABOUT THE state IUST

THE FORMAT FOR THESE SIX WORDS ISt
WORD 1 ADDRESS OF NEXT STATEMENT ENTRY IN SC8

LR R R R R R L R R R T R Y T

WORD 2  ADDRESS OF PREVIQUS STATEMENT ENTRY
(-1 FOR THE FIRST STATEMENT)
WORD 3  STATEMENT NUMBER
WORD &  BITS 0- 7 NUMBER OF WORDS IN SC3 ENTRY
BITS 8-15 NUMBER OF CHARACTERS IN SOURCE INPUT
WORD 5  BITS 0-i4 ADDRESS OF ASSEMSLY
: ' (0 FOR A COMMENT STATEMENT)
BIT 15 0 MACHINE CODE INSTRUGCTION
1 DATA DEFINITION
WORD 6 LENGTH OF ASSEMBLY
THE USER SOURCE STATEMENTS WILL BE STORED TWO CHARS
PER WORD BEGINNING IN THE FIRST GHARACTER POSITION
(BITS 8-15) OF THE FIRST WORD TO FOLLOW WORD 6 IN THE
SOURCE CODE BLOCK TABLE.
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STSC

B
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e D U U0 LN U B2 1 U VI U T D M A U A
ZND =T ZATZ A OrrZINDZ <0000 -2Z~U0-0Z«40--tO0IXNJDO

P
i

~

-

-

EDTFG EDIT OPERATION

sca1 YES

ADDRL NG, ADDRESS OF ENTRY IN SCB

NEXT ' SUCCESSOR ADDRESS

B, I STORE SUCCESSOR ADDRESS

PREV ADDRESS OF PREVIOUS INSTRUGCTION

cUSTN PREVIOUS STATEMENT NUMBER

STING STATEMENT NUMBER INCREMENT

BUSTN CURRENT USER STATEMENT NUMBER

%65Q1 STORE STATEMENT NUMBER

PREV ADDR OF PREVIOUS FOR NEXT ENTRY

ADOR1

LNTH2 WORD HOLDING LENGTHS

8,1

éggrc ASSEMBLY FLAG

SCB2 COMMENT STATEMENT

ELA STORE ASSEMBLY INFORMATION IN (E)

7ADD ADDRESS OF ASSEMBLY

ERA ASSEMBLY INFORMATION IN BIT 15
b ]

LENTH LENGTH OF ASSEMBLY

B, I

skeNT NUMBER OF WORDS IN SOURCE INPUT

BUFA INPUT BUFFER ADDRESS

WMOVE —MOVE INTO SCB3

STSCB, I
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MNEMONIC

DEFINE LABEL PREGEDING
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RE(DIT)
* PREPARE SOME POINTERS AND PROMPT USER TO BEGIN

* % % %

S POINTERS

LAG

EDIT DIRECTIVE
F
ES

00 -

* * W
_

ADVANCE FOR TEST ADOR FOR INSERTS

QUTPUT 8 CR-LF

n

PRINT EDIT PROMPT

wa

- Z (0 e
NN XLIX >
N>OQWZROENOFNZZ

ERSC\_C:_NT,_NMN -_LLT;M.(._NC

La) ¥

CCOODTINIDIOO IO
OOFNDRNONOOVNONE
OCOSV™ NI I3 IS

RETURN TO CONTROLLER

no
=

—t =T

t

|
|
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'S

ASC 10,B8EGIN EDIT OPERATION
TH{ALT)

EOMSG DEF ¥#1

¥
»
3
-

* STOP THE COMPUTER

P
*

T0 CONTINUE

DIRECTIVE
op

SysT1
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TLUISTY (L ML,N))
LISY THE PRQOGRAM SEQUENTIALLY STATEMENT B8Y STATEMENT

M AND Ny IF PRESENT SPECIFY THE FIRST AND LAST STAT
T0 8E LISTED.. IF N IS ABS NT THEN ALL STA
FROM M ON ARE LISTED.. IF NEITHER APPEAR T
WHOLE PROGRAM IS LISTED.

IF N < M LISTING IS SUPPRESSED

EMENT
TEMENTS
HE

HoR R KKK KKK KKK

T DIRECTIVE
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CHANGE PROGRAM SEQUENCING SUCH THAT

M BECOMES THE FIRST STATEMENT NUMBER
N IS THE THE INCREMENT FOR SUCCESSIVE STATEMENTS

RESTRICTIONS ON M AND N ARE THAN M MUST NOT EXGCEED 1000
AND N MUST NOT EXCEED 25.

YST4 S VE
S E

A~
ela)

CPA S
JMP SEQ R CODE BLOCK
IX(ECUTE)

WILL INITIATE THE EXECUTION OF THE USER PROGRAM.

FA KR KKK A KR KKK K R KK

NO, EXECUTE DIRECTIVE
vyed '

ERROR MESSAGES

EEREER

YSTS «22
%12

LDA
LDB
JMP ERCAL
DEF
ASC

*49
11,UNDEFINED INSTRUCTION
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NUMBERS OUT OF RANGE

BAD DATA INPUT

STATEMENT

DEF ERR1
DEF ERRZ

P’
E 3
a2
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* RETURN
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BUMP REGISTER CONTENTS AND DATA ADDRESSES

Ot # £ X %

UMP LDA SAVA
LDB DUMPY :
JSB RGDP1 DUMP (A)
LDA SAV3
LD3 DUMP1+1
JSB RGDP1 DUMP (8B)
LDA SAVED
LD3 DUMP1+2
JSB EODMP DUMP (E)
LDA SAVEO
RAR POSITION FOR (0)
LD3 DUMP1+3 ADDRESS OF REGISTER NAME
. JSB EODMP DUMP (O)
DMP1  LDA M2
1S58 NWLNS
LDA .16
LDB RGDOM4 RETURN INFORMATION
JsSB8 TTY,P
LDA .46
LDB RGDMS OPERAND DUMP INSTRUCTION
. JSB TTY.P
; SET FLAG, JUMP TO SYSTEM CONTROLLER
cecB
ST8 DMPFG SET DUMP FLAG

JMP CMAND READ RESPONSE

¥
: RETURN POINT FROM SYSTEM CONTROLLER

. bMp2z

GPA D OPERAND DUMP DIRECTIVE
JMP ¥+ YES

CLB NO

STB DMPFG CLEAR FLAG

JMP CMAND RETURN TO CONTROLLER
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* DUMP DATA ADDRESS CONTENTS

STRUCTION
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DUMP1 DEF AY |
DEF BE ADDRESS OF REGISTER NAMES
DEF_E '
DEF 0

DUMP2 DEF TEMP7

x

* PREPARE TO DUMP EITHER (E) OR (0)

* ENTER (A) REGISTER STATUS IN BIT 15

* {8) ADDRES_ OF REGISTER NAME

E'S

EODMP NOP
CLE,ELA MOVE BIT FLAG IN TO (E)
L0A .48 ASCII ZERO
2NA
ALF,ALF __ SHIFT TO FIRST CHARACTER POSITION
JSB RGDPZ — DUMP REGISTER
JMP EODMP,I
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* DUMP (A) OR
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(E) OR (0)

* DUMP

PRINT REGISTER NAME
REGISTER

PRINT
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- oDT-Qu

PSASBABTUP
ONOONOCINE
ey JE B by, S PR, R

RGDP2

289



!
=
P=4
oz
w
-0 u
[« 4T =
Wi <1
> z
Z
ouv [+4
LW [V}
ol u) b=
W =z %]
[sa] T3y ) 4
O (8]
o [FE}
-Nnx= o
Nl
ww=z -
»Y =z
SO0 =
w <OX o
by el b= o.
<t
z
o
78 ND N oo
| ad o Z 0 e
w rTE 4 >
-t L X ol -
v e b 30 2 S e b
(TH}
[+ 4 0. < M D < M
O b~ N OOV
m 2N AdT
4 M
o o
0. (mn]
D
* % % # %0

"RGDP3, I
A
A

! z
o =i
P o
o Lt

* % % % 3 %

E

C
GNIFICANT CHAR
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CONVERTED
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ITI

ID
IGNIFI
US SIG

0
ALUE
S
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IVE

RY

Yr T
SAVE MOST S

> O

INCLUDE MIN
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WNNZZ edin = Z OO0

ﬁRAICBBHB O e
- 'S |

CONVERT POSITIVE -NUMBER TO ASCII

PRINT DECIMAL VALUE
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'S
P’y
RGOM1 DEF *+1

ASC 5, REGISTER

'3

¥
RGDM2 DEF *+1
. ASC 44,0CTAL

Pl
RGOM3 DEF *+1 '
ASC 10, DECTIUMAL

*

¥

RGDM4 DEF *#1
ASC

h 8, TYPE R TO RETURN

¥
RGDMS DEF *4+1
ASC 23,ELSE TYPE D, FOLLOWED BY OPERAND TO BE DUMPED

' ¥
:ADUﬂPWERROR HWESSAGES
DPER1 LDA .16

LDB *+2
JMP ERCAL

DEF ERRS6 NO OPERAND FOUND

»
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'S

3

DPER2 LDA
LD8B
JMp

14
ERCAL

ERR9

+20
¥+2
ERCAL

ERR?7

NO LABEL FOUND

OPERAND IS UNDEFINED
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EXECUTE USER PROGRAM

B R

T XEQT JS§”FECUF DEFTNE_FEC_REFrRENFES

F

JS8 SSTDF DEFINE SST ENTRIES

JS3 SONCD,TI SCAN CODE FOR FORWARD REFERENGES
JSB PROG,1  EXECUTE USER PROGRAM

JS8 SAVR SAVE REGISTER CONTENTS

: RESTORE FORWARD REFERENCES TO USER PROGRAM
XEQT "LJOA XUSRP FIRST LOCATION IN USER PRUGRAM

STA TEMP
LDB BUFA ADDRESS OF UNDEFINED REFERENGES
ST8 TEMP1

XEQ2 LDB TEWPL,I ,
CPB ZERD ALL UNDEF REF RETURNED TO PROGRAM
JMP XEQL YES

XEQ3 LDA TEMP,I ,
“CRATHPEEX ‘SgzcrnE*TEHM*TU“INTERRUPT'EXEUUTIUN“*‘"—_-*——“—*————“

+
ISZ TEMP NO, NEXT LOCATION IN PROGRAM
JMP XEQ3
STB TEMP,I  RETURN FORWARD REFERENGCE TO
ISZ TEMP USER PROGRAM
ISZ TEMP1 ,
JMP XEQ2 .
T XEQH JMP TMAND RETURN TO CONTROULLER
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*

UNDEFINED (FORWARD REFERENCE) WARNING

§PPET JSB SAVR SAVE REGISTER CONVENTS
: PREVENT INTERRUPT BEFORE PROGRAM IS RESTORED
JSB T1.0FF TURN OFF INTERRUPT
LDA .28 MEMORY PROTECT ERROR
LDB MPT1
JS8 BPLN PRINT EXPLANATION OF ERROR
LDA 40 TO USER
LD8 MPY2
JSB TTY.P
. JMP XEQ1
X
MPT1 DEF *#1
. ASC 14,UNDEFINED OPERAND IN PROGRAM
¥
MPT2 DEF *+1
ASC 20,EXECUTION CEASES, CONTINUE PROGRAM ENTRY
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DEFINE GOMPOUND OPERAND REFERENCES
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DEFINE PLC REFERENCES BEFORE BEGINNING EXECUTION

i

KRR KK KK R R KR KR KKK KR

I
i

ﬁgHEPLC REFERENCE IS STOREDC IN TWO WORDS IN THE PLC

ADDRESS WITH BIT 15 SET FOR INDIRECT
ERENCE

NUMERIC VALUE IN OPERAND

x =
Q (o]
A A
[ o
~N [ed

NO ATTEMPY WILL BE MADE 7O DEFINE THE PLC REFERENCE
UNTIL EXECUTION. BEFORE EXECUTION THE PLC TABLE
WILL B3E SCANNED AND ALL POSSIBLE REFERENCES WILL B3E
DEFINED. THE SPACE OCCUPIED BY THE ADDRESS WILL BE
CLEARED TC ZERO.
A WARNING IS PRESENTED IF THE PLC TASLE IS NEARLY FULL
THE EXISTING USER PROGRAM IS LOST IF THE TABLE IS

: ALLOWED TO OVERFLUOW.

*
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PLCDF

BASE ADDRESS OF PLC TABLE

Xt ) s> HMKOCKA o
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W##*f#*ﬂi*#**

FIND ADDRESS FOR COMPOUND OPERAND
NTER (A) OPERAND NUMBER VALUE

(B) SOURCE CODE BLOCK ADDRESS OF LABEL

RETURN (A) = -1 ADDRESS NOT FOUND
ADDRESS IN ASSEMSLED CODE
NDAD NOP

STA VALUE
SSA DETERMINE DIREGTION OF SEARCH
JMP FNDD5

FNDD1 LDA B,1 SEARCH AHEAD
STA ABEAD ADDRESS OF NEXT ENTRY
LDA B,1I LENGTH OF ASSEMBLY

 STA LNTH3 SAVE LENGTH OF ASSEMBLY

——————"CMA, INA

ADA’ VALUE
SSA
JMP FNDD3
CLE,SZA,RSS
STA VALUE RETAIN NEW VALUE
LDB AHEAD ADDRESS OF NEXT ENTRY
CPB NEXT TERMRINATICN

FNDDZ €A, RSS YES
JMP FNDAD,I RETURN ADDRESS NOT FOUND
SEZ 4RSS
JnP’ FNDD1
INB BAGCK UP IN SCAN OF SC3
LDB B,I TO RETRIEVE ADDRESS OF ASSEMBLY
ADB .5 " FDOR PREVIOUS INSTRUGTION
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M1

* ADDRESS FOUND

%
FNDD3 ADA LNTH3

FNDD4L A0S

2
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X000
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ERCAL

ERR3 OPERAND VALUE CUT OF RANGE
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ERCAL

®44
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T 338 HALT, PROGRAM ERROR

*+1

11, INSTRUCTICN NOT FOUND
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FRCAL
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*
LXR18 LDA
LD3
JMP
*

TDEF 4T

®

x ‘
LXR19

ERRY OPERAND IS UNDEFINED

50
*32
ERCAL

25, UNDEFINED LABEL NOT PERMITTED WITH OEF DURING EDIT

« 40
*32
ERCAL

*¥71

20,0PERAND VALUE MUST BE GREATER THAN ZERQD .
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CHECK RANGE OF OPERAND.VALUE{
ENTER (A) YALUE IN QPERA

(3) UPPER BOUND OF OPFRKND VALUE

ARk Mk x KK

i
xu |
|
|
|

ANGE NOP
STA OPNUM CHANNEL NUMBER/NUMBER OF SHIFTS
5SA POSITIVE
ng LXR13 NO, VALUE OUT OF RANGE
SSASRSS TO00 LARGE
JMP LXR13 YES, VALUE OUT OF RANGE
LDA ASMBY
IOR OPNUM MASK IN OPERAND
STA ASMBY RESTORE
JS8 TRMCK
JMP RANGE,I RETURN VALID TERMINATION

~ ISZ RANGE o
JMP RANGE, T

: STORE DATA IN SPECIAL STORE BUFFER DURING LEXICAL SCAN
: ENTER (A) DATA ITEM TO STORED IN BUFFER

%

STDAT NOP :
§ZQ‘DATPT,I STORE DBATA IN BUFFER
L
ISZ DATPT ADVANCE POINTER
ISZ LENTH COUNT LENGTH
ISZ LNTH2 DATA BUFFER OVERFLOHW
JMP STDAT,I NO

- LDA .32
LDB *&2

. JMP ERCAL
DEF *+1
ASC 16,DATA INPUT EXCEEDS IMPOSED LIMIT
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PRINT PROMPT TQ INPUT A VALUE FOR UNDEFINED LABEL

XNTY NOP
JSB NWLN,I  OUTPUT CR-LF
LD8 LAB2
LDA M6
JSB WRITE,I PRINT LABEL
LDA .43
£58 LXMS1
JSB WRITE,I
. JMPLXNTY ST
* N
LXMS1 DEF *21
ASC 20, IS UNDEFINED TYPE IN A TEMPORARY VALUE
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EXAMINE OPERAND FOR DATA DEFINITION INSTRUCTIONS

¥ READ IN AND
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CHECK FOR OVERFLOW IN DATA TASLE

DX R xx+h

ATFL NOP

LDA 7DATA NEXT FREE DATA AREA
vl ')
ADA YDATA  UPPER SOQUND OF DATA AREA
SSA,RSS OVERFLOW
e’ DTEL NO
LDA .30
LDR *%+2

. JMP TBLOV TABLE OVERFLOW
DEF *+

. ASC 15,0VERFLOW IN PROGRAM DATA TABLE

* ,

NTFL1 ADA M1D

7 3SA,RSS DATA TABLE NEAR DJVERFLOW
Jup  DATFL, T NO
JSB NWLN, I~ NEW LINE
LDA .40
£08 *+3 PRINT WARNING MESSAGE
JSB WRITE,

. JMP DATFL,T

B DEF *+1

RS0 27, DATA TABLE NEARLY FULL, BEGIN EXECUTION ——
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SUBROUTINE CLEAR TO INITIALIZE VARIABLES USED IN THE LEXICAL

CLEAR LABEL BUFFERS
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* SYMBOL TABLE LOOKUP

* ENTER (3) = ADDRESS OF LASEL

* RETURN (A) > 0 ADDRESS OF LABEL IN PROGRAM

* (A) = 0 LA3EL DOESNGT EXIST

: (A) < 0 UNDEFINED LAREL

M (8) SYMBOL TASLE ADDRESS OF LABEL

%

CORJP NOP
JSB FIND FIND LABLE IN SYMBCL TABLE
S7A,RSS LABEL EXISTS
JMP LOKUP,T NGO, LABEL NOT IN TABLE
ADB .2 ved, GET INFC ON LABEL
LCA 8,7
%hg,sﬁa'
{DA 7y T ADDRESS IN ASSEMBLED CODE
Se7,R3S UNDEFINED REFERENGE
GMALINA YES
ADB M3 RESTORE LABEL ADDRESS
JMP LOKUP,T
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FIND LABEL IN SYM30L TABLE

"THE SYMB0L iKBEE HAS BEEN TMPLEMENTED TO HULD NO MORE
THAN 125 LABELS. A ATTEMPY TO INTRODUCE MORE THAN
125 WILL CAUSE TH SSEM%LE TC HALY WITH THE USER S
PROGRAM LCS3T

EAGH SYM3OL TABLE ENTRY IS SIX WORDS IN LENGTH

ENTER (3) ADDRESS OF LASBEL BUFFER

RETURN (B) SYMBO0L TABLE ADDRESS OF LABEL
(A) = 9 LABEL NOT IN TABLE

*

'3

%

'3

*

: HWORD 1 FIRST TWO CHARACTERS OF LABEL

* WORD 2 THIRD AND FOURTH CHARACTER IN LABEL

* WORD 3 £ITS 8- 15 LAST CHARACTER

¥ BIT 0 0 UNDEFINED LA3EL

: 1 DEFINFD LABEL

®

¥WORD L AND 5 HAVE DIFFERENT USES IF THE LABSEL IS5 OR
: IS NOT DEFINED

* UNDEFINED WORD & ADDRESS 7O LAST DIRECT FORWARD REF
: WORD 5 ADORESS TO LAST INDIRECT FORWARD REF
* DEFINED WORD & LA3EL ADDRESS IN ASSEMBLED CODE

* WORD 5 LABEL ADDRESS IN SCB

* WORD 6 LINK TQ SPECIAL SYMEOL TABLE FOR COMPOUND
: OPERANDS
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FINDZ

EMPTY
SOMETHING IN SYMBOL TABLE

CELL
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NO,
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: EITHER LABEL NOT

IN TABLE OR LOCATION FREE TO STORE LABEL

JMP FIND,I

FINDL ADB .6
LDA LMTFG
S78,2SS
%P’ FIfns
LDA TEMP3
CHA, INA
Ana’ A
SSA,RSS TABLE OVERFLOW
aMp’ FNDER YES
JSETNDT
JMP FIND2

FIND5 LDA YSTBL UPPR BND OF SYM TBL
CMA, TNA
ADA’ B
SSA TABLE BOUND EXCEEDED
JHP *43 NO _

] ADB M750 Y£S, SEARCH BEGINNING OF TABLE
B %ﬁgis*“——sea&cH*UTHER“SIUE‘UF’TABLE
N

JNP FIND2

FIND6 4S8 FNDA
STB TEMPY RETATN SYM TBL ADDR
Lol
JNB %4y

FIND7 CCE
NG KOVANCE ADORESSES
$S7 ADDR3
LDA B,I |
CPA ADDR3,I MATGCH
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INPUT STRING
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D TO TH:
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ORG 50008
CONSTANT

INPUT A
RETURM P+1 VALID DATA IN (A) AND (B}

THE TERMINATOR WILL 3E RETURN
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DATA FOUND
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FETCH NUMBER AND CONVERT T0O BINARY

P
¥
3
¥
: RETURN P+#+1 VALID DATA RETURNED IN (A4) AND (B)
*
N

UMCK

NOP
CLB
ST EXP
STB MANT1 ZERQ ALL COMPONENTS OF NUMBER
STB MANT2
ST3 _EXPON
?;g TEHUPS SET NUMBER FLAS FALSE
STB DBPFLG SET DECIMAL POINT FLAG FALSE
STE EFLG SET EXPONENT FLAG FALSE

NUMC1 CPA PRIOD DECIMAL POINT
ISZ DPFLG YES, SET FLAG TRUE
JHP NUME?2 NG
CLA ) _ INITIALIZE PCST OECIMAL DIGIT

T TTOSTATEXPONT T OIGIT COUNTER TU ZERD

JMP NUMC3+1 FETCH A CHARACTER

NUMC2 JSB DECHK
JMF NUMC7 ‘
ISZ EXPON YES COUNT DIGIT
ALF,ALF
ALF,RAR LEFT JUSTIFY DIGIT AND SAVE IV
STA TEMPL
JSTTMEYIO MULTIPLY PREVIOUS NUMGER 3Y 1U
LDOB EXP
5728 ZERD EXPONENT
JMP NUMCL NO
LOA 4 YES SET EXPONENT Y0 4
STA EXP
LDA TEMPY LOAD NUM3ER
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ORG 120008

INTERPRET AND EXECUTE EDIT INSTRUCTIONS

EDIT WILL ALLOW THE USER TO

*
*
'S
.
¥
x
X
%
* DELETE  ANY NUMBER OF STATEMENTS IN THE PROGRAM
x INSERT SJETWEEN SUCCESSIVE STATEMENTS
M REPLACE ANY STATEMENT
X
* THE FOLLOWING OPERATION CAUSES STATEMENTS M THROUGH
* N, INCLUSIVE, TO BE DELETED
»
* /DU(ELETE) s M (4N} (5 V)
* IF ONLY M IS SPECIFIED ONLY THAT STATEMENT WILL B8F
* DELETED. . -
TTFTIF M > N THE INSTRUCTION WILU BE IGNORED
»
* V IS THE VETO FLAG
* WHEN SPECIFIED, STATEMENT(S) REFERENCED 3Y THE EDIT
* INSTRUCTION WILL BF PRINTED. A MESSAGE WILL ASK THE
% USER IF THIS IS THF CODE T0 BE eDITTED.
% A RESPONSE OF YU{ES)Y WILL TONTINUE THE EIDT INSTRUCTION
* WITH ANY OTHER RESPONSE CAUSING THE EDIT INSTRUCTION
* TD BE IGNORED.
»
%
* TO INSERT BETWEEN SUCCESSIVE STATEMENTS
: /TINSERT) yM(4N)
* TF ONLY M IS SPEGCIFIFD ONLY STATEMENT M WILL BF
* TNSERTED. N IS AN INCREMENT FOR MORF THAN ONE
* INSERTION 3ETHEEN SUCCESSIVE STATEMENTS.

14%%



RESTRICTIGONS ON AN INSERT

® XX %K

1 ON A MULTIPLE INSERT (N»>0), IT WILL NOT BE
POSSIBLE TO ENTER BO0TH DATA AND MACHINE CODE
¥ TYPE STATEMENTS. 3 '
* 2 A MULTIPLE INSERTION WILL BE AUTOMATICALLY ENDED
* IF THS STATEMENT NUMBER OF THE WOULD 3E INSERT
x EXCEEDS THE NEXT STATEMENT NUMBER IN THE PROGRAM.
. |
»
* T REPLACE A SINGLE STATEMENT
: €
M /R(EPLAGE) yM{,V)
* A MAGHINE CODE INSTRUCTION CANNOT BE REPLACED 3Y OATA
* NOR CAN_A DATA STATEMENT 3E REPLACED BY A MACHINE
¥ INSTRUCTION.
* THERE IS NO MULTIPLE REPLACE BECAUSE SEQUENCING
"X INFORMATION IS NOT AVAILABLE™ o
*
* THE END INSTRUCTION WILL TERMINATE THE CURRENT EDIT
* OPERATION.
¥ /€ (ND)
x
:
EDIT CPA SLASH SLASH PRECEDING EDIT OPERATION
JHUP EDR1 NO, ERROR
EDIT1 LDB MIIP
Sz3 MULTIPLE INSERT NOW COMPLETE
JSB ENDMI CLEAR UP MULT INSERT
__JSB EDCLR _ CLFAR €317 VARIABLES
— —JS3NTBLK NEXT NON BLANK CHARATTER
JMP EDR? NGO INSTRUCTION
LD3 EDNUM £DIT INSTRUCTION NUMBER
CPA O DELETE REQUEST

S0
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CODE BLOCK FOR ADDRESSES OF

SCB

NTRY
MENT NUMBER

~
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NEXT
RANM
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STA DLTLN DELETE LAST LINE
S$TA SCRE?

. J4p EDTL?

* CHECK FOR MULTIPLE INSERT

EDTL0 CP3 ok MULTIPLE INSERT
RSS YES
JuP EpT12 NG
LA NUM2
S7AsRSS ZERO INGREMENT
Ji4pP £DRS YES, ERRIR
kgg_§%352 INSRUCTION AFTER INSERT

. L03 8,1 STATEMENT NUMBER

* UPPER LIMIT OF STATEMENT NUMBER ON A MULTIPLE INSERT
ST3 EDLMT
CM3, INB
ANB  NUML
ADB NUMZ —  STATEMENT NUMBER INCREWMENT
$58,RSS T00 LARGE
JNP EDT11 YES, CONVERT TO STNGLE INSERT
LNB NUU2 PREPARE sr TEMENT NgMD 3ERS
CMB, INB FOR _FIRST ENTRY OF TI
A08° NUML INSERT
STB NUML
JMP EDT13

L 3

EDT11 LDA .3 CONVERT TO AS SINGLE INSERT
STA EDNUM
LDA .40 WARNING TO USERS
£DB EDM1L
1S3 BPLN
J4P EDT13

¥

TEDMIT DEF ¥4I

ASC ZG,MULTIPLE INSERT GHANGED TO SINGLE INSERT.

80%
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ORG 141008

INITIALIZE STORAGE FOR EACH NEW PROGRAM

THE FOLLOWING TASLES WILL BE INITIALIZED

THE SOURCE CODE BLOCK (SGB) FOR STORING USER S0URCE
PROGRAMS

KKK K KR KRN KK

zﬁTﬂE MATIN SYMEBOL TABLE

: THE SPECIAL SYM20L TASLE (SST) FOR COMPOUND OPERANDS

: THE PROGRAM LOCATION COUNTER {(PLC) TA3LE FOR UNDEFINED

M PLC REFERENCES

_ .} THE FREE_SPACE TASLE FOR HOLDING ADDRESSES AND
M LENGTHS OF DELETIONS FROM THE SC8
* THE USER PROGRAM AREA FOR S0TH MACHINE INSTRUCTIONS
¥ ND DATA DEFINITIONS
'3
GREET CLC 0,C TUSN OFF ALL I/0
. STF D ~ TURN ON INTERRUPT SYSTEM
* CONFIGURE I/0 SUBROUTINES
LOA .15 PREPARE I/0 SUBSROUTINES FOR
JSB CNFIG 1/0 THROUGH TTY
JSB IGFF,I  TURN OFF INTERRUPT

(A%



x & K X

SET MAIN FRAME INTERRUPT LOCATIONS FOR EACH NEW
USER PROOGRAM

LDB .2 FIRST ADDRESS 10 3E SET
LDA MPPEX JUMP TO FORWARD REFERENCE WARNING
STA 8,1
IN3
STA By1
IND ADVANCE ADDRESS
LDA HLT4 POWER FAIL HALT
34 o
g?ﬁ'gt¥5—‘*—‘wEHURY“PRUTFUT‘7“PKRITV*ERROR'HK{T“‘“—*———‘“—“—“*—““
2 k4 .
INS
LDA DMAI JUMP TO DMA SERVICE ROUTINE
Cns 24
LOA DCI JUMP TO DATA CHANNEL SERVICE ROUTINE
g2t
LDA cCI CONTROL SERVICE ROUTINE
. STA 8,1
* INITIALIZE LENGTH AND ADDRESS POINTERS FOR INPUT FROM DISC
LDA TRACK  DISC ADORESS GF DATA
STA TEMP6 |
LOA BUFL SUFFER LENGTAS FOR OUTPUT
STA TEMP7
LDA XSYBL -~ MEMORY ADDR TO STORE INPUT FROM DISC
. STA ADDR1
* PREPARE TO PRINT FIRST PAGE OF INTRODUCTARY TEXT

LOA TEMPB,I DISC ADDRESS
LDB”TEMP? I TLENGYH DOF INPUT

EEY



: READ DATA FROM DISC AND OUTPUT T0O USER
: USER MAY SPECIFY OPTIONAL I/0 DEVICE

T TTTISBGRITO.  READ FROM DISC, THEN PRINT

JS3 DATN,I  READ RESPONSE, RETURN FIRST CHAR
CPA S OUTPUT TO CRT SCREEN

RSS YES

JMP GRTH NO

LDB .11

JSB CNFIG CONFIGURE I/0 SUBROUTINES

J58 I0FF,I

. :
: PRINT SECOND PAGE OF INTRODUCTION
: OPTIONAL SEQUENCING RESPONSE AVAILABLE

GRT6 LDA XSTBL MEMORY ADDR TO STORE INPUT
STA ADDR{L
3 ISZ TEMP6
- 137 TEMP7
LDA TEMPH,I DISC ADDRESS
LDB TEMP7,T LENGTH OF INPUT
. JSB GRTIO READ ‘THEN PRINT DISC INPUT
* CLEAR USER PROGRAM TA3LES BEFORE READING USER RESPONSE
LDA GLRTB
STA TEMP — e
LDA éggaL STARTING ADDR OF SYMBOL TABLE
[ IS
INA ADVANCE TO NEXT LOCATION
5T8 A, I
I1SZ TEuP
JMP *-3
LDA M125
———————STATEMP
LDA XSTBL
ADA o3
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* INITIALIZE SYSTEM VARIABLES

ENTRY IN SOURCE COOE BLOCK
ENTRY IN SOURCE CODE BLOCK

RST
XT
NEXT LOCATION USER PROG AREA
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E
NEXT LOCATION IN PROG DATA AREA

SEY GREET FLAG
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RT10
ERROR

THE THIRD PAGE OF USER OQUTPUT OFFERS THE OPTION?

XX B RHRKE I KKK

TO THOSE FAMILIAR WITH THE ASSEM3LER PROGRAM
ENTRY MAY BEGIN
ELSE INSTRUGTIONAL TEXT CAN BE PRESENTED TO
T ¥ AQUAINT TH FINE XPERTENCED WITH THE SYSTEW
* READ RESPONSE C TO CONTINUE
¥ L TO LEARN
»
x
GRT12 LDA DSIPT MEMORY ADDR FOR FURTHER DISC INPUT
STA ADDR1
ISZ TEVMPG
157 TEMP?
LDA TEMPH,I DISC ADDRESS
LOB TEMP7,I INPUT LENGTH
JS3 GRTIO
JS3 DATN,I
CPA L PRINT INSTRUCTIONAL TEXT
RSS YES \
JMP GRTZT NO

LEY



PRINT I

L3 3 K B

NSTRUGCTIONAL PAGES

‘ READ RESPONSE © 10 CONTINUE

M $ 10 START
¥
LDA M8
STA TEMPS
LDA DSIPT MEMORY ADDR FOR DISC INPUT
. STA ADDR1
—GRTI4 1SZ TEMPE
137 TEMP7
{DA TEMPG,I DISC ADDR
LDB TEMP7,I 1INPUT LENGTH
JSB GRTIO
ISZ TEMPS
RSS
JHP GRT20 ALL TEXT PRINTED
JSBBATN, T
CPA S START
RSS YES
. JMP GRT14
* CLEAR MAIN FRAME INTERRUPT LOGATIONS
_ _GRT20 LDA Mi6
“STA TEMP
{DB .
GLA
INS
STA B,I
157 TéMP
Jup %23
] STA GRTFG CLEAR GREET FLAG
* READ FIRST SOURCE PROGRAM STATEMENT

8EY



¥ READ AND PRINT INTRODUCTARY TEXT FROM DISC

F's
* ENTER
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OF TEXT

* PAGE LENGTH (WORDS)
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BEGINS ON FIRST SECTOR OF FIRST TRACKX ON CARTRIGDE
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DISC
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