Integrated Temperature, Light and Humidity Monitoring System for the Hospital Environment

[Temperature and Light Section]

EE 4BI6 Capstone Project

Student: Christina Tan [0658807]
Faculty Advisor: Dr. T. Doyle
Faculty Supervisor: Dr. J. Deen

4/23/2010

Submitted in partial fulfillment towards a Bachelor of Engineering degree
Faculty of Electrical and Computer Engineering
McMaster University, Hamilton, Ontario, Canada
# Table of Contents

Abstract .................................................................................................................. 3  
Acknowledgements .................................................................................................. 4  
List of Figures ......................................................................................................... 5  

1 Introduction  
  1.1 Definition ....................................................................................................... 6  
  1.2 Background ..................................................................................................... 6  
  1.3 Methodology .................................................................................................. 7  
  1.4 Scope ............................................................................................................... 7  

2 Literature Review  
  2.1 Literature Review ............................................................................................ 7  

3 Methodology of Design  
  3.1 High Level Design ........................................................................................... 9  
  3.2 Description of Apparatus ................................................................................. 10  
  3.3 Microcontroller ............................................................................................... 10  
  3.4 Light ............................................................................................................... 11  
  3.5 Temperature ................................................................................................... 14  

4 Experimental Design  
  4.1 Light ............................................................................................................... 16  
  4.2 Temperature ................................................................................................... 17  
  4.3 Design for Prototype ....................................................................................... 17  
  4.4 Code .............................................................................................................. 19  

5 Results  
  5.1 Results .......................................................................................................... 21  

6 Problems  
  6.1 Problems ...................................................................................................... 24  

7 Future Work  
  7.1 Future Work .................................................................................................. 24  

8 Conclusions  
  8.1 Conclusions ................................................................................................... 25  

Appendix A: Specifications for Each Component ....................................................... 26  
Appendix B: Code .................................................................................................... 29  
References .............................................................................................................. 39  
Vitae ......................................................................................................................... 40
Abstract

A smart, integrated temperature, light and humidity monitoring system has been implemented with the use of open standard technology, commercial project and household items which actively monitors the environmental conditions. A main target for this system is to have it designed and implemented as cost efficient as possible. The system allows for a user to input the desired conditions regarding a specific patient’s temperature, lighting and humidity requirements. A microcontroller then compares the environmental conditions against the user’s input requirements, and actuators change the settings until the desired conditions have been obtained. The designed system is for use in the hospital environment, with emphasis on the neonatal ward, where infants remain in incubators for a period of time. Results indicate the hospital monitoring system is feasible; however, ensuring an enclosed room may be difficult to obtain.
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**Introduction**

*Definition*

The proposed temperature, lighting and humidity monitor is an integrated device that is intended to allow users to input specific requirements for a patient in a hospital environment. The signals for these hospital room settings will be detected and analysed. This data will then be utilized to adjust the current settings as required for each individual patient.

*Background*

A person who has fallen ill may be require a hospital stay to ensure proper medical attention has been received. While in the hospital, the patient may need specific characteristics of the room to suit his or her condition, such as the temperature, lighting and humidity. These conditions will need to be of a certain value to allow comfort and ideal conditions for the patient on his or her way to recovery. In reality, however, these conditions may change due to external factors, such as the weather, and hospitals lack the resources in order to have these rooms continuously monitored. Because of this, the proposed project is to create a device to monitor these changes in an integrated system. This device would return these values back to the ideal settings, if deviation were to occur.

An example of where this integrated monitoring system would be beneficial is in the case of neonatal jaundice. Bilirubin, which results from the breakdown of red blood cells, is broken down by the liver and removed from the body with urine and stool excretion. A newborn, however, has not completely developed the ability to process the bilirubin, so the excess bilirubin may enter the tissues of the body. When this occurs, yellowing of the skin and eyes appears, leading to jaundice. (How Stuff Works, 2006)

If jaundice were to develop, the baby may need to undergo phototherapy treatment. During this procedure, blue fluorescent lights are used to break down excess bilirubin in the skin (UMHS Newborn Care Committee, 2005). In this process, the temperature of the surrounding area should remain constant, which is where the proposed device would assist in this accomplishment.
Presently, no integrated devices that monitor and control the combination of temperature, lighting and humidity exist, making this project unique. There is a device to monitor all three of these factors, but there are no actuators. Assumptions for this project are that the room is to be air-tight, which allows for better control of the humidity and somewhat, the temperature.

Methodology

Sensors that are used to detect temperature, lighting and humidity will be placed in close proximity to the patient. A computer connected to the microcontroller will allow the user to input the required temperature, light and humidity settings that are ideal for the patient’s condition or even for comfort. When the readings from the sensors deviate with respect to the input values from the controller, the microprocessor sends out a signal to the effecters to adjust the settings back to the input values. (Jia, Heiss, Fu, & Gay, 2008)

Scope

The temperature, lighting and humidity monitoring system is to be a cost efficient system and targeted towards patients in the hospital environment (UMHS Newborn Care Committee, 2005). One of the main focuses would be for infants, including infants that are placed in incubators, and for the treatment of neonatal jaundice.

Literature Review

After reviewing many articles, there are presently no papers that mention monitoring the combination of temperature, lighting and humidity in one integrated system and have actuators to modify these settings. There are, however, journals for the automatic detection and control of light. In one such article, a light sensor in the control module detects a change in light intensity and a radio frequency module is used to change the lighting (Bai & Ku, 2008).

In addition to this, there is one research paper that has discussed monitoring these three environmental conditions; however, there has been no mention about having actuators to modify
these surroundings. An advantage of this sensor system is that it is wireless, based on Zigbee technology, which has low power consumption. (Tatsiopoulos & Ktena, 2009)

Another research paper discussed a process to effectively control humidity in an incubator. The humidity was controlled based on a passive and active system. In the passive system, air was passed over a water reservoir, causing the air to have an increase in humidity, before being distributed throughout the room. The level of control for the passive system was minimal, as opposed to the active model, which used a step motor that rotated to allow humidity in. (Costa, et al., 2009)

Table 1: Comparison between the Articles

<table>
<thead>
<tr>
<th>Paper</th>
<th>Environmental Focus</th>
<th>Notes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Light</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>Light, temperature, Humidity</td>
<td>Research focused on sensing, not controlling</td>
</tr>
<tr>
<td>3</td>
<td>Humidity</td>
<td></td>
</tr>
<tr>
<td>This Project</td>
<td>Light, temperature, Humidity</td>
<td>Focuses on sensing and controlling</td>
</tr>
</tbody>
</table>
Methodology of Design

High Level Design

Figure 1: Overall Experimental Design
A very systematic approach was used for the overall design of the project, in which three environmental factors, lighting, temperature and humidity, were to be controlled. An input is required from an external source in order to effectively control these variables. The inputs from the external sources were obtained using a variety of sensors. These sensors detected the surrounding environment, and these inputs were utilized to the control effecters. (Patriciu, 2009)

The control mechanism used was a microcontroller, which read the output from the sensors and used this output to compare if has deviated from its intended value. The user was manually required to input the desired value for each environmental setting.

When the variable being monitored has deviated from its required value, a signal is sent in order for an actuator to start affecting the environment. An actuator is “a mechanism that puts something into automatic action” (Dictionary.com, 2010). In this case, the actuator functioned to either increase or decrease the effects of that environmental variable, so that eventually, the actuator returns the detected value to the desired one, which in turn behaves like a negative feedback loop. A flow diagram of the overall design is given in Figure 1.

Description of Apparatus

This section discusses the components used throughout this project and includes explanations as to why they were selected. For specifications of each component, please refer to Appendix A.

Microcontroller

The Arduino Duemilanove, which uses the ATMega328, was selected as the microcontroller for this project. This was an ideal selection, as the processor is extremely strong and cost efficient. An input voltage ranging from 0 – 5V is required, which corresponds with the humidity sensor. An on-board 10-bit analog to digital converter (ADC), aids in the digitization of the analog signal acquired from the sensor. Additionally, the temperature and light sensors used in the prototype are specifically designed for the Arduino, which allows for simple integration with this microcontroller. The board also features 8-bit PWM pins, which are used to control the light and temperature effecters. The Arduino platform uses a language similar to C, so having been
familiarized with the C programming language, it was convenient to use this microcontroller. Another reason the Arduino was selected is that it is a well known board with plenty of examples and references on the web to aid this project. Lastly, uploading the code from the computer onto the board was simple, since the software was available for at no cost on the Arduino website. The Arduino has a serial port to allow communication with the computer. The USB connection from the computer goes directly onto the Arduino board, where a USB to serial converter then allows communication to occur. This was necessary, since this project requires a user’s input. (Robot Shop, 2009)

![Arduino Duemilanove](image)

Figure 2: Arduino Duemilanove

Other microcontrollers were considered, including the PIC series of microcontrollers. These PICs also contained 10-bit ADCs; however they had operating voltages ranging from 1.8 – 5.5V. Additionally, to upload a code from the computer, a bootloader program along with its corresponding hardware was required, another factor that made the PIC series unfavourable.

**Light**

For the light sensor, a major requirement was that the sensor would be able to detect a wide range of light. The sensor would need to be able to detect a brightness ranging from 0 – 20 000 lux. This range was selected because the sensor would need to detect values ranging from a completely dark room, to double what the brightest light setting is in the hospital room. Research indicates that for patients with neonatal jaundice, treatment is done with the use of blue fluorescent lights in order to remove the build-up of bilirubin from the blood (UMHS Newborn
Care Committee, 2005). These treatment lights have a brightness of 10,000 lux (Specialty Lights, 2009). Very few sensors were able to detect this high a range. The only sensor that could be acquired was the LX1971IDU by Microsemi-IPG, and has a current output that is mostly linear. Since the microcontroller reads voltages, a resistor can be added to the circuit to accommodate this. This sensor is also ideal because the response is mostly linear, as shown in Figure 4. This linearity is beneficial because the output of the microcontroller is proportional to the reading from the sensor.

![Light Sensor](image)

**Figure 3: Light Sensor for Room**

![LX1971 Calculated SRC Full Range Response](image)

**Figure 4: Response of Light Sensor**

The problem with this sensor, though, is that it is too tiny to manually solder to a circuit board, and the actual circuit board that the sensor uses is quite expensive, priced around $70. For the prototype, a different sensor will be used, the DFRobot Ambient Light Sensor, which has been designed specifically for the Arduino microcontroller. This sensor detects the intensity of ambient light with the use of a photo resistor. The resistance value decreases with a higher light
intensity, and a voltage reading is outputted. Since the sensor already produces a voltage, it will be more accurate than using a resistor along with the current output, like with the LX1971, since the resistor will have its own tolerance. The DFRobot Ambient Light Sensor is also very cost-efficient, at under $4, meeting one of the major criteria for this project. (Robot Shop, 2009)

![Light Sensor](image)

**Figure 5: Light Sensor for Prototype**

To control the lighting of the prototype, two ideas were considered: LEDs and servo motors. If servo motors were to be used, the motor would be used to manually control a dimmer switch operated with a variable resistor. The other option, LEDs, was selected due to low power, cost-efficiency and ease of use, since the LEDs can be directly controlled by the Arduino microcontroller. In order to control the lighting, pulse width modulation (PWM), a theory learned in a previous McMaster University course, COE 2DP4, will be used. A brief explanation would be that the longer the pulse is a “1” (turned on) in one period, the average voltage would be higher giving the impression that the LEDs are brighter. The Arduino microcontroller already has PWM pins for an 8-bit PWM output, allowing for ease of use. Blue LEDs were selected for the prototype to represent the blue fluorescent lighting used for the treatment of neonatal jaundice. (Specialty Lights, 2009)
For the temperature sensor, the DFRobot LM35 was selected, which is based on the LM35 by National Semiconductor. This sensor was chosen because it was specifically designed for the Arduino microcontroller, outputs a voltage, and operates from -55 – 150°C, covering the range that is necessary for sustaining human life. This sensor is also fairly accurate, with ±¼°C at 25°C and ±¾°C over the entire range. Since the LM35 sensor is already mounted on a circuit board, it allows for ease of use, in addition to being cost-efficient, with the price being less than $4. (National Semiconductor, 2000)
Other sensors were researched, and although some were very inexpensive, they were not mounted on a circuit board, adding inconvenience as well as increased cost in order to mount it.

For temperature management, different ideas were reviewed for the cooling and heating of the room. To control cooling, the use of a computer case fan and a CPU fan were both considered. Both fans are cost-efficient, each costing less than $15, although the CPU fan was slightly more expensive. To control the heating, using a mini-heater, a blow dryer and a power resistor were all considered. The power resistor was chosen for the prototype, a cubicle for an infant, because a mini-heater would be much too large to fit into the cubicle, and the blow dryer would generate too much noise for an infant. Although the CPU fan was a bit more costly than the computer case fan, the CPU fan was selected because it contains a heat sink, which is where the power resistor is mounted, to ensure that the resistor does not overheat.
Experimental Design

The following section describes how each component coordinated with other components throughout the project to complete the objective that was required of this design.

Light

The LEDs were placed at the top of the cubicle, while the light sensor was placed at the bottom of the cubicle towards the centre. The sensor detects the brightness level of the cubicle, resulting in a voltage value from 0 – 5V. This voltage value is converted with the on-board 10-bit analog to digital converter (ADC), resulting in a value between zero and 1023 (Robot Shop, 2009). These values are scaled down to a range from zero to seven. When the Arduino microcontroller
is connected to a computer, the user selects a brightness level from zero to seven, with zero being completely dark, and seven being the brightest setting. The LEDs turn on to the specific brightness level, controlled by PWM. If the lighting of the room were to change, for example, an increase in sunlight, then the sensor will detect this deviation and dim the LEDs in order to maintain the brightness level of the room. The LEDs will brighten if the opposite were to occur.

**Temperature**

The CPU fan and power resistor were placed towards the edge of the cubicle, with the temperature sensor located closer to the patient. The sensor works similar to the light sensor, reading a voltage between 0 – 5V. Again, the voltages are converted with the 10-bit ADC, resulting in a value between zero and 1023. Code has been implemented to convert these values into degrees Celsius. When the Arduino is connected to a computer, the user is able to select a temperature in Celsius values. These values are then compared against the readings given from the temperature sensor. If the user inputted value is higher than the sensor reading, then the power resistor will turn on until the desired temperature is reached. If the input temperature is lower than the one being read on the sensor, the CPU fan will turn on until the target temperature has been obtained.

*Design for Prototype*

The objective of the project was to build a cost-efficient prototype to simulate a hospital room. To assemble this, a small, enclosed storage cube was purchased from Wal-Mart. To cover up the front opening, Plexiglas was placed and screwed on.
There was a block of wood attached to the ceiling of the cubicle. Protruding from this piece of wood, a breadboard was fastened. The breadboard contained four LED lights for light control. There were wires from the breadboard traveling to a second breadboard on the floor in order to supply the LEDs with power.

The second breadboard was placed near the back of the cube. On this breadboard, the connection wires from the two relays that control the power resistor and fan, for temperature control, were connected. Furthermore, the wires coming from the temperature and light sensors were connected to this breadboard, which were powered by the Arduino’s power supply.
The power resistor was placed on the left hand side of the cube along with the CPU fan. Aluminum foil was wrapped around the power resistor for easier portability and a wider area for heat dispersion. The power resistor was attached to the heat sink of the fan in order to prevent overheating. The power resistor and heat sink were powered by a 12V, 2.5A laptop power supply, which used a terminal block to allow for multiple connections to the power supply. The temperature sensor was placed in close proximity to the power resistor and the light sensor was placed on the bottom of the cubicle directly underneath the LED lights. See Figures 22 and 23.

![Image of power resistor, temperature and light sensor](image)

**Figure 13: Power Resistor, Temperature and Light Sensor**

**Code**

The code used to program the Arduino essentially had a similar type of code for each of the environmental factors. The code was based on “if” statements. If the user input variable was greater than the value from the sensor, an actuator would be turned on to increase the effect of that specific variable. In contrast, if the user input variable was less than the value from the sensor, an actuator would be turned on to decrease the effect of the specific variable.

Cases were used to allow the user to select which environmental control to input a value for. When controlling the brightness level of the room, the user is to input a brightness value ranging
from zero to seven, with zero resulting in the LEDs being turned off, and seven being the brightest. The 10-bit ADC reads in the voltages from the sensor and the resulting 1024 bits are scaled from zero to seven to match the range given for the users to select. For the LEDs, the effector range is a scaled version of the PWM output from the Arduino. The Arduino has 8-bit PWM pins, which results in a range from zero to 255 bits. Code was also written to scale to this range from zero to seven in order to correlate with the above mentioned items.

To control the temperature of the room, PWM is also used to control the effector, which is either the fan or the power resistor. After the sensor reads in the temperature as a voltage, the ADC is used to convert this into a digital signal. Code has been written to convert this value into a temperature reading in degrees Celsius (int room_temp = (125*analogRead(temp_pin)) >> 8). A range from zero to 49°C has been selected for the sensor to read in, and a range from 10 to 39°C has been selected for users to choose from. Any value outside this range will result in an error and requires the user to re-input a value. This range was selected since room temperature is about 25°C and hence, a similar range above and below this value is ideal.

Hysteresis is controlled using a series of “if” statements. For cooling, if the difference between the room temperature and the desired temperature is greater than 5°C, then the fan will turn on at maximum speed, which is a reading of 255 for PWM. When the temperature difference is less than 5°C, code was written to scale the output (analogWrite(9, (room_temp-custom_temp)*6);) . The temperature difference is multiplied by six, since the maximum temperature difference is 39, and the product of these two integers is closest to 255. A similar algorithm was used to control hysteresis in heating. If the temperature difference is greater than 5°C, the PWM output will be 240; 255 may cause the power resistor to overheat, so it was not used for heating. When the difference is less than 5°C and greater than 3°C, the PWM output will be 235. After the temperature difference is less than 3°C, a scaled calculation was given (analogWrite(10, (custom_temp-room_temp)*40);).

Please refer to Appendix B for the code.
Results

Each individual environmental variable was tested in the cube to observe how effective the prototype setting is.

For temperature, Figure 14 shows temperature values read over a period of eight seconds.

![Figure 14: Temperature Values](image)

The temperature sensor gives values in the range of 21 – 22°C. These results were consistent and gave an indication that the sensor is able to provide accurate measurements.

![Figure 15: Temperature When the User Inputs 25°C](image)
As shown in Figure 15, the temperature reading reached its desired value after approximately three minutes. The factor affecting this was mainly the placement of the temperature sensor. The closer it was to the power resistor, the quicker it approached the desired temperature reading. The downside to this was that the sensor’s reading was only indicative of the temperature near the power resistor, rather than the whole room. Figure 16 displays the results of the temperature sensor being placed at the other end of the room.

![Figure 16: Temperature Sensor Placed at the Other End of the Room when the User input is 25°C](image)

Figure 16 shows when the temperature sensor is placed at approximately the centre of the room.

![Figure 17: Sensor Placed at the Centre of the Room with the User Input of 25°C](image)
The dependency of the temperature sensor being placed near the power resistor is apparent from both Figure 16 and Figure 17. Both figures show that the heat generated from the power resistor was not sufficient to reach the opposite side of the room. In Figure 17, the temperature starts to increase very slightly after about two minutes; however, it is still not sufficient to produce a fully functional temperature control system. The power resistor can produce 25W of power. However, the air-metal interface from the power resistor to the surrounding air is very inefficient. Therefore, air cannot heat up fast enough for the sensor to detect it at a distance from the power resistor. This is a limitation to this project.

Figure 18 shows the time it takes after the user inputs a value of 15°C.

![Temperature when the User Inputs 15°C](image)

In approximately 2.5 minutes, the temperature cooled to its desired value. It was a fairly linear relationship. The cooling effect was quicker because of the heatsink along with the fan that was blowing. This allowed the power resistor to cool at a quicker rate as opposed to the power resistor being heated.

Lighting was set up in such a way that the user had to input a value between zero and seven, where zero is off and seven is the brightest. The user inputted the value three. After dimming the lights of the room (not the cubicle LEDs), the LEDs increased in brightness. This proves that the LEDs strived to maintain the brightness level of three by becoming brighter. As the user’s hand moved over the light sensor to emulate total darkness, the LEDs became very bright. In contrast,
as the lights of the room were brightened, the LEDs appropriately dimmed to maintain the overall brightness of the room at level three.

**Problems**

One of the problems encountered was the control of the light. The project was under the assumption that the LEDs were the main power source. When an external power source is present, it sometimes results in a change in the maintenance of the overall lighting. An example of this was when the brightness level was set to four. If the brightness of the overall room was extremely bright, then the LEDs would be unable to dim enough to maintain a balance of brightness level four, even if the LEDs were completely off. A potential solution would be to envelop the room in complete darkness. This would give the LEDs complete control. Otherwise, the external light source used must be weaker than the LEDs within the room itself.

Another problem was the accuracy of the temperature sensor in relation to the entire cubicle. The sensor was purposely placed near the power resistor to effectively read the temperature. If it was placed anywhere else, the temperature readings would not be as affected by the power resistor. The resistor had a power rating of approximately 25W. This would have been a very slow process to heat the entire cubicle. The cubicle could have been smaller to allow heat to build up in the room. This would allow the temperature sensor to read the value of the room, rather than only the power resistor. Otherwise, a blow dryer or a heater could have been used to increase the temperature. Drawbacks to these proposed methods were that the heater is too large and the blow dryer is not quiet enough. For cooling, the CPU fan was not powerful enough to cool the room down to the coldest temperature values that the user is allowed to input. A solution to this would be to use a more powerful fan in order to allow for more cooling.

**Future Work**

Currently, hysteresis is being controlled by a series of “if” statements. A more effective way to control this would be to use a proportional-integral-derivative (PID) controller.
The future work for this project would be to integrate this into a room. The room can use the sensors for monitoring purposes. The actuators can be the thermostat, lighting and humidifier in the room. This integration would make this a very unique project as it would have total control of these three factors in a room.

Lastly, projects like these can be integrated in a grocery shop. Food items can disintegrate when they are not in an ideal environment with respect to humidity and temperature. This project can monitor the environment that the fruits and vegetables are placed in so that if the ideal conditions change, these sensors can detect this and restore the conditions. This would reduce the amount of food discarded from grocery stores.

**Conclusions**

The designed temperature, lighting and humidity monitoring system has proven to successfully acquire accurate measurements for the above mentioned environmental factors. The actuators have been able to modify these factors by changing these values to what the user has requested. Although the actuators are not completely effective, necessary actions are being taken with respect to the hardware and code in order to become more effective.
Appendix A

Specs for the Microprocessor

Microcontroller | ATmega168
--- | ---
Operating Voltage | 5V
Input Voltage (recommended) | 7 – 12V
Input Voltage (limits) | 6 – 20V
Digital I/O Pins | 14 (of which 6 provide PWM output)
Analog Input Pins | 6
DC Current per I/O Pin | 40mA
DC Current for 3.3V Pin | 50mA
Flash Memory | 16KB (ATmega168) or 32KB (ATmega328) of which 2KB used by bootloader
SRAM | 1KB (ATmega168) or 2KB (ATmega328)
EEPROM | 512 bytes (ATmega168) or 1KB (ATmega328)
Clock Speed | 16MHz

Figure 19: Arduino Duemilanove
**Specs for the Fans (12 volts)**

Fan Dimension 120 x 120 x 25 mm  
Fan Speed 1800 ± 10%  
Bearing Type Dual Ball Bearing  
Noise Level 29.5dB (Max)  
Max. Air Flow 64.286 CFM  
Power Connector 3-Pin  
Rated Voltage 12 V  
Started Voltage ≤ 9 V  
Rated Current 0.38A

Figure 20: 12V Fan used for Temperature Control
**Specs for LED**

**Features:**
465-470nm Blue  
3.0 – 3.4Vdc Forward voltage  
80mA Forward current  
30 degree viewing angle

![LED Image](image)

*Figure 21: LED used for Light Control*

**Specs for the Relay**

Output Contact on Resistance: 0.05 ohms  
Maximum DC Switching Voltage: 40Vdc  
Maximum AC Switching Voltage: 28Vac  
Maximum Switching Current: (AC or DC) 2.5A  
Maximum Continuous Current: (AC or DC) 2.5A  
Maximum Switching Speed: 20 cycles/second

![Relay Image](image)

*Figure 22: Solid State Relay used to Control the Transducer, 12 Volt Fan and Power Resistor*


Appendix B

Combined Code (*Humidity will be italicized*)

//Data type declaration//

int light_pin = 0; //light sensor pin
int temp_pin = 1; //temperature sensor pin

*int hum_pin = 2; //humidity sensor pin*

//temporary data type declaration//

int custom_light = 0; //store the expected illuminance
double custom_temp = 0; //store the expected temperature

*int custom_hum = 0; //store the expected humidity*

int custom_data = 0; //store the expected data update

int temp = 0;
int temp1 = 0;
int byte_i;
int serial_read;
char reading_Array[5];


void setup()
{

//Initialize pin mode//

pinMode(11, OUTPUT); //LEDs
pinMode(10, OUTPUT); //heater (temp)
pinMode(9, OUTPUT); //fan (temp)

*pinMode(8, OUTPUT); //fan for increase humidity*

*pinMode(7, OUTPUT); //fan for decreasing humidity*
pinMode(6, OUTPUT); //transducer to increase humidity

pinMode(temp_pin, INPUT);

pinMode(light_pin, INPUT);

pinMode(hum_pin, INPUT);

//Initialize Serial port//

Serial.flush();

Serial.begin(300);

Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):");

}

// the loop() method

void loop()
{

int light_read = analogRead(light_pin);

int room_temp = (125*analogRead(temp_pin)) >> 8; //gives temperature in degrees Celsius

double hum_reading = analogRead(hum_pin);

double voltageValue = (5*hum_reading)/1023;

double rh = (voltageValue - 0.788)/0.0314;

update_data();

//output light strength value

temp = map(custom_light,0,7,0,1023);

if ((temp-(1023-light_read)) <= 0){ //1023-light_read b/c light_read values are inverted
    analogWrite(11, 0);
}

else analogWrite(11, map((temp-(1023-light_read)),0,1023,0,255)); // PWM for LED brightness; range of 0 to 255

// output heater and fan strength value

if (custom_temp != 0) // we are going choose a room temp range from 0 to 49..these are used to do the below calculations
{
    if (custom_temp < room_temp) {
        if (room_temp-custom_temp > 5)
            analogWrite(9, 255);
        else
            // analogWrite(9, 255);
            analogWrite(9, (room_temp-custom_temp)*6); // closest to get 255 (39*6 = 234)
        analogWrite(10, 0);
    }
    else if (custom_temp > room_temp) {
        if (custom_temp-room_temp > 5)
            analogWrite(10, 240); // not set to 255 in case of overheating
        else if (custom_temp - room_temp > 3)
            analogWrite(10, 225);
        else
            analogWrite(10, (custom_temp-room_temp)*40);
            // analogWrite(10, (custom_temp-room_temp)*5); // multiplied by 5 so max for resistor is not reached (in case it overheats)
        analogWrite(9, 0);
    }
    else{
        analogWrite(9, 0);
    }
}
analogWrite(10, 0);

}  
}  
else  
{  
analogWrite(9, 0);  
analogWrite(10, 0);  
}  

// output transducer and fans  
if (custom_hum == 0)  
{  
digitalWrite(6, LOW);  
digitalWrite(7, LOW);  
digitalWrite(8, LOW);  
}  
else  
{  
if (custom_hum > (rh + rh*0.02)) // transducer needs to turn on  
{  
digitalWrite(6, HIGH);  
digitalWrite(7, LOW); // set the LED on  
digitalWrite(8, HIGH);  
}
else
{
    digitalWrite(6, LOW);
    digitalWrite(7, LOW);
    digitalWrite(8, LOW);
}

else if (custom_hum < (rh - rh*0.02)) //fans needs to be on
{
    digitalWrite(6, LOW); // set the LED on
    digitalWrite(7, LOW);
    digitalWrite(8, LOW);
}
else
{
    digitalWrite(6, LOW);
    digitalWrite(7, LOW);
    digitalWrite(8, LOW);
}

//delay(10000);

Serial.print(room_temp);
Serial.print(" ");
Serial.println(rh);
void update_data(){
byte_i = Serial.available();
if (byte_i > 0){
  switch (custom_data){
    //case 0 chooses which value will be updated
    case 0: serial_read = Serial.read();
      if (Serial.available() > 0){
        Serial.println("There is no such thing. Input again.");
        Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):");}
      }
    else{
      if ((serial_read > 48) && (serial_read < 52)){
        custom_data = serial_read - 48;  //update custom_data
        Serial.print("Please input a value for ");
        if (custom_data == 1)
          Serial.println("brightness (between 0 to 7):");
        else if (custom_data == 2)
          Serial.println("temperature (between 10 to 39 degC):");
        else Serial.println("humidity (between 0-100 % RH");
      }
    else{ Serial.println("There is no such thing. Input again.");
      Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):");}}
case 1: serial_read = Serial.read();

    if (Serial.available() > 0){
        Serial.println("There is no such thing. Input again.");
        Serial.println("Please input a value for brightness:");
        }
    else{
        if ((serial_read > 47) && (serial_read < 56)){
            custom_light = serial_read - 48;
            custom_data = 0;
            Serial.println("Brightness value updated.");
            Serial.println(custom_light);
            Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):"ExecutableContentEnd
//case 2 updates the temperature value

case 2:
{
    float temp_temp, super_temp;
    int flag = 0;
    int i;

    for(i = 1; (i < 5) && (Serial.available() > 0) && (!flag); i++){
        serial_read = Serial.read();
        Serial.println(serial_read);
        if ((i == 1) && (serial_read > 48) && (serial_read < 52))
            temp_temp = (serial_read - 48) * 10; //first digit of temp (1 to 3)
        else if ((i == 2) && (serial_read > 47) && (serial_read < 58))
            temp_temp = temp_temp + serial_read - 48; //second digit of temp (0 to 9) this and line above give range of 10 to 39 degC
        else if ((i == 3) && (serial_read == 46))
            {} //decimal
        else if ((i == 4) && (serial_read > 47) && (serial_read < 58)){ //point after decimal
            super_temp = serial_read;
            super_temp = (super_temp - 48) / 10;
            temp_temp = temp_temp + super_temp;
        }
        else flag = 1;
    }
    if (((Serial.available() == 0) && (i == 3) && (!flag)) || ((Serial.available() == 0) && (i == 5) && (!flag))) {
        custom_temp = temp_temp;
    }
custom_data = 0;
Serial.println("Temperature value updated.");
Serial.println(custom_temp);
Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):");
}
else{
Serial.println("There is no such thing. Input again.");
Serial.println("Please input a value for temperature:");
}
Serial.flush();
break;
}
//case 3 updates the humidity value
case 3: if (Serial.available()){
    delay(5); // make sure we have all the data
    int i=0;
    while(i<5){
        reading_Array[i] = Serial.read();
        i++;
    }
    Serial.flush();
    serial_read = atoi(reading_Array);
Serial.println(serial_read);

if (Serial.available() > 0) {
    Serial.println("There is no such thing. Input again.");
    Serial.println("Please input a value for humidity:");
}
else {
    if ((serial_read > 0) && (serial_read < 100)) {
        custom_hum = serial_read;

        custom_data = 0;
        Serial.println("Humidity value updated.");
        Serial.println(custom_hum);
        Serial.println("Choose a value to update (1 for light, 2 for temperature, 3 for humidity):");
    }
    else { Serial.println("There is no such thing. Input again.");
        Serial.println("Please input a value for humidity:");
    }
}
Serial.flush();
break;
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