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ABSTRACT

This report is concerned with an investigation into
a software system designed to allow effect utilization of
FORTRAN application programs from a library. The components
of this system consist of an interpreter program to manip-
ulate character strings and provide overall control, an
evaluator program to carry out operations on numeric data
and to provide for the calling of library programs, and an
associative memory to store and retrieve facts about the
environment or field of study in which the system is being
used. Details involving how to use each component and how
each component works are discussed. Possible improvements
to the system and the relationship of the system to the
field of control structures are also considered. The
implementation of the system is discussed and this leads
to an examination of the algorithms used in the operation
of the system. Control is easily maintained so systems
constructed from the components may be modified or extended
by any user. Thus, these components form a basis for a

class of extendable systems.
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PREFACE

This project involves the study of a group of basic
computer programs and methods collectively called the
Communication Management System (COMS). Originally designed
and implemented in 1969 by Robert C., Gammill at the Univer-
sity of Colorado, COMS was used to develop methods of
computer utilization which would allow application programs
produced by experienced programmers for different fields of
study to be used by other interested people, who, having
very little knowledge of computers and computer program-
ming, never had access to such programs before. The result
is a system which creates an environment that encourages
the authors of application programs to write them as general
purpose subroutines, and which allows the inexperienced
computer user to operate such application programs with

little knowledge of their intricacies.

(ix)



CHAPTER 1

THE COMMUNICATION MANAGEMENT SYSTEM

1.1 Introduction

The software elements (programs) which make up the
COMS system were originally implemented in PL/1 on an IBM
360/65 computer. A second but incomplete Fortran IV im-
plementation was carried out on a CDC 6600 computer. Part
of this project involved completing the previous Fortran
version and reimplementing it on the CDC 6400 computer at
McMaster University.

The individual program elements of COMS are dis-
cussed in great detail in Chapter 1 with respect to their
function in the COMS system, their relationship to each
other and the methods involved in their use. Investigation
of a possible improvement in the system is carried out in
Chapter 2 showing how particular programming control
structures may be used to attain a greater degree of effi-
ciency. Also examined here is the possible use of COMS in
the development of a command language for an operating
system used in a parallel programming environment. The
appendices following Chapter 2 are used to provide summaries
of important aspects of the COMS system, to display sample
programs involving a variety of applications of the system
and to give a detailed account of the program flow of each

of  the COMS software elements.



1.2. Description of COMS

COMS is a software package which consists of three
major programs. These include an Interpreter program which
serves as the controlling element of COMS, an Associative
Memory program which stores factual information about COMS,
its library and the environment in which it is being used,
and an Evaluator program which evaluates algebraic formulas,
stores and retrieves numeric data, and causes execution of
FORTRAN programs from a library. Associated with each of
these programs is a data collection as shown in Figure 1l.1.

The major aim of COMS is effective utilization of
FORTRAN programs from a program library. These programs are
supplied by both those who design the COMS system and those
who use it.

To be helpful to programmers in all fields of study,
COMS has been designed to be changed. This is because COMS
is data directed through commands to the interpreter and
these commands can be modified or added to by anyone.

One way to view the COMS system is by an analogous
comparison to a book-type library, where the man in charge
is say Mr. X. Now Mr. X (the computer scientist) is a busy
man dealing with not one but many such libraries (computer
systems) and he knows that for each of his libraries to be
useful to the public, books (application programs) cannot be

blindly thrown into rooms where readers (people wanting to
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use the application programs) are expected to rummage
through the mess to find what they want. Mr. X also knows
that he hasn't the time to take each person (each programmer)
and show them the exact location of each book they wish to
read (that is, the computer scientist is too busy to show
each programmer how to use a particular application program).
Instead, Mr. X must create a system (COMS) which allows
library users {(programmers) to find and use what they need
on their own. Thus Mr. X hires librarians (system program-
mers) and provides them with money (COMS programs) to dev-
elop such a system. The librarian can then transform the
library books (application programs) into an effective tool
for different readers' (users') goals. The authors of the
books in the library are analogous to the authors of the
application programs.

The important point in the above comparison is that
the person in a particular field of study that desires the
use of computing facilities but does not have any idea how
to use them is provided with a tool for just this purpose.
Once COMS has been set up by experienced programmers for use
in a particular field, anyone involved in that field will
have the availability of computing facilities that did not

exist previously due to the lack of programming "know-how".



Other software systems of the COMS variety! have
been developed and aimed at people who know little about
computers but are knowledgeable in the problem area of
interest. WNone of these however, ofifer as much user flex-
ibility as that given in COMS. Also, in some cases, ap-
plication programs in the field of interest which are to be
added to the system have to be massively rewritten to con-
form to restrictive conventions and standards. The result
with many systems (and this is definitely not true of COMS)
is that they have remained alive only as long as the people
who originally designed them continued to work on and dev-
elop the system.

In summary then, COMS was conceived with the follow-
ing philosophy. The computer scientist designs the basic
programs of the system. Given these, the systems programmers
use them to produce particular COMS implementations (that is,
particular to a certain field, say compiler development or the
fluid sciences). Library application programs for each im-
plementation are supplied by sophisticated members of the
user population who would be rewarded for their work (much
like authors getting monetary awards for their efforts). The

result should be a system which will rapidly grow and develop.

lgome of these software systems include SKETCHPAD (Sutherland,
1963), Map (Kaplow, 1966), ANAL 68 (Welsh, 1967), ICES (Roos,

1967) and SIR AND STUDENT (Raphael and Bobrow, 1964).



1.3. Elements of COMS

In the following four sections a description of the
elements of COMS will be presented. These include the in-
terpreter, the evaluvator, the associative memory and the
program library. Each element will be described in detail
in terms of its purpose, its use and its relationship to

the other elements.

1.3.1. The Interpreter

Of the four elements in the Communication Manage-
m2nt System the interpreter serves as the most important.
The reason for this is its ability to provide a control
mechanism for each of the other elements.

Control is established through the manipulation of
data (presented as strings of characters) by a set of rules
(also presented as strings of characters) fed to the inter-
preter. These rules directing the interpreter may cause
character strings to be passed to and received from the
associative memory and the evaluator (see Figure 1.1 in sec-
tion 2.1). Also, user communication is established by
rules which may cause input of character strings (from the
user) and output of character strings (to the user). Since
the interpreter has the ability to communicate with both
the other elements of COMS and the COMS user, it serves as

an intermediary and translator between the two. This leads



to the primarv function of the COMS interpreter which is to
allow the definition of command languages by experienced
computer users, thus providing a valuable tool for access
to computational facilities not previously available to in-
experienced computer users.,

Programming the rules which direct the interpreter
is done in the string transformation language (STRAN).
STRAN may be classified as a general purpose symbol manip-
ulation language and as will be seen forms a very signif-
icant part of COMS. STRAN cleosely resembles the informa-
tion retrieval language COMIT[1]. Both STRAN and COMIT use
sequentially interpreted rules which perform decomposition,
transformation and recomposition of character strings. Al-
so both languages have rules which pass control to one of
two other rules depending upon the success or failure of
the decomposition portion of the rule. The main difference
between STRAN and COMIT is that STRAN makes no distinction
between rules and data. A character string to be inter-
preted as a rule must simply conform to certain rules of

format if successful interpretation is to occur.

1.3.1.1. The STRAN Language

The interpreter for the string transformation lan-
guage is a sequentially executed character string processor.

Input to the interpreter must be in character string form



so that STRAN programs (also referred to as "rules") and
data are in the same format. An example of a few simple
STRAN rules will serve to motivate the descriptive material
that follows. These are shown in Figure 1,2 (page 13).

The interpreter can operate in two different modes:
(1) In the "rule reading"” mode rules are collected from
the input cards (80 columns) and stored. A unique name is
associated with each rule; The interpreter always begins
execution in the rule reading mode but is switched from
this to the "interpretive"™ mode when a rule name surrounded

by parentheses is encountered. An example of this is

(PROG) or
(READ) or
(TEST)

Each of the above rule names are termed "go-to" rule names.
When an input such as this is encountered, control is

transferred to the rule named by the character string with-
in the parenthesis except where the rule named is a pseudo

operator.

1.3.1.2., STRAN Pseudo Operators

In the rule reading mode, the interpreter is able
to accept commands from the STRAN user via a list of pseudo
operators. (These may be compared to the pseudo operators

found in a typical assembly langquage). Through these com-



mands a user can control certain "switches" (i.e. variables
set to ¢trueec or <false+ in the FORTRAN sense) which in
turn control certain aspects of the interpretation opera-
tion. Input of a STRAN command does not change the rule
reading mode to interpretive mode. This only occurs when

a "go-to" rule name is encountered.

The following is a list of pseudo operators avail-

able in the present STRAN version:

(ECHO): Causes an echo of each input card to be
printed. Each line given by the echo com-
mand begins with the phrase INPUT... to
distinguish it from the output lines of
the interpreter.

(NOECHO) : Echoing is discontinued.

(TRACE): Causes each rule currently being inter-
preted to be output in the form:
INTERPRETING RULE...
and also causes the contents of each
variable changed during rule execution to
be output in the form:

VARIABLE (name) =
(NOTRACE): Turns off the (TRACE) command.

(PUNCH) : Causes punching of a card for each output

line produced by a rule. That is, the

output line produced by the (TRACE) com-
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mand is also punched on cards (without the
two words shown above)
(NOPUNCH) : Punching is discontinued.
(RESTART) ]
(RETURN)

(DUMP) See Appendix B

(READLX) —
The above four pseudo operators pertain to the entire COMS
system rather than the interpreter and are therefore dis-
cussed in the COMS reference manual.

In the interpretive mode execution of the STRAN prog-
ram takes place. Once the interpretive mode has been
entered a return to the rule reading mode can only be
accomplished when the name of the next rule to be inter-
preted is (END) or when the pushdown stack (to be discussed

below) is empty.

le3.1.3. The STRAN Rule

Each STRAN rule is scanned from left to right by the

interpreter. There are three main types of STRAN rules, all
of which must begin with a left parenthesis followed by a rule
name followed immediately by a second left parenthesis. Also,
each of these rules must end with two right parentheses sur-
rounding from zero to two rule names. A rule name may be from

one to ten characters in length (any characters
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over 10 are ignored).

Using traditional Backus-Naur form the definition
of a STRAN rule is given below. The English words enclosed
between the angular brackets < and > denote syntactic con-
structs. Possible repetition of a construct is indicated
by an asterisk (0 or more repetitions) or a circled plus
sign (1 or more repetitions). If a sequence of constructs
to be repeated consists of more than one element, it is
enclosed in the meta-brackets { and }l.

Thus in BNF we have
<STRAN RULE>::= (<RULE NAME> (<TYPE 1 BODY>|<TYPE 2 BODY>|

<TYPE 3 BODY>)
<RULE NAME>:: = <NAME>
<NAME> :: =<LETTER><ALPHANUM CH>*
(maximum of ten characters)
<ALPHANUM CH>::=<DIGIT> | <LETTER>|<ZERO>
<DIGIT>::=1]|2|3|4]|5|6|7]8]9
<LETTER>::=A|B|C|D|E|F|G|H|I|T|K|L|M|N|O|P|Q|R]|S|T|U|V]
wix|y|z
<ZERO>:: =0

The user must fit each STRAN rule onto an 80 column
card. If a rule is more than 80 characters in length, it
must be broken down into smaller length rules so that each
can fit on a card (this is easy to do with STRAN).

The three types of STRAN rules are described below
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with references to Figure 1.2. Rules with type 1 and type 2
bodies are used for storing information while those with

type 3 bodies stipulate the processing to be performed by

the STRAN interpreter.

Type 1 Body:

The form of this body in BNF is
<TYPE 1 BODY>::=<RULE NAME>{,<RULE NAME>}*)
Thus a rule with a type 1 body must contain a string of rule
names separated by commas. An example is (1) of Figure 1l.2.
The purpose of this type of rule is to place a list
of rule names onto a push-down stack which is referenced

by the interpreter when the rule name (END) is encountered.

The stack is accessed in a "last-in-first-out" manner (from
right to left) so that the last rule to be placed on the stack
is the first one to be referenced by the interpreter. In the
example referred to above, the rule will give rise to the

following stack configuration

READ + Pirst rule referenced
EXEC +> Second rule referenced
TEST » Third rule referenced

b
t

Thus on encountering an (END) rule name, the interpreter
will "pop-up" the first rule name in the stack and execute

that rule. All the other rule names would then move up one



FIGURE 1.2

SIMPLE STRAN RULES

(PROG (READ ,EXEC, TEST) )

(STOP (*FIN'HALT*TERMINATE"'))

(READ (*INPUT/'*'+$/=*INPUT/'COM. .. "'+2/) READ,END)
(EXEC (INPUT/$+' ("+$+4+') '+$/=*0UT/3/INPUT/5/) EXEC,END)
(TEST (INPUT/$+STOP/) END, PROG)

(PUNCH)

{PROG)

13
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(3)
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(5)
(6)
(7)



slot giving:

EXEC -+ PFirst rule referenced

TEST + Second rule referenced

If now another stran rule of this type is executed by the
interpreter, the existing rule names on the stack will be
pushed down. For example

(RULE 1(XYZ,RG,SUCCEED))

will result in:

XYz + First rule referenced
RG + Second rule referenced
SUCCEED + Third rule referenced
EXEC + Fourth rule referenced
TEST + Fifth rulq referenced

f
1 ' '
+ . ’

The maximum number of rule names the stack is capable of

holding is 100.

Type 2 Body:

The form of this body in BNF is
<TYPE 2 BODY>::=<LITERAL PATTERN>)
<LITERAL PATTERN>::={'<CHARACTER STRING>}®’
<CHARACTER STRING>::=<any sequence of one or more basic

6-bit display BCD characters>. An example is (2) of

14



Figure 1.2.

The purpose of this rule is to store away a literal
collection pattern under one name (which is the rule name)
for later pattern matching in STRAN rules. This type of
STRAN rule can be placed anywhere in the STRAN program and
is dealt with by the interpreter while in the rule-reading
mode only. Trying to pass control to this rule during
execution will cause an interpretation error. An example

of the use of this type of rule will be given later on in

the discussion.

Type 3 Body:

The form of this body in BNF is:
<TYPE 3 BODY>::=<RULE BODY>)<GO-TO SECTION>
<GO-TO SECTION>::=<RULE NAME>|<RULE NAME>,<RULE NAME>
<RULE BODY>::=<LHS>=<RHS>|<LHS>|=<RHS>
<LHS>:: = {<VARIABLE NAME>/<DECOMP PAT>/|
+F<DIGIT>/<FIND PAT>/|
+A<DIGIT>/<ACCESS PAT>/}®
<VARIABLE NAME>::=<NAME>
<DECOMP PAT>::=<DECOMP OP>{+<DECOMP OP>}®
<DECOMP OP>::=$%|$<DIGIT>|$LITERAL|<VARIABLE NAME> |
+<DIGIT> | <LITERAL>| «<DIGIT>
<LITERAL>::="<CHARACTER STRING>'
<FIND PAT>::=<FIND OP>{+<FIND OP>1}®

(a maximum of 4 find operators is al-
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lowed in one find pattern)
<FIND OP>::=$|<KLITERAL>|<DIGIT>
<ACCESS PAT>::=<DIGIT>{+<DIGIT>}®
(a maximum of 3 digits is allowed in an
access pattern)
<RHS>#={{*|, }*<VARIABLE NAME>/<COMP PAT>/|
+S/<STORE PAT>/1}®
<COMP PAT>::= <COMP OP>{+<COMP OP>}%
<COMP OP>:= <DIGIT>|<LITERAL> |+<DIGIT>|ZL<NUMB>,<DIGIT> |
=R<NUMB>,<DIGIT>
<NUMB>::= <DIGIT> | <DIGIT><DIGIT>
(numb has a maximum value of 80)
<STORE PAT>::=<STORE OP>{+<STORE OP>}®
(maximum of 4 store operators in a store
pattern)
<STORE OP>::=<LITERAL>|<DIGIT>
The complete form of the type 3 body is presented
above although many of the definitions (those dealing with
the associative memory) will not be referred to until sec-
tion 1.3.3.2. Some examples of type 3 body rules are
shown in (3), (4) and (5) of Figure l.2.
A STRAN rule with type 3 body is the real workhorse
of the STRAN language, performing compositions, decomposi-
tions and transformations of character strings. The go-to

section of the rule contains either one or two rule names.
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If two are given they are separated by a comma. The first

will receive control if the character string decomposi-
tion by the rule body succeeds. The second will receive
control if decomposition fails. Of course if only one rule
name is present, control is passed to it in either case.

Some examples are:

(a) (RULE1 (<RULE BODY>)RULE2)
(B) (RULE2 (<RULE BODY>)RULE3,RULE1l)

(C) (RULE3 (<RULE BODY>)END)

In (A) RULEl will pass control to RULE2 no matter
what happens in decomposition. However, in (B), RULE2 will
only pass control to RULEl on a decomposition failure where-
as RULE3 will receive control on decomposition success. In
(C) control will be passed to the rule named END regardless
of whether RULE3 has failed or succeeded and, as mentioned
previously, this will initiate the popping up of a rule
name from the push down stack.

The rule body is separated into two sides (left and
right) by an equals sign. The left side of the rule body
performs three operations.

1) References the contents of STRAN "storage loca-
tions" named. A STRAN storage location provides storage

for variable length strings of characters (up to a maximum



of 80 characters in one location) where both data and rules
are kept. Each location of this storage is referenced by a
unique name assigned at execution time.

2) Decomposes the contents of the storage locations
named according to the pattern matching directions given.

3) ©Stores the resulting decomposed elements in one
of nine successive special character-string-storage loca-
tions. These may be thought of as pseudo-registers or
accumulators, each capable of holding up to 80 characters.
Referencing of these registers is done by using the integers
1 to 9 as will be shown. (A virtual depiction of STRAN
storage can be found in Figure 1l.3).

The right side of the rule body performs three
operations:

1) Concatenates the contents of specified pseudo
registers and literals.

2) Stores the results (character strings) of con-
catenations in the storage locations named.

3) Associative memory operations (section 1.3.4).

A more detailed description of the rule body can be
carried out using the example shown in Figure 1l.4(a). Be-
ginning with the left side of the rule body (Figure 1.4(b))
VARB is the name of a storage location (as with rule names
the maximum length of a storage location name is 10 char-

acters).

18



FIGURE 1.3
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PSEUDO REGISTERS

+< 80 CHARACTERS -

VARIABLE LENGTH
STRING STORAGE

< 80 CHARACTERS -

Pseudo registers are automatically referenced in succes-
sion by the left hand side of a STRAN rule with type 3 body.

Variable names may also be used as rules names as long as
the string referenced by that name is a syntactically correct
STRAN rule.



FIGURE l.4(a)
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FIGURE 1.4 (b)

RULE BODIES
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able VARB
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FIGURE l.4(c)
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in STRAN storage
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composition operations to be performed on decomposed
string

quotes indicate a literal
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Operations enclosed between the two oblique strokes
are performed on the variable named immediately to the left
of the first oblique stroke. The operators for decomposi-
tion are seperated by plus signs. The two operators shown
are the dollar sign $§ and a character string literal 'A’'.

A complete list of STRAN decomposition and composi-
tion operators along with their meaning is given in Appendix
B.

The dollar sign operator matches any arbitrary char-
acter string including the null string. The character
string literal (string of characters surrounded by single
quotes) matches only an exact occurrence of the contained
string of characters. Thus the above operators attempt to
find an A in the character string stored in VARB., If an A
is found (i.e. decomposition is successful) all characters
preceding the left most A are placed in pseudo register 1,
the A is placed in pseudo register 2 and the remaining char-
acters in pseudo register 3.

For example if VARB references the string

IbRUNbWITHbSAM
(where b indicates a blank character), the result of the a-

bove decomposition will be

pseudo register 1 contains IbRUNbWITHDbS

pseudo register 2 contains A



pseudo register 3 contains M

If VARB references the string

IbRUNbWITHbPETER
decomposition fails, the rest of the rule body is skipped
and control is immediately transferred to rule R2.

Now consider the right side of the rule body as
shown in Figure l1.4(c). The storage location named immedi-
ately to the left of the first oblique stroke receives the
result of the character string composed by the operators
between the obligue strokes. Composition operators like
decomposition operators are separated by plus signs. The
integers 1 and 3 refer to the contents of pseudo-registers
1 and 3 respectively.

The contents of VARB after the above operations
are performed will be the contents of pseudo register 1
concatenated with a B, concatenated with the contents of
pseudo-register 3. Using the previous example VARB will
contain

(3)
+
IbRUNbWITHbSBM

f

(1) (2)

(1) pseudo register 1
(2) 1literal

(3) pseudo register (2)

23
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Control will now be passed to the rule named EG and the
whole process will be repeated resulting in all the A's
being changed into B's.

An asterisk placed in front of a variable name
indicates that an input-output operation is to be carried
out. Thus on the left side of a rule body an asterisk pre-
ceeding a variable name tells the interpreter that before
decomposition begins, an input line (i.e. an 80 column card)
is to be read into a STRAN storage location for future ref-
erence by that variable. Similarly an asterisk preceding
a name on the right side of a rule body tells the interpreter
that after results have been placed in the storage location
named, its contents are to be printed as a line of output.
An example of this is:

(READ (*INPUT/'C'+S$/=*INPUT/2/)READ,END)
This rule reads an input line, tests to see if that line
begins with a C and if so it outputs the rest of the line.
This process continues until an input line without a C at
its start is found.

The comma is also used as a variable name prefix
but only in the right side of the rule body. Its presence
indicates that before the results of composition are placed
in the storage location named, they are to be passed to the
COMS evaluator (section 1.3.2). The result returned by the

evaluator (always a string of characters) is then placed
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into this storage location. The use of the comma in this
way is the only means by which the STRAN interpreter may
be caused to communicate with the COMS evaluator. An ex-
ample of the use of a comma is:

(EVAL (INPUT/S$/=,RESULT/1/) END)
This rule causes the whole contents of the storage location
named INPUT to be passed to the evaluator before it is
placed in the storage location RESULT.

A comma may be used in conjunction with an asterisk
to send a string to the evaluator and output the result when
it returns. The order is not significant, either *, or ,*
will work. For example:

If the variable INPUT contains the string I=C0S(0)
then the rule

(EVAL (INPUT/S$/=,*RESULT/1/) END)
will print out
I=1
with the string I=1 stored in RESULT.

A rule body need not have both a left and right side.
The equals sign is included only when it is necessary to
mark the beginning of the right side. An example of a rule
body with left side only is:

(READ (*INPUT/S+"CAT " +S$+ '?l)_' +$/)R2)

If a rule body has no left side, the operations specified

are performed on the contents of the pseudo registers left



from interpretation of previous rules. Examples of a rule
body with right side only are:
(RIGHT(=OUT/1+'9'+5+6/)SUCCEED,FAIL)
(REMARK(=*LINE/'PROGRAM§E§TRAN'/)END)
The second example will cause the literal character string
PROGRAMbbSTRAN to be printed out as well as stored in LINE.
It is possible to mention more than one variable
name on either side of a rule body. For the left side of
a rule body the operators in the seperate strings place
their respective components of the decomposition in consecu-
tive pseudo registers as shown by the following:
1 2 3 4 5 6

L A 2 A ¢
(DECOMP (VARB/S+"'A"'+$/TEMP/S$+"B*+$/) END)

If VARB contains an A and TEMP contains a B, the A will
appear in pseudo register 2 and B in pseudo register 5 after
decomposition. A failure at any point causes the rest of
the rule to be skipped.

An example of more than one variable on the right
side is:

(COMP (=VARB/1+'ABC'+5/TEMP/1+2+3+4/) END)

The "literal" decomposition operator (number (2) as
listed in Appendix B) is worthy of special note as its
creation is dependent on a STRAN rule with type 2 body
(section 1.3.1.3). Pattern matching takes place in the left

side of a type 3 body rule using the name of the type 2 body

26
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rule as the decomposition operator.

For example say we had previously issued the follow-

ing type 2 body rule:
(ANIMALS ( 'bDOGDb 'CATL 'bHORSEDL ') )

The string ANIMALS used as a decomposition operator would
match the first occurrence of any of the three above literals
(i.e. bDOGb or bCATb or bHORSEb). Assume the variable SENTEN
contains the string

WALKbYOURDDOGDF IRSTbTHENDYOURbCAT
Now the following decomposition operation is possible:

(LIT (SENTEN/S$S+ANIMALS+S/))

Thus the following would be the pseudo registers' contents:

pseudo register contents
1 WALKbYOUR
2 * bDOGb
3 FIRSTbTHENDbYOURDCAT

i.e. the leftmost occurrence of one of the literals in the
collection will be matched.
A more useful example of this type of decomposition
operator can be seen by having a STRAN rule such as
(PREPOSITS ('bINb'bONDb'bTOb'bBYb'bFORDb') )
where all the prepositions in a sentence could be matched

and printed out by a rule such as
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(MATCH (SENTENCE/$+PREPOSITS+S$/=*0QUT/2/SENTENCE/3/)MATCH ,END)

1.3.1.4. STRAN and the Associative Memory

The Associative Memory (section 1.3.4) forms a
major part of the COMS system as does the STRAN interpreter,
the evaluator and the program library. Interpreter commu-
nication with the evaluator has already been mentioned and
now associative memory communication will be discussed.

The associative memcry stores and retrieves ordered
pairs, triples and quadruples of character strings. These
are refered to as n-tuples for simplicity. Some examples

of n~tuples are:

(ANIMAL,CAT)
(NUMBER, 20)
(&,B,C,D)

(NUMERICDLFOR, 20, TWENTY)

Storing of n-tuples in the associative memory
occurs only on the right side of a rule body by using a
STORE request. The components of an n-tuple may be literals
or the contents of pseudo registers. A typical STORE re-
quest is written as
+S/pseudo register numbers and literals/

Plus signs are used as separators for the different parts of
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the n-tuple. For example
+S/1+'ONE'+5/

stores an ordered triple whose first element is the char-
acter string in pseudo register 1, whose second element is
the literal 'ONE' and whose third element is the character
string in pseudo register 5. It is interesting to note
that we have already used the associative memory without
knowing it in a previous exémple (section 1.3.1.3). The
type 2 body STRAN rule (literal collection patterns) uses
the associative memory automatically to store its literals.
Taking for example the rule

(PREPOSITS ('bIND "bONbL 'bTOb'bBYb 'bFORb ') )

this automatically generates stores of the following form:

+S/'PREPOSITS'+'bONb "/

+S/'PREPOSITS'+'bONb "/ and so on.

When the rule name PREPOSITS was used as a left side decom-
position operator what in effect was happening was an auto-
matic reference to the associative memory for retrieval of

one of the above ordered pairs. That is, the above would

have been stored as

(PREPOSITS, IN)

(PREPOSITS,ON)



etc.
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Failure of a STORE request occurs only if the n-tuple

being stored is already in the associative memory. If this
occurs, execution of the rest of the rule is skipped and

control is transferred as if the rule had succeeded.

Retrieval of stored character strings from the asso-

ciative memory.occurs on the left side of a rule body. It
is carried out by two separate requests, FIND and ACCESS.
The FIND request attempts to find suitable stored n-tuples
to serve as answers for the n-tuple sought. If all the
components of that sought n-tuple are known, then the only
information that can be given the user is whether or not
the n-tuple is stored. However, if some components of the

n-tuple are not known, then they can be obtained by the

ACCESS request. Before proceeding consider the following
example,

Assume the following triples have previously been

stored:

(LETTERS IN,3,BOY)

(NUMERIC FOR,2,TWO)
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(NUMERIC FOR,10,TEN)
(NUMERIC FOR,13,THIRTEEN)

(LETTERS IN,5,TRAIN)

Now if a FIND request is issued for the triple (NUMERIC FOR,
10,TEN) the only result will be successful request. Con-
versely (NUMERIC FOR,5,FIVE) will result in an unsuccessful
request. However, (NUMERIC FOR, ,TWO) will cause a search
of the associative memory for a triple having as its first
element the character string 'NUMERIC FOR' and as its last
element the character string 'TWO'. To obtain the second
component of this n-tuple an ACCESS request is issued. Thus
the character string '2' will be picked up.

Now, looking at the actual STRAN commands (BNF on
page A-1l), the FIND request is written as:
+Fn/pseudo register numbers, literals and dollar signs/
As with decomposition and composition operators plus signs
are used as separators for the above components. Using the
previous example, assume that pseudo register 2 contains
the character string THIRTEEN. Thus, the FIND request will
be

+F4/'NUMERICDFOR‘+$+2/

The above will retrieve all ordered triples whose first
element is the string NUMERICDFOR , second element is an

arbitrary string and third element is the string contained
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in pseudo register 2. The number immediately following the
+F is used by the ACCESS operation to identify which FIND
request will receive the result. This identification is
necessary due to the possibility of several ACCESS and FIND
operations occurring in one program. Each ACCESS operation
must know which FIND requested it.

The ACCESS request is written as

+An/pseudo register numbers/
(Separators of pseudo register numbers are again plus signs).

The nﬁmber of pseudo registers needed depends en-
tirely on how many dollar signs occur in the associated
FIND request. Continuing with the present example the ACCESS
request is:

+A4/4/
since only one dollar sign appears in the FIND operation.
The end result of the example is that the character string
'13"' will be placed in pseudo register 4.

The ACCESS request is thus used to collect results
of FIND requests which have included dollar signs. If no
dollar signs are included then the success or failure of
that FIND request is the only useful information obtained
and any ACCESS request associated with the FIND will not
return any valid information. Failure of a FIND request
causes control to be passed in the exact same manner as a
decomposition failure (to the rule whose name has been given

for the failure case). Further examples of STRAN associative
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memory requests can be found in program (4) listed in

Appendix C.

Summary of STRAN rule syntax

The following is a summary of the syntax of rule

bodies (to be used for quick reference). Curly brackets
indicate a choice of one or more from a list and square

brackets indicate an optional element.

(1) 1left and right sides of a rule body are separated by an

equals sign.
(2) left side: one or more syntactic units from the fol-
lowing-
(a) [*] storage name/decomposition operator string/
(b) +Fn/string of $'s, literals and pseudo register
numbers/
(c) +An/string of pseudo register numbers/
(3) right side: one or more syntactic units from the fol-
lowing-
(a) [{f}] storage name/composition operator string/
(b) +S/string of literals and pseudo register numbers/
(4) All strings of operators between slanted bars are

seperated by plus signs.

1.3.1.5. STRAN Errors

The STRAN user must take care that he never causes
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the interpreter to process a string of characters that is
not a well formed rule. This mistake can easily be made due
to the fact that STRAN rules and STRAN data are stored in
the same mechanism. If an error such as this does occur the
message "Error has occurred in interpretation of" followed
by the rule name is printed. The interpreter then automat-
ically pops up another rule name from the push down stack
and begins executing it. If the stack has no more rule
names in it the interpreter switches to the rule reading
mode and proceeds to read the next input card.

The problem here is that in most cases all rules
will have previously been read in, so the result is either
data cards are read in as rules (which leads to another
interpretation error unless the data is itself a well form-
ed rule) or there are no input cards left, thus causing the
termination of execution entirely.

If a user tries to perform a decomposition operation
on a variable which has nothing stored in it then the error
message “Variable named (variable name) is not yet stored" ap-
pears and the same procedure described above is followed by
the interpreter. This type of error commonly occurs due to a
misspelling of. previously used variable names.

The error message "Error in evaluation of algebraic
expression" occurs when a string of characters sent by the

interpreter to the evaluator has caused the evaluator to
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go into error. Another evaluator error is caused by using

more than

5 subscripted variable names in one algebraic

expression. Tne error message given is "Error, algebraic

expression contains more than 5 subscripted variable names”.

A

variable in an arithmetic expression not yet as-

signed a value is assigned a default value of zero and the

message "The variable (variable name) has been assigned a

value of zero" is printed. Any errors due to storing or

retrieving values of either subscripted or unsubscripted

variables
"Error in
evaluator

"Error in

by the evaluator results in the error message
numeric storage or retrieval”™. An overflow of
storage results in "Numeric storage has overflowed".

indices" is caused by incorrect referencing of

array variables. Overflow of the storage of rule names and

variable names (which are both stored in the same area) causes

"Dictionary full, execution terminated". Finally, a STRAN

program trying to read more data cards than actually exist

results in the message "End of file read on input tape (tape

number) ",

This cannot really be classified as an error mes-

sage since the termination of a STRAN program (with no errors)

is brought about by there being no more input cards left on

the input

file. At this point the above message is also

written out and execution is stopped.

A

long with

list of all the above mentioned error messages a-

the resulting action by the interpreter can be found

£



in Appendix D.

1.3.1.6. Conclusions and Examples

STRAN can be described as a simple but powerful
language that is easy to learn and easy to use. Take for
example the fact that rules and data are stored under the
same nmechanism. This allows the user to change the meaning
of a rule during its execution. The example below shows
this feature of STRAN. The reader must keep in mind that
when a STRAN rule is stored internally, the pair of left
parentheses and the rule name they surround are removed from
the rest of the rule and stored else where - i.e. when say
(Sl (=*0UT/1/)S2) is stored, only the characters =*0UT/1/)S2)
are stored together. Consider the rule

(EXAMPLE (=RULELl/'RULE2 ,RULE3) ) ' /RULE])

This stores in the variable RULEl the character string RULE2,
RULE3)) and thus when tﬁis rule passes control to RULE1

(i.e. in the go-to section) what the interpreter sees stored
under rule name RULEl is a type 2 body rule telling it to
place the rule name RULE2, RULE3 on the push down stack.

Thus the rule EXAMPLE actually creates another STRAN rule
called RULE]l and transfers control to it.

Now to extend the above example and make it more

general examine the following section of a STRAN program:
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PROGRAM
(XYZ ( )FOUND,FAIL)

(RULE4 ( ) FOUND,FAIL)

(READ (*INPUT/S$+" ('+$+") "+$/=0UT/3/)S1,END)

(si1(ouT/$/=0UT/1+"')) ' /OUT)

*

DATA FOR PROGRAM

(READ)
(XY2)

(RULE4)

When the rule called READ is executed the character
string READ is placed in the variable OUT and control trans-
ferred to rule S1. Rule S1 adds the two closing parentheses
to the character string READ obtaining the character string
READ)) which is again stored in the variable OUT. Now
control is transferred to the name OUT and this results in
the rule name READ being placed on the push down stack. Thus
the next rule to be executed is READ (since it lies at the

top of the stack) and the whole
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process repeats itself, reading in the character string
(XYZ).

The above examples plus the ones given in Appendix C
should demonstrate some of the more useful characteristics
of STRAN.

One can view STRAN and its interpreter as a segment
of the overall COMS system working to provide simple com-
munication links with the other elements. This is an ex-
tremely important task since although STRAN serves as a
powerful character manipulation language in its own right,
the effectiveness of the whole COMS system is dependent
entirely on communicable results between the user and the

COMS elements.
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1.3.2, The Evaluator

Any implementation of a COMS system must use the
evaluator program to achieve the goal of effective utili-
zation of the program library (1.3.3). Besides serving the
purpose of a communication link to the program library, the
evaluator also provides an interface mechanism for the inter-
preter to the realm of numeric data. More specifically,
this element of COMS evaluates algebraic formulas, allocates
space for numeric variables and arrays, stores values in and
retrieves values from these variables and arrays, generates
argument lists for the COMS Fortran library programs and
causes the execution time loading of these same programs
upon request from the COMS user.

Commands to direct evaluator action are received
from the interpreter as character strings. Results from
the evaluator are sent back to the interpreter also as char-
acter strings.

To the knowledgeable computer user desiring a mod-
ification of a particular COMS system, the evaluator is
more resistant to change than any of the other COMS elements.
The reason for this is found in the actual program set-up
of the evaluator which deals with the practical and concrete
difficulties of the Scope operating system. Also, because
the evaluator deals specifically with library programs and

sets of data, it is more dedicated to a specific problem
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area \gay geophysics or astronomy) than either the inter-

preter or the associative memory (1.3.4).

1.3.2.1. Algebraic Formula Evaluation

As in Fortran, algebraic expressions are accepted
by the evaluator in infix notation. There are basically
two ways to cause evaluation of expressions. The first is
by sending the evaluator a character string consisting of
a STRAN variable name followed by an equals sign followed
by the expression. In this case the character string re-
turned to the interpreter includes the name of the target
variahle, the equals sign and the resulting value of the

expression. For example if the string
RESULT=Y+5% (2+Z%*2)
is sent to the evaluator, then the string
RESULT=33

will be returned (assuming Y and Z have previously been
assigned the values 3 and 2 respectively). The second way
to cause evaluation is by sending only the expression itself.

For example sending the string
Y+5*% (242%*2)

will return the string 33.
Most of the built-in functions and operators avail-

able in Fortran are also available to the evaluator. These
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include:
+, -, *, /, **, unary +, unary -, AMOD, MOD, FLOAT, FIX,
ABS, IABS, SIN, COS, TAN, ATAN, EXP, ALOG, ALOGl(0, SOQRT.

The mode (fixed or floating) of a particular STRAN
variable is defined by the mode of the number assigned to
it. For example Y=5 makes Y integer while Z=5.2 makes Z
real. An expression containing mixed modes has all its
fixed point numbers floated. Also if a fixed point number
appears as the argument of a built-in function requiring a
floating point argument, that number is floated and vice-
versa.

The evaluator operates in two passes as shown in
Figure 1.5. The first pass collects contiguous characters
into symbols and interprets these symbols as variable names,
numeric constants, array names, operators or built-in func-
tion names. Also, the values of simple variables are re-
trieved from STRAN storage and a precedence is assigned to
each operand and built-in function. The second pass trans-
lates the original infix notation fed to the evaluator into
prefix Polish notation. This is accomplished under the
control of operator precedence and parentheses. Also during
the second pass, evaluation of operators, execution of the

built-in functions and retrieval of array values takes place.
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1.3.2.2., Infix to Prefix Polish

The translation scheme used for the conversion of
infix to prefix Polish notation is based on a publication
of the Burroughs Corporation called a "Compilogram" which
was specifically adapted for this use by D. McCracken [2].
A flowchart of the assignment of operator precedence and
the translation process is shown in Figure 1.6. Although
the evaluator has many more intricacies than are shown, the
basic method of conversion is the same. Also, for sim-
plicity, variable names have been aésumed only one character
in length and no error situations are examined.

The input expression is gtored in the array SOURCE
and the associated precedence of each operator, operand or
built-in function is stored in SHIER (standing for Source
HIERarchy). Allocation of precedence (in the order lowest

to highest) is as follows:

OPERAND 0
( 1
) 2
+,- 3
*’/ 4
*% MOD 5
UNARY +, -

BUILT IN FUNCTION} 6

Operands are transferred to the array POLISH as soon
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The built-~in functions available to the evaluator
are not in actual fact all given the same precedence
as shown above. A separate section of coding han-
les their individual classifications, however for

simplicity this will not be shown.

The exponentiation operator and the MOD function are

both trecated as binary infix operators.

Also for gimplicity, operands are taken as single

letter unsubscripted variables.

Blanks are ignored in the input expression.
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as they are encountered. This array holds the resulting
expression in prefix Polish form. Operators (except right
parentheses) are held temporarily in the array OPSTCK
(OPerator STack) and their associated precedence is stored
in the array OHIER (Operator HIERarchy). When an operand
is picked up from the input expression, it is transferred
to the array POLISH immediately and a check is made to see
if the last entry made in the operator array OPSTCK has the
same or a higher precedence than the next operator in the
input string. If so, the last entry operator is placed in
POLISH. If not, the next character of the input string is
examined and the process repeated.

If an operand is not encountered as the next ele-
ment of the input string, a check for a right parenthesis
is made. If one is found, it 1is ignored and its matching
left parenthesis which will always be the last entry in the
operator array, is also ignored.

If a right parenthesis does not turn up, an opera-
tor must have been encountered and thus it is transferred
to the operator array with its precedence placed in the
array OHIER. The next element of the string is then exam-
ined.

The whole process continues until the total number
of characters in the input string (established previously

when precedence was originally being assigned) has been
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examined.

A few examples are shown below:

INFIX INPUT PREFIX OUTPUT
~ (a**B) /C AB**C/-
A* (B-C)+D ABC-*D+
A+B/ (- (D**E*F) /G) ABDE**F*G/-/+

For a much more detailed and complete description
of both the first and second passes of the evaluator, the

reader is referred to the COMS reference manual (Appendix E).

1.3.2.3. Variables and Arrays

The evaluator dynamically allocates storage for
variables and arrays. For the former this is done by the
assignment of a value to the variable (an example is SPEED=
50.2). For the latter, a statement of the following form

must be passed to the evaluator.

INTEGER<NAME> (<DIM1>,<DIM2>,....)

REAL<NAME> (<DIM1>,<DIM2>,....)

As in Fortran, arrays are classified as integer or real
depending on the mode of the data they are referencing.
<NAME> refers to the name of the array being declared (as
with STRAN variable names, array names may be up to 10

characters in length). Following the array name as many
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dimensions as desired are listed. These are separated by
commas and enclosed completely by parentheses. A particular
dimension may be stated as a constant, a variable or an
expression. For example, the five dimensional real array

TIMINGS may be declared as

REAL TIMINGS(K,6,2.5*%SQRT(Z),7,{(P+3)/2.8)

Retrieval of a value stored in a variable or array is
caused by the appearance of the variable name or the array
name with subscripts in an expression.

Although the evaluator serves well as an arithmetic
processor for the COMS system, its more important task is
communication with the program library (1.3.3). Examples
of the use of the evaluator in different types of calcu-

lations are shown in program (1) of Appendix C.

1.3.2.4. Communication with the Program Library

The loading and execution of Fortran subprograms
(subroutines and functions) from the COMS library is
carried out by a special assembly language routine in the
evaluator program called LOADIT. The original PL1 version
of COMS made use of the IBM linkage editor program to per-
form the same jobs as LOADIT, but of course this routine
is not available in CDC computer software systems (and

neither is any reasonable facimile). It was therefore
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necessary to develop such a program specifically for the
current Fortran version of COMS. Details of the set-up
and operation of LOADIT can be found in Appendix F.

A library subprogram is loaded and executed when
either of the following character strings are sent by the

interpreter to the evaluator:

CALL <PROGNAME> fal

CALL <PROGNAME> (<ARG1l>,<ARG2>,....) [bl

In [a] and [b] <PROGNAME> refers to the name given the sub-
program when it was originally placed in the COMS library
(placing subprograms in the COMS library is discussed in
section 1.3.3). Only a subroutine subprogram may be called
with either no arguments (as in [a]) or with an argument
list (as in [b]). Function subprograms must be called with
an argument list. This list is enclosed by parentheses and
each argument (up to thirty allowed) is separated from the
next by a comma.

The only method of communication between a library
subprogram being executed and the rest of the COMS system
(i.e. through the interpreter) is via the argument list

introduced above!. A primary restriction on all subprograms

'The original version of COMS has a second method of com-

munication involving the passing of NAMELIST data input di-
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placed in the library is that the passing of arguments by any
method which depends on some previous linkage technique be-
tween the calling program and library routine is not allowed.
This in fact means that arguments can in no way be passed
through a common block shared with COMS. The reason for this
major restriction involves the independence of both the 1li-
brary and COMS programs. To change the actual Fortran coding
of COMS every time a new subprogram is to be placed in the
library would lessen the efficiency of a system that was
wholly designed to provide its own communication management,
Also, the library subprogram has to maintain its independence
if it is to be classified as a true "utility" routine.

The type of arguments allowed in a call to a library
routine include nearly all those available in standard For-
tran programming. This includes expressions to be evaluated,
array names, specific array elements and simple numeric var-

jables and constants.

rectly from the evaluator to NAMELIST read instructions lo-
cated in the current library program being executed. Details
of this NAMELIST interface mechanism (which is not currently
available to the present version of COMS) can be found in the

COMS thesis by GAMMILL [3].
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Correspondence between actual and formal parameters!
is carried out by reference. This means that at runtime,
prior to the subroutine call, the actual parameters are
processed. If they are not variables (simple and array
variables) or constants, they are evaluated and stored in
temporary locations assigned by the calling routine. The
addresses of the variables, constants and temporary locations
are then calculated and passed to the called subprogram.

The subprogram uses these addresses to perform the desired
calculations on the values referenced by them - thus COMS
library programs have the ability to change the formal
parameter values sent them by the evaluator. By use of the
dollar sign character § placed immediately in front of a
simple or array variable name, it is possible to send the
address of such a formal parameter to the called procedure
as the actual value of the variable. For example if the
simple variable A is located at machine address 000122 and

has as its contents the real number 5.2, when a call such as

lPormal parameters are identifiers in a subroutine which
are replaced by other identifiers or expressions when the
subroutine is called. For example in the Fortran statement
SUBROUTINE A(X,Y), X and Y are formal parameters. Actual
parameters are those listed in the subroutine call. For
example, in the Fortran statement CALL A(B,C*D), B and C*D

are the actual parameters.



CALL XYZ ($A) is made, the address of a temporary location
is sent to the subprogram having as its value the integer
000122. The reason this particular feature is available
in the current version of COMS (which has no real use for
it) is simply because it was left over from the previous
IBM 360 Fortran version of COMS which used it to override
the simple variable call-by-value correspondence inherent
in this compiler. Examples of various possible actual
parameters used in a calling statement are shown in Figure
1.7. The following section will discuss the placing of

subroutines and functions in the program library and the

55

organization of these for maximum programming effectiveness.
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FIGURE 1.7

EXAMPLES OF POSSIBLE ACTUAL PARAMETERS, USED IN CALLING

LIBRARY PROGRAMS

Note: assume the declaration REAL SSQ(50,50) and the wvalues

of I, J and Q have previously been passed to the evaluator.

(1)

(2)

(3)

(4)

(5)

simple variable 1

The address of a temporary location containing

the present value of I is passed.

array element SSQ(12,14)

The address of a temporary location containing

the present value of S$SQ(12,14) is passed.

array name SSQ

The address of a temporary location containing

the present value of the first element of SSQ
is passed.
array element SSQ(1,Jd)

The present value of I and J are used to
calculate the address of a temporary location

containing the present value of SSQ(I,J) which
is then passed,
expression SIN(I)+J+Q

The present value of I, J and Q are used to
evaluate the expression which is then stored in

a temporary location. The address of this



(6)

(7)
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location is then passed.

constant 7.9E-5

The address of a temporary location containing

this value is passed.

dollar sign operation $I
$58Q(12,14)
$8SQ(1,J)
$58Q
$SIN(I)*J+Q
$7.9E-5

The address of a temporary location containing

the machine address of each of these parameters

is passed.
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1.3.3. Fortran Library of Programs

1.3.3.1. Placing Programs in the Library

As outlined in the preceding section, the evaluator,

upon recognizing a user call to the program library, requests
an assembly language program called LOADIT to perform this
operation. The information that is automatically passed to
LOADIT includes the called subprogram name, the number of
arguments in the call, the location and value of these argu-
ments and also whether the location of each argument con-
tains its actual value or its address (this refers to the
dollar sign operator as discussed in section 1.3.2).

In the present version of COMS, the library is
stored on a file on disc. The name given this file is
COMSLIB and it is here that LOADIT expects to find library
programs. Each time the COMS program is run this file must
be attached to the job (the full set of control cards needed
to run a COMS job is shown in Appendix G).

Thus before COMS is used at all, the library routines
needed (either now and/or for future COMS programs) must be
placed on COMSLIB. The creation of COMSLIB using the CATA-
LOG control card under Scope 3.4 is shown in Figure 1l.8. Also
shown are the control card set-ups for both placing addition-
al programs on the file and purging the entire file when it
is not in use (a basic knowledge of Scope control cards is

assumed) .



FIGURE 1.8

CONTROL, CARD SET-UP FOR

(1) CREATION OF COMSLIB FILE

(2) ADDITIONS TO COMSLIB FILE

(3) DELETION OF COMSLIB FILE

(1) CREATION OF COMSLIB FILE

JOB CARD

REQUEST,LGO, *PF.

RUN{S)

CATALOG (LGO,COMSLIB, ID=COMSPROG,RP=30,XR=A)
END OF RECORD

[:%UBPROGRAM TO BE PLACED IN LIBRARY

END OF FILE

(2) ADDITIONS TO COMSLIB FILE

This is cdone in two stages to allow testing of the
new file for any errors that might have occurred during the
cataloging process. The user is also cautioned to closely
check the program itself since any errors in the coding of a
program already added to the file means the entire file will
have to be purged and recreated to dispose of this program
(there is no easy method by which the program in error can

be deleted from the rest of the file).
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Stage 1:

JOB CARD
REQUEST,LGO, *PF.
ATTACH (X ,COMSLIB, ID=COMSPROG,RP=30,PW=A)

RUN (S)

COPYBF (X, LGO)

CATALOG (LGO, COMSLIB, ID=COMSPROG, RP=30,XR=3)
END OF RECORD

[_fUBPROGRAM TO BE ADDED TO LIBRARY

END OF FILE

After testing the newly created file and finding no errors,

the old cycle may be purged.

Stage 2:

JOB CARD

ATTACH (X,COMSLIB, ID=COMSPROG,RP=30,PW=A)
PURGE (X,COMSLIB, ID=COMSPROG,LC=1,PW=A)
END O FILE

(3) DELETION OF COMSLIB FILE

JOB CARD

ATTACH (X,COMSLIB, ID=COMSPROG,PW=A)
PURGE (X, COMSLIB, ID=COMSPROG)

END OF FILE



1.3.3.2. ELfficient Program Organization

A systems programmer in setting up a COMS implemen-
tation may wish to place utility routines in the library
which would be useful not only to a particular problem area
but to all problem areas in general (i.e. the library would
always have these routines placed in it no matter what COMS
application was involved). Examples of these include
input-output routines involving printing, punching, plot-
ting and CRT displays, routines to generate, edit or cor-
rect large data decks, or routines to control the external
storage of information (i.e. on tape, disc, cards, drum,
etc).

To make these routines flexible and easily used by
both experienced and inexperienced programmers, certain
methods by which FORTRAN subprograms can collect directive
information from outside themselves are discussed in this
section. Use of these methods is not directly related to
COMS, but applicaticn programs employing them will help to
make COMS a more versatile system.

Actually, the methods involved may .not only be used
in general routines as sﬁch, but rather in any program
where the collection of information may vary from minimal
(that information absolutely essential for correct execution)
to maximal (settings for all optional parameters). Thus,

the beginning user will find much less mandatory information
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required and the advanced user will find the ability to

exert much more control over the program.

SET-RESET METHOD

The SET-RESET method of program organization
(discussed by Gammill [3]) involves the use of NAMELIST
input to direct a program which is to be executed several
successive times using various settings of control para-
meters for each execution. NAMELIST input-output is in-
cluded in some FORTRAN compilers (the FORTRAN-RUN compiler
on the CDC 6400 allows it) but is not a part of ANSI (Ameri-
can National Standards Institute) FORTRAN. It involves the
use of an internal symbol dictionary to allow the unformat-
ted input and output of specified variables and arrays.

In the SET-RESET method, NAMELIST 1/0 is specifi-
cally applied to the modification of default values of a
large set of independent variables and control parameters
since only a subset (including none) of NAMELIST variables
need be read in at any particular time. To the inexperienced
programmer this provides a mechanism for obtaining default
results of a program with no input operations necessary,
while the same program in the hands of an experienced user
can provide access to all internal control parameters needed.

The SET-RESET method involves the inclusion of a

logical control parameter among the other program variables
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to make it possible to reset any, all or none of the
initial settings of these variables at the beginning of
each execution of the program. A Fortran program using the
SET-RESET method is shown in Figure 1.9. The data cards
used will cause the program to be successively executed
three times before stopping. The values of the NAMELIST

input variables for each pass are as follows:

PASS I J RESET
1 5 5782 -FALSE*
2 2400 5782 “TRUE «
3 1 1 *FALSE-

The point of the above mentioned example is that if
the program variables are not reset, their initial wvalues
used for any execution are those left from the previous
execution., This allows the user working on a particuar
problem to make small changes in a few independent variables
which results in a slow step by step progression through the
problem. After all, a typical researcher doesn't make mas-
sive changes in input data to get to a solution, but rather
changes a few things "here" and a few things "there" to see
if the result holds more promise.

Using the SET-RESET method encourages programmers to
write programs which are extremely data directed. Applica-
tions of the method hold for any program which has many

modes of operation or some uncertainty as to the best set-
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FIGURE 1.9

THE SET-RESET METHOD OF PROGRAM ORGANIZATION

PROGRAM SET-RESET

DECLARATIONS
NAMELIST/INPUT/RESET,I,J/OUTPUT/K

LOGICAL RESET

INITIALIZE NAMELIST VARIABLES TO DEFAULT VALUES
I=1

J=1

RESET=+FALSE-

RESET DETERMINES IF A NAMELIST READ IS TO BE DONE
IF (RESET) GO TO 1

READ NEXT NAMELIST INPUT STRING

READ (5, INPUT)

TEST FOR END QF FILE CONDITION

IF (EOF,5) 3,4

WRITE OUT NAMELIST INPUT STRING
WRITE (6 ,INPUT)

ANY CODE USING VALUES OF I&J IS INSERTED HERE
A POSSIBLE EXAMPLE IS THE FOLLOWING

K=I*J

WRITE (6 ,0UTPUT)

END OF INSERTED CODE

EXECUTE THE PROGRAM AGAIN

GO TO 2

STOP THE PROGRAM
STOP

END

DATA CARDS USED:

$INPUT I=5, J=5782 §
$INPUT I=2400, RESET=+T-* $
S$INPUT §



ting of various independent parameters. The ugser is al-
lowed a "good guess" default value for different parameters
until the "true" value can be obtained through calculation.
A convenient implementation of the method is as

a separate subroutine that could be placed in the COMS 1li-
brary and linked to any program needing this type of organ-
ization. The following section describe; two more methods
of program organization which also adapt library programs

for more versatile and flexible use under COMS control.

METHOD OF VARIABLE LENGTH ARGUMENT LISTS

The purpose of this method of program organization
is to relieve the application program user of having to
remember all the arguments a particular subprogram requires.
For example, if a library subprogram requires the passage
of sixteen arguments for its operation but some of these
need be changed only under certain circumstances, it would
be nice for the inexperienced user (under normal operation
of the subprogram) to leave these alone and have the sub-
program itself take care of them. This possibility exists
in the subprogram shown in Figure 1.10. In this example, it
is only necessary to pass three arguments to the subroutine
for its proper execution. All the rest of the arguments are
optional to the programmer and are automatically initialized

inside the subroutine.
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FIGURE 1.10

VARIABLE LENGTH ARGUMENT LISTS

SUBROUTINE EG(ARRAY,ISIZE,JSIZE,OPARG],OPARG2,

*OPARG3,....)

QOO0 O

@)

=N W

Note:
number
placed.

OPARG REPRESENTS OPTIONAL ARGUMENT
DIMENSION ARRAY (ISIZE,JSIZE)
INITIALIZE DEFAULT VALUES OF OPTIONAL
ARGUMENTS BY EITHER ASSIGNMENT OR
DATA STATEMENT

DATA ARG2,ARG3/0.0,5.0/

ARG1=10.0

ANY MORE INITIALIZATIONS TAKE PLACE HERE

FIND OUT HOW MANY ARGUMENTS THIS SUBROUTINE WAS CALLED
WITH

CALL NUMP (NARG)

IN THIS PARTICULAR SUBROUTINE THREE ARGUMENTS ARE
MANDATORY

IF (NARG.GT.2) GO TO 500

WRITE (6,100)

FORMAT ('TOO FEW ARGUMENTS IN CALL TO EG')

RETURN

NARG=NARG-2

RESET VALUES OF SPECIFIED ARGUMENTS

co 70 (1,2,3,....) NARG

ONE WAY OF RESETTING IS AS FOLLOWS

IF (OPARG3.EQ.0) GO TO 3
ARG3=0PARG3

ARG2=0PARG2

ARG1=0PARG1

CONTINUE

BODY OF SUBROUTINE HERE

END

NUMP is an assembly language routine which counts the
of arguments in the call to the routine in which it is
This count is then stored in NARG.
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Two methods of initialization are shown. One is
by the DATA statement (for ARG2 and ARG3) and the other by
an assignment statement (for ARGl). In the former case
an argument if changed by a specification in the argument
list will keep this value for all subsequent calls to the
program during execution. In the latter case, the argu-
ment is reassigned its initial value for every call and is
only changed if the proper optional argument is provided.

Thus for subroutine EG, the inexperienced user can
get away with a three argument call, while the experienced
user can specify as many of the optional arguments as de-
sired.

An extension of the variable length argument list
method described above uses NAMELIST input to read in
values of particular optional arguments. This permits the

user to

(1) not have to specify the previous values of
say fifteen arguments in order to change the
sixteenth argument to a new value

(2) not have to specify argument values in any
particular order since NAMELIST input accepts

these in any order.

A program displaying this use of NAMELIST input is shown in
Figure 1.11. It is basically the same as that in Figure 1.10

except that when the first optional argument OPARGl is



100

500

N WO

FIGURE 1.11

NAMELIST ARGUMENT TRANSMISSION

SUBROUTINE EG2 (ARRAY,ISIZE,JSIZE,OPARGLl,OPARG2Z,

*QPARG3,....)

OPARG REPRESENTS OPTIONAL ARGUMENT
DECLARATIONS

DIMENSION ARRAY (ISIZE,JSIZE)
LOGICAL OPARG3,ARG3

NAMELIST /INPUT/NTAPE,ARG4 , ARG5S ,ARG6
INITIALIZE DEFAULT VALUES

DATA ARG2,ARG3,ARG4,ARG5,ARG6,/0.0,
*5.0,+*FALSE.,7.69,10.1/

DATA NTAPE/6/

ARG1=10.0

ANY MORE INITIALIZATIONS TAKE PLACE HERE

-

FIND OUT HOW MANY ARGUMENTS THIS
SUBROUTINE WAS CALLED WITH

CALL NUMP (NARG)

THREE ARGUMENTS ARE MANDATORY FOR THIS ROUTINE
IF (NARG.GT.2) GO TO 500

WRITE OUT ERROR MESSAGE

WRITE(6,100)

FORMAT ('TOO FEW ARGUMENTS IN CALL TO EG')
RETURN

NARG=NARG--2

RESET VALUES OF SPECIFIED ARGUMENTS

GO T0 (1,2,3,....) NARG

ONE WAY OF RESETTING IS AS FOLLOWS

IF (OPARG3) 5,3
ARG3=0PARG3
ARG2=0PARG2
ARG1=0PARG1

continued......

68



IF REQUIRED PERFORM A NAMELIST READ
IF (OPARG1l.GE.0.0) GO TO 6
READ (5, INPUT)

CONTINUE

BODY OF PROGRAM

END

69
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negative a NAMELIST read is performed to obtain new values
of specified coptional arguments. Here, again all arguments
are initialized to default values for the inexperienced
users' sake.

Using this method of argument transmission does have
disadvantages over the previous variable length argument list
method. These are found in the inefficiency caused by the
slower processes of manipulation of character strings and
dictionary look-up of variable names involved in NAMELIST
reads. However the method really shows its usefulness when

long arguments lists are at stake.

The methods mentioned above were discussed in the
hope that further interpretations of the material will
promote more useful application programs for both inexperi-

enced and experienced users.
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1.3.4. The Associative Memory

The associative memory is the final element of COMS
to be discussed. It was already introduced in section
1.3.1.4 where the STRAN statements for the storage and
retrieval of ordered n-tuples of symbols (strings of chara-
cters) were described.

The main purpose of the associative memory is to
permit the COMS programmer (i.e. the systems programmer) to
store and retrieve factual information about COMS and the
program library. This information can then be used in the
translation of command languages, developed for the in-
experienced computer user, into formal internal commands
which control the operations of COMS. In other words, it
is the associative memory that serves as the communicator
between the vast computational facilities of a computer and
the inexperienced computer user. In very simple COMS im-
plementations, a satisfactory system can be set up without
the use of the associative memory. Here the user is as-
sumed to already have the basic information needed and
hence no outside help {the associative memory) is needed.

A software system such as COMS that is developed entirely
without an equivalent type of associative memory mechanism
will find itself restricted to a particular class of users -
those that want to take the time and effort learning the

intricate programming details involved in running the system.
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1.3.4.1. Use of the Set Theoretic Language (STL)

Originally the associative memory was developed for
the specific application of storing and retrieving sentences
in finite set theory. It turned out that although this was
only one of a myriad of potential uses for the associative
memory, it proved extremely fruitful in the development and
interpretation of command languages for inexperienced users.
The reason for this was due to the inherent logic in finite
set theory which could easily be used to produce simple de-
ductive processes. These processes provided COMS with an
"intelligence" to translate a simple command language state-
ment given by the inexperienced user into useful programming
actions. Thus the rigorous formalities c¢f current program-
ming languages could be left up to COMS while the user could
concentrate more specifically on the particular problem be-
ing solved.

To adapt sentences of finite set theory for the
ordered n-tuple form used by the associative memory, the
Set Theoretic Language (STL) was developed by Gammill [3].
This language is simply an encoding of sentences of finite
set theory in a particular form easily adaptable to the
associative memory mechanism. This is shown in Figure 1.12(a).
Finite set theory defines properties and relations between
sets. This is also true of STL but to become meaningful the

individual letters representing sets are expanded to more
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FIGURE 1l,.,12(a)

SET THEORETIC LANGUAGE

Set Theoretic Language Language of Finite Set Theory
(alb) b€a
(d,e,f) <e,f>€d
(g,h,],k) <h,j.k>€g
(C,3i./k) jiCk

€ is a member relation

C is a subset

FIGURE 1.12(b)

Expanded Set Theoretic Language N-Tuples

(MAN ,NORMAN)
(FATHER OF ,NORMAN,ERIC)
(CHAIN OF&AND ,GRANDFATHER OF ,FATHER OF,PARENT OF)

(SUBSET OF ,FATHER OF ,PARENT OF)
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expressive English words with syvmbols such as & being re-
placed by "SUBSET OF". The result as one possibility is the
four STL n-tuples dealing with human relationships as shown
in Figure 1.12(Db).

In general, there are three types of symbols permit-
ted in STL. One 1s to represent the domain of the problem
space being considered. In Figure 1.12({b), this domain is shown
to be that of people such as NORMAN or ERIC. The second is
either a property of the domain such as MAN or a relation of
the domain such as FATHER OF or GRANDFATHER OF. The third
expresses a property or relation on the properties or rela-
tions already existing. These latter symbols are termed
"primitives" and are used to define relationships occurring
throughout the total associative structure. Examples of
these are SUBSET OF or INVERSE OF,

The ability to state properties and relations of
the properties and relations defined for a problem space
makes STL a very powerful fact retrieval language. This
ability implies that symbols appearing in the first position
of an STL sentence (n-tuples) may also appear elsewhere. An
example of this is (CHAIN OF&AND, SUBSET OF, SUBSET OF) which
using the primitive CHAIN OF&AND states that the relation
SUBSET OF is a CHAIN OF the relation SUBSET OF and the
relation SUBSET QF. Another example, using the primitive

INVERSE OF, is (INVERSE OF, INVERSE OF, INVERSE OF) which
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states that the relation INVERSE O is the INVERSE OF the
relation INVERSE OF.

Any symbol appearing in the first position of an
STL sentence is either a property or relation. In 2-tuples
such as (BOY,ERIC) it is always a property, otherwise it is
a relation as in the 3-tuples (PARENT OF, MARVIN, NORMAN).

It is not difficult to see that a complicated set
of relationships for a problem space can be gquickly built
up using the simple sentences of STL. The process of model
building using STL becomes one of identifying the relevant
domain (for example humans) and the relations and properties
involved in this domain. Once a set of primitive relations
and properties have been worked out, deductions concerning
relationships between elements of the domain can be drawn

from the model and thence information can be retrieved

which was not actually entered beforehand.

There is a large variety of primitive relationships
available for the STL model builder. The set of these is
bf no means complete but the ones shown in Figure 1.13 have
proven useful in previous work on model building. Once a
model is constructed for a particular problem space, the
properties and relations of that model can be stored in the
associative memory. STRAN procedural definitions (i.e. rule
sets) can then be written for each of the primitives desired.

Using these definitions COMS can in turn produce deductions
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FIGURE 1.13

A SET CF USEFUL PRIMITIVES

(1) (CHAIN OF&AND,A,B,C)

(2) (SUBSET OF,A,B)

(3) (DISJOINT FROM,A,B)

(4) (LEFT INTERSECTION OF&AND,A,B,C)
(5) (RIGHT INTERSECTION OF&AND,A,B,C)
(6) (INVERSE OF,A,B)

(7) (INTERSECTION QF&AND,A,B,C)

(8) (UNION OF&AND;A,B,C,)

(9) (LEFT HALF OF,A,B)

(10) (RIGHT HALF OF,A,B)

EXAMPLES OF THE ABCOVE PRIMITIVES USING HUMAN RELATIONSHIPS

(1) (CHAIN OF&AND,GRANDPARENT OF,PARENT OF,PARLENT OF)
(CHAIN OF&AND,UNCLE OF,BROTHER OF,PARENT OF)
(2) (SUBSET OF ,FATHER,MAN)
(SUBSET OF,HUSBAND,MAN)
(3) (DISJOINT FROM,CHILD,ADULT)
(DISJOINT FROM,UNMARRIED,MARRIED)
(4) (LEFT INTERSECTION OF&AND,WIFE OF,MARRIED TO,WOMAN)
(LEFT INTERSECITON OF&AND,FATHER OF,PARENT OF,MAN)
(5) (RIGHT INTERSECTION OF&AND,WIFE OF ,WOMAN,MARRIED TO)

continued .....
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(7)

(8)

(9)

(10)
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(RIGHT INTERSECTICN OF&AND,FATHER OF,PARENT OF,MAN)
(INVERSE OF,PARENT OF,OFFSPRING OF)

(INVERSE OF,HUSBAND OF ,WIFE OF)

(INTERSECTION OF&AND,GIRL,CHILD,FEMALE PERSON)
(INTERSECTION OF&AND,BACHELOR,UNMARRIED,MAN)

(UNION OF&AND,PARENT ,FATHER,MOTHER)

(UNION OF&AND,SIBLING,BROTHER,SISTER)

(LEFT HALF OF,WIFE,WIFE OF)

{LEFT HALF OF,CHILD,CHILD OF)

(RIGHT HALF OF ,OFFSPRING,MOTHER OF)

{RIGHT HALF OF,OFFSPRING,FATHER OF)

Note: the correct way to translate an STL sentence into

English is as follows:

(SUBSET OF ,HUSEAND ,MAN)

the translation is: HUSBAND is the SUBSET OF MAN.

For a 4~-tuple such as (CHAIN OF&AND,GRANDPARENT OF,

PARENT OF,PARENT OF) the translation is: GRANDPARENT OF is

the CHAIN OF PARENT OF and PARENT OF.
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from the model required by the inexperienced user.

1.3.4.2. An Exanple Deduction

If the relations (INVERSE OF, ABOVE, BELOW) and
(ABCVE, LAMP, TABLE) are stored in the associative memory,
deductions made by STRAN rules for the primitive relation
INVERSE OF will entail searching for all the ordered triples
that have as their first element INVERSE OF. Upon finding
the sentence (INVERSE OF, ABOVE, BELOW), the STRAN rules
will search for all the ordered triples beginning with
ABOVE. When the triple (ABOVE, LAMP, TABLE) is found the
automatic deduction (BELOW, TABLE, LAMP) is made and stored
in the memory. Thus information is deduced and stored that
was not previously available.

Appendix C contains three STRAN programs dealing
with human relationships which use the associative memory.
Program (3) shows two STRAN rule sets called ASSERT and
ANSWER that store and retrieve ordered n-tuples respectively.
Program (4) tranclates simple English sentences into STL and
stores relevant information obtained from these in the asso-
ciative memory. Finally program (5) uses the information
previously stored by programs (3) and (4) and makes deduc-
tions leading to new information which in turn is stored

away.



1.3.5. Conclusions

The gcftware package introduced in this chapter
describes a system consisting of a number of elements, each
capable of performing certain tasks with regard to the
programming difficulties inherent in any particular study
area. COMS is a flexible system having as a major attribute
extendability of use through modification of rule sets and
additions to both the library and the facts stored in the
associative memnoxry.

The descriptions and examples given really only
touch on the possible systems one can develop using COMS.
The flexibility involved in being able to use some or all
of COMS elements to provide different programming environ-
ments is really one of its great features. Its true
strength however will be shown as more and more sophisti-
cated users produce more and more sophisticated implementa-
tions through the development of a hierarchy of models,
each able to override the statements of those below,.

It is easily seen that provided with a proper set of
grammar rules used to generate sequences of evaluatable
statements as the result of simple commands and provided
with the proper set of well written application programs,
COMS through its ability to make logical deductions of new
information, could assist in a great variety of computer

programming applications in any field where research in-
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vestigations require the use of a computer. Section 2.3

of chapter 2, as an example of a particular COMS applica-
tion, discusses the development of an operating system
command language using COMS, for use in a parallel program-
ning environment.

At this point mention should be made of the dis-
advantages in using the COMS system. The major disadvan-
tage here is in the massive amount of execution time needed
for the operation of each of COMS program elements. Of
course it would be very hard to develop a system such as
COMS and provide the flexibility it does without using a
great deal of computer time to do this. Overcoming long
execution times would entail the rewriting of some of the
COMS Fortran subroutines in assembly language. One place
where this might be done is in the evaluator program which
is well defined for the particular job it is doing and is
not likely to be changed for different applications of the
COMS system.

A second disadvantage in the use of COMS is the need
for a relatively large machine to provide its memory re-
quirements. There are several ways to alleviate this
problem however, including a garbage collection routine to
clear all unwanted storage locations originally allocated
by COMS and allowing only those rules and n-tuples which

are absolutely necessary for a particular COMS implementation
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to be stored in memory.

On the whole COMS presents a system that lends it-
self to change and emphasizes simplicity and flexibility
over efficiency. The most exciting possibilities for its
future use lie in the extension of its modelling capabili-
ties since the design of the system was specifically

created for this purpose.



CHAPTER 2

COMS AND CONTROL STRUCTURES

2.1. Introduction

Although the major part of this project centers
around the introduction and implementation of the COMS
system at McMaster, a small amount of research was also
carried out by this author into both the possible in-
corporation of particular control structures into COMS and
conversely, the possible use COMS might have in the field
of control structures. More specifically, both the advan-
tages of using coroutines instead of subroutines in the
COMS library, and the development of a command language
for the simulation of a parallel processing environment
are discussed.

The field of control structures in general refers
to the programming environments or operations which specify
the sequencing and interpretation rules for programs and
parts of programs. Included in this field are such controls
as sequential processing, subroutines, parallel processing,
coroutines, recursion, conditional and unconditional opera-
tions, iteration, continuous evaluation, and monitoring.
Using the communication management system to develop models
for some or all of the above controls would allow investiga-

tion of the processes involved and although simulation
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would have to be carried out in current sequential proces-
sing environments, systems could be constructed to allow
the user to formulate new control structures not before
conceived. The goal would be a better understanding of
control structures leading (with particular respect to COMS)
to a more powerful facility for the inexperienced computer
user,

It is beyond the scope of this project to provide
an implementation of the above discussion, but the ideas
are presented for possible future research.

2.2. COMS and Coroutines

One factor on which to base the efficiency of the
communication management system is the way it handles the
external application programs found in the program library.
Since COMS was specifically designed to provide easy user
access to such a set of programs, any method of improving
this accessibility would seem to this author to increase
overall efficiency.

An important aspect involved in accessibility is
found not only in the actual loading and execution of de-
sired routines, but also in the transference of data by
the COMS system to and from these routines. It would seem
in the present version of COMS that due to the loss of

evaluator-program library communication via NAMELIST-in-
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put (executed by the application routines as discussed in
section 1.3.3.2), the system is not as flexible as it
might be. Thus any method of improvement with regard to
the external data communication of the program library will
certainly benefit the COMS user.

More specifically, if an application program in the
library is so structured that its paths of execution are
entirely dependent on the results produced from a previous
call to it, alot of unnecessary information will have to be
passed to this program to have it run correctly (by this
is meant both the variable settings resulting from the
previous call, and the state of processing within the rou-
tine indicating where the current call is to continue
processing). The reader will immediately say that this
concept is certainly not particular to programs in the COMS
library but is present in many subprogram applications in
general use. This of course is very true, but due to the
significantly greater amount of processing time involved
with argument transference in the COMS system (as compared
with the execution time of typical compiled code for
program—-subprcgram communication in other programming
languages), any method used to avoid unnecessary subprogram
communication in COMS will certainly help the system's
efficiency.

A possible solution to the above problem lies in the
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replacement of particular subroutines in the program library
by coroutines. The word "coroutine" was coined by Melvin
E, Conway in 1858 after he had developed the concept and
applied it to the construction of an assembly language.
Independent studies of coroutines were also carried out
concurrently by Joel Erdwinn and J. Merner, but the first
published explanation did not appear until 1963 when Conway
wrote an article for the Communications of the ACM on the
design of a seperable transition-diagram compiler [4]. The
coroutine concept has not been widely discussed since its
initial introduction, but its usefulness in particular
program applicaticns can easily be demonstrated through
examples given later in the discussion. Before further
discussion on the incorporation of coroutines into the COMS
system, a brief introductory description of their major
features will be given.

In contrast to the unsymmetric relationship between
a main program and a subroutine, there is complete symmetry
between coroutines. Every subroutine has a return address
which is saved while the subroutine is being performed, and
which is different each time the subroutine is called. When
the subroutine is not being performed, no return address
needs to be saved. Thus this makes a subroutine subordinate
to its main program. If, however, the main program and the

subroutine work as a team of programs where the main program



86

calls the subroutine when it is needed and the subroutine
calls the main program when it is needed, the result is a
set of coroutines, neither subordinate to the other. When
control passes from one coroutine to another, the coroutine
which is being entered takes up where it last left off, and
the address at which the other coroutine transferred control,
plus one, is saved as the return address to that coroutine.
This type of linkage is termed "bilateral".

Coroutines come under the classification of control
structures (as described by D. A. Fisher [5]), their
principle advantage as such being that each of several
processes can be described as a principle routine with
minimal concern for other processes.

To implement the facilities provided by coroutines
in a high level language such as FORTRAN (that is, to re-
tain the state of processing within a subroutine so that
processing can continue from that point at the next call),
the only mechanism that can be used is a "switch" which
selects the proper point of re-entry svecified by a label
attached to each of the desired entry points.

This is the type of program the COMS library can
really do without. The reader at this point may think
that routines such as this will not appear very often in
regular programming practice. The fact of the matter is

that they do, simply because they are frequently based on
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input and output operations and these nobody will argue
appear very frequently. To illustrate this point, take

a situation where COMS is being used to study the lexical
scan techniques used by different programming language
compilers, Involved in this study is the development of a
simple command language to load and execute sections of
coding from different coméilers and record data (say exe-
cution times) on the efficiency of each scan executed.
Assume that for a particular programming language, part of
the lexical scan process involves reading characters one at
a time from an input card (starting at column 1 of card 1
say) and pairing off any occurrence of two adjacent aster-
isks, replacing these by the single character "t". Also,
any characters encountered between two +'s are output to
the next print line with the symbol %=" used to indicate
the termination of that line. Thus for example take the

input string
DECLARE...**DATA ITIME/S5/**ASSIGN...**y=5,2%%*

The part of the lexical scan described above will first form

the new string
DECLARE, ..+DATA ITIME/5/4ASSIGN...+Y¥=5.2¢%
and then output the following two lines
DATA ITIME/S5/=

¥=5,2=

The program to accomplish this task has been written



88

with both main routine - subroutine and coroutine - co-
routine (i.e. bilateral) linkage techniques. A block dia-
gram displaying the two linkages is shown in Figure 2,1 ({a)
and 2,1{(b). TFigure 2.2 shows the flowcharts of the read
subroutine RDCARD (used to read single characters from a
card) and the scanning subroutine SQUISH (used to replace

** with 4)., The writing subroutine WRITE which is called

by SQUISH for its output operations is shown in Figure 2.3,
Both SQUISH and WRITE have been rewritten as coroutines in
Figures 2.4 and 2.5 respectively. Examination of the sub-
routines SQUISH and WRITE reveals that a switch is necessary
to describe the execution path each time either of these
routines are called. The need for this switch is a direct
result of the entry point of the subroutine always remaining
the same (of course different entry points could be used

but then a switch in the main program would be needed to
select the proper call).

The coroutine approach to the problem accomplishes
the switching of entry points implicitly by use of the
calling sequence. That is, coroutines SQUISH and WRITE are
connected such that SQUISH runs for a while until it en-
counters a write operation which means it needs coroutine
WRITE. Control is transferred to WRITE until this coroutine
finds it needs another character. SQUISH is called and is

entered at the place where it last left off. The point here

is that by careful positioning of calls to other coroutines,



FIGURE 2.1(a)
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FIGURE 2.1 (b)
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FIGURE 2.2

FLOWCHART OF SQUISH, RDCARD SUBROUTINES
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FIGURE 2.3
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FIGURE 2.4
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FIGURE 2.5
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all switching processes are eliminated (this leads to the
important relation coroutines have to multiple pass algo-
rithms as discussed in the next section). An implementa-
tion of the above example is shown in Appendix H. The
programming is done in Fortran except for an assembly
language routine called COR which provides the bilateral
linkage needed for proper coroutine execution.

It is not difficult to find short, simple examples
of coroutines which illustrate the importance of the idea,
but the most useful coroutine applications (for example a
lexical scanner and a syntax analyser acting as coroutines)
are usually quite lengthy.

For the interested reader, a further example is shown
in Figures 2.6 and 2.7. Three coroutines are involved here-
namely GETCHR, IN and OUT. Again, input - output operations
are involved in the translation of a "coded" sequence of
alphabetic characters terminated by a period. The "code"
involves the following: if the next character of the input
string (read from left to right) is a digit, say n, it
indicates (n+l) repetitions of the following character,
whether the following character is a digit or not. A non-
digit simply denotes itself, The program output consists
of the sequence indicated in this manner and separated into
groups of three characters each (where the last group may

have less than three characters). For example the input
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FIGURE 2.6
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FIGURE 2.7
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FIGURE 2.7 (continued)
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string
A2B5E3426.
should be translated by the program into

ABB BEE EEE E44 446 66.

To accomplish this task coroutine GETCHR is used
to read in one input card at a time and send individual
characters to coroutine IN. The job is complete if no
more input cards can be found in the input file. An
error check is also made for a missing period (the string
terminating symbol) by not allowing the character count on
any one card to exceed 80. If the character count equals
80 and a period is still not found, the 80th character is
set to a period and the next input card is read in (if one
exists). Coroutine IN checks whether each character is a
letter, special character or digit. Letters and special
characters are immediately passed to coroutine OUT for
placement in the output line, whereas digits initiate a
looping process which sends the required number of repeti-~
tions of the following character to OUT (this is done one
at a time). Coroutine OUT stores groups of three characters
separated by a blank in the output line. Printing of this
line is not done until a period is encountered.

The reader should note that the calls form one co-

routine to another have been carefully placed for implicit
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recognition Qf the required actions to be taken by the
program. Of course writing coroutines (in Fortran at least)
is a little more involved than writing subroutines, but

to reiterate, in longer more complex applications the

extra time is well worth it.

2.2.1. Coroutines and Multiple-Pass Algorithms

It is important at this point to assert the relation-
ship of coroutines to multiple-pass algorithms, and the
effect this relationship can have on the COMS library. With
regard to the second example of section 2.2.1 involving code
translation, the process used could have been accomplished
in two distinct passes rather than just one. This would en-
tail using coroutine IN by itself to write the required
number of character repetitions from the input string onto
(say) magnetic tape, rewinding the tape, and using coroutine
OUT by itself to read these characters from the tape and
write them out in groups of three.

The point is that a process done by say n coroutines
can often be transformed into an n-pass process and con-
versely, an n-pass process can often be transformed into a
single pass process using n coroutines (an exception to
this type of transformation involves forward referencing
where one pass cannot proceed without information returned

from a later pass). Assuming no forward references are
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needed, Figure 2.8 illustrates the coroutine - multiple-
pass relationship. If coroutines A, B, C and D of Figure
2.8(b) are substituted for the respective passes A, B, C,
D of Figure 2.8(a) the result is as follows. Coroutine

A will jump to B when pass A would have written an item

of output on tape 1; coroutine B will jump to A when pass
B would have read an item of input from tape 1, and B will
jump to C when pass B would have written an item of output
on tape 2; etc. Thus, what previously took four passes to
accomplish now only takes one,

In most cases, the COMS user can take distinct advan-
tages of the coroutine - multiple-pass algorithm relation-
ship in that any group of programs which are to be used in
the COMS library and which depend on multiple-pass algo-
rithms to produce their results can be rewritten as co-
routines and used in a single-pass fashion. The major ad-
vantage here is in the time saved in not having to transfer
data back and forth between the evaluator and the library
(of course there is also the possibility of using secondary
storage to hold the necessary data since this would also
result in some time saved). The disadvantage in using co-
routines to eliminate the above transferral of data stems
from the resulting additional memory requirements. Spec-—
ifically, enough fast core memory is needed to simultaneously

store all the programs involved in the process. This problem
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is partially remedied by reducing the original number of
passes involved until the memory core limit is reached.
This involves for a four pass algorithm say, writing only
the number of coroutines that will fit into available core.
This may mean that the four pass process is only reduced to
say a three pass process, but with COMS the time saved will
still prove advantageous.

Having seen what a particular control structure can

do for COMS, the next section describes briefly what COMS can

do for control structures.

2.3. Soapsuds

An interesting application of the communication
management system to the field of control structures is in
the development of command languages for the implementation
of a simulated parallel processing environment. The most
common type of parallel system configuration is the multi-
processor, i.e. several central processors with a shared
storage. Soapsuds! is an assembly language program written

for the CDC 6600 which simulates such a configuration provid-

!Soapsuds is an offshoot of "WATCHER", a former debugging aid
for the CDC 6600 which simulated the running of the 6600 cen-
tral processor. Soapsuds, like Watcher, uses the program to
be simulated as data, analyzing the instructions and perform-

ing the operations they request.
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ing for up to a maximum of sixty central processing units,
each with its own location counter, operating asynchronously,
from a common memory. Thus a possible use of COMS with
respect to the Soapsuds program is in the development of a
parallel operating system? command language to perform such
tasks as (1) re-distributing processors, as they become a-
vailable, to various tasks attempting to run in the simulated
parallel environment; (2) conversely, handling the assignment
of tasks to processors; and (3) accepting and managing the I/O
for all processors. The type of questions that experimenta-
tion with such an operating system will answer include (1) how
to route the CPUs between several jobs in a minimum of time;
(2) how to establish a job mix that keeps all CPUs occupied;
(3) how to define and implement priority and (4) how to opti-
mize throughput.

Linking COMS to Soapsuds should help answer these ques-
tions since the flexibility inherent in the COMS system can
be used to quickly deduce the best way of approaching any of
the above problems given a choice of possibilities. In other
words, the details of the simulation will be left to Soapsuds,
while commands.developed for COMS will stem from both the des-

criptions of the general features available (i.e. what Soapsuds

2such an operating system has been partically developed by E.

Draughton as part of an experimentation with Soapsuds [6].
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can actually do) and the results recorded on the performance
of the system in a variety of program applications.
Performance characteristics are easily obtained
through the trapping, tracing and checking options avail-
able in Soapsuds. "Trap" options are used for such things
as counting the frequency of opcodes, loads or stores, turn-
ing on or off other available options at particular places in
the program being executed, and checking the values of
special machine locations at particular instants. "Trace"
options are a special form of trap option where a message
is printed out describing the required tracing procedure.
"Checking" options check whether a specified location bears
a particular relation to another specified location. Also
available are timing options which keep track of system time,
program time, idle time and tracing time. Finally, at the
end of a program simulation, Soapsuds prints out the present
status of all processors, and the running and idle times of
the same. Other performance characteristics regarding the
efficiency of programs executed in parallel as compared to
serially executed programs is available (according to the

authors of Soapsuds) from the following calculation:

E =_'£L
*x
n nTn

where E = efficiency of n CPUs



Tl = time required for a serial machine to
perform the program
n = number of CPUs
T = time required for n CPUs to perform the

program.

Incorporating the Soapsuds program into the COMS
system for use in the development of an operating system
command language can be accomplished by writing Fortran
routines (to be placed in the COMS library) to provide the
necessary controls needed in the operating system. These
routines could then make calls to Soapsuds to perform the
required simulations, and the resulting information (as
described in the previous paragraph) could then be recorded
in the associative memory. Deductive processes using the
associative memory data might then lead to further improve-
ments in the system.

A command language developed through COMS for the
control of parallel processing operations would be very
useful in the actual implementation of an operating system
for a real multi-processor computer (including one that if

and when developed has sixty central processing units),
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since the various techniques for the organization and control

of such a multi-processor system will most certainly become

apparent,
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APPENDIX A

STRAN SYNTAX

The following shows the complete STRAN syntax in

BNF for the present version of the interpreter:

<STRAN RULE>::= (<RULE NAME> (<TYPE 1 BODY>]
<TYPE 2 BODY>|<TYPE 3 BODY>)
<TYPE 1 BODY>:: =<RULE NAME>{,<RULE NAME>}*)
<TYPE 2 BODY>::=<LITERAL PATTERN>)
<TYPE 3 BODY>::=<RULE BODY>)<GO-TO SECTION>
<RULE NAME>::=<NAME>
<LITERAL PATTERN>::={'<CHARACTER STRING}®'
<RULE BODY>::=<LHS>=<RHS>|<LHS>|=<RHS>
<GO-TO SECTION>::=<RULE NAME>|<RULE NAME>,<RULE NAME>
<NAME> :: = <LETTER><ALPHANUM CH>*
(maximum of ten characters)
<ALPHANUM CH>: =<DIGIT>|<LETTER> |<ZERO>
<DIGIT>::=1]2[3|4]|5|6]|7]8]9
<LETTER>: =A|B|C|D|E|F|G|H|I|T|R|L|M|N|O|P|Q|R]|S]|
Tlu|v|w|x]|Y|z
<ZERO>:: =
<LHS>::= {<VARIABLE NAME>/<DECOMP PAT>/|
+F<DIGIT>/<FIND PAT>/|

+A<DIGIT>/<ACCESS PAT>/}®

A-1



<VARIABLE NAME>::=<NAME>
<DECOMP PAT>::=<DECOMP OP>{+<DECOMP OP>}®
<DECOMP OP>::=$|$<DIGIT>|$<LITERAL>|<VARIABLE NAME>
¥<DIGIT>|<LITERAL>|+-<DIGIT>
<LITERAL>::= '<CHARACTER STRING>'
<CHARACTER STRING>::= (any sequence of one or more basic 6-
bit display BCD characters)
<FIND PAT>::=<FIND OP>{+<FIND OP>}®
(a maximum of 4 find operators is al-
lowed in one find pattern)
<FIND OP>::=$|<LITERAL> |<DIGIT>
<ACCESS PAT>::=<DIGIT>{+<DIGIT>}®
(a maximum of 3 digits is allowed in
an access pattern)
<RHS>#={{*|,}*<VARIABLE NAME>/<COMP PAT>/|
+S/<STORE PAT>/1}®
<COMP PAT>::=<COMP OP>{+<COMP OP>}®
<COMP OP>::=<DIGIT>|XLITERAL>|+<DIGIT> |
=L<NUMB>,<DIGIT> | ZR<NUMB>,<DIGIT>
<NUMB>:: =<DIGIT> |<DIGIT><DIGIT>
(numb has a maximum value of 80)
<STORE PAT>::=<STORE OP>{+<STORE OP>}®
(maximum of 4 store operators in a
store pattern)

<STORE OP>:: =<LITERAL> |<DIGIT>



Note:

* indicates 0 or more repetitions
® indicates 1 or more repetitions

{} indicates multiple construct repetitions



APPENDIX B

STRAN Decomposition and Composition Operators

Decomposition Operators:

1) §

2) literal

3) storage name

4) S$n

5) S$'character string'

- dollar sign matches any arbitrary
character string including the null
string.
- string of characters surrounded
by single quote marks matches only
an exact occurrence of the contained
string of characters.
- this storage location must contain
a sequence of literals separated by
single quotes and terminated by two
right parentheses. The first of
these literals to produce a satis-
factory match is used. An example
of the contents of the storage loca-
tion is:

'"THE'A'AN"))
- dollar sign followed by an integer
matches the first n characters of
the remaining string
- dollar sign followed by a literal,

matches as many repetitions of the

B-1



7) *n

Note (1)

literal as can be found in consecu-
tive order. This does not include
matching the null string - i.e.
there must be at least one occurrence
of the literal present.

- downward arrow followed by an in-
teger indicates the next character
will come from column n. Thus this
operator matches characters through
column n—-1 if the present position
in the character string lies before
column n. If the present position
lies past column n, the operator
matches the null string and backs up
so that the next character will come
from column n.

- period followed by an integer,
causes the contents of pseudo-regis-—
ter n to be inserted (at execution
time) in the operator string for

this operator.

If a literal occurs in the left or rightmost
position of a decomposition operator string, the

left or rightmost portion of the string to be



matched must duplicate the literal exactly.
Note (2) The elements of a match are placed in successive
pseudo-registers where they remain until wip=d

out by the left side of some later rule.

Composition Operators:

1) integer from 1 to 9 - these refer to the nine pseudo-
registers.

2) literal - string of characters surrounded by
single quote marks.

3) ¥n - downward arrow followed by an inte-
ger, causes composition to continue
at column n, either by adding blanks
or truncating.

4) =Ln,m - equivalence followed by an L fol-
lowed by two integers separated by a
comma, causes the leftmost m char-
acters of the string in pseudo-reg-
ister n to be concatenated to the
result., If there are less than m
characters, the string is padded on
the right with blanks.

5) =Rn,m - exactly the same as (4) except the
rightmost m characters are used. If
not enough characters are available

padding with blanks is on the left.



APPENDIX C

'Sample STRAN Programs

The sample programs presented in this appendix show
how each of the software elements of COMS may be used to
perform various operations including arithmetic calculations,
pattern matching of character strings, storage and retrieval
of information and referencing the program library. Examples
will show how combinations of the interpreter, evaluator and
associative memory programs can be used to perform different
tasks,

Program execution for these examples was carried

out on the CDC 6400 computer at McMaster.



PROGRAM 1

A simple STRAN rule set to read in character strings
and send them to the evaluator is shown. Input information
to the evaluator is terminated in each case by a semicolon,
whereas comments used to describe the actions being per-
formed are separated from the evaluator input by use of a
period placed in column one of the comment card. Lines
beginning with INPUT... are echos of the input cards read
by the interpreter., Output from the evaluator is shown
directly beneath each echoed 1line.

The reader should note the use of the dollar sign
operator preceding a variable name (for example $X) to
obtain the relative machine address of the variable.

Errors have purposely been placed in two input
strings to show evaluator response under these conditions.

Sample calculations of formulae using some of the

normal built-in arithmetic functions of Fortran are also

given.
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PROGRAM 2

Shown in this program are many of the STRAN pattern

matching operators available in the interpreter. Fortran

programs are read in as input data and each statement is

analyzed with respect to its type. The operations performed

include:

(1)

(2)

(3)

(4)

(5)
(6)

(7)

all blanks except those in FORMAT statements
are removed

declaration statements including REAL, INTEGER,
DIMENSION, COMMON, LOGICAL and DATA are headed
with the string 'DECL..."

assignment statements are headed with the
string 'ASN...°

DO statements are broken up into component
parts, each separated by a comma (for example
PO 5 I=1,10 would be changed to DO,5,I1,1,1Q0,1)
statement labels are replaced by blanks
continuation cards indicated by a character
placed in column 6 are concatenated to the
card immediately preceding the first con-
tinuation card.

if more than one statement is found on a card
(i.e. by use of the dollar sign which is per-

mitted in many Fortran compilers) the statements



are separated and re-examined individually.
(8) once a statement has been examined, and the
necessary operations performed, it is output

to the print line.

The above operations are not necessarily meant to
represent those processes which occur in the lexical and
syntactic scans of a true Fortran compiler. Rather, they
are used to demonstrate the many and varied pattern match-
ing operations that one might want to perform on strings
of characters in different situations.

There are two output listings for the STRAN program
given., The first uses the default (ECHO) pseudo operator
to output all lines read by the interpreter. This may be-
come confusing as the interpreter output for particular in-
put card may not appear until after a second input card
has been read in and echoed out. Thus for clarity sake, a
second output of the program is shown with no echoing of
input cards (this was done with the use of the (NOECHO)

pseudo operator).
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BEGIN INTERPRETING RJLES.

_ INPUT...
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INPUT e
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OINPUT oo —INTEGERFNAM —— - -
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INPUT s 0w 1 3HABS,3HSIN/
INPUT .. NCHAR = ICHAR =~ NBEG 3 IF(.NIT.NUMBSW) GO TO 3
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INPUT e CALL G:TNUM(SOURLC(L)9LHA&{N®CFJ,NCHARyi)
IF{NUT «NUMBSW)IGOTO3
INPUT. s SHIERIL)I=D

COMMON/CNTROL/ECHO TRACE,, JUNK {11),INTAP

SUBROUTINENUMBER{CHAR ¢ NBEG 4 IZHAR)
COMMON/ALGEBR/NAIMES{5) ySOURCE (LU0}

ZCL s 0 o COMAON/CNTROL/ECHO 9 TRACZ y JUNKILL) g INTAR
DIMENSION FLOT(iDU)

i DtCL...C
INTEGER SHIER,SOURCE TZ

DECLs ael
LOGICAL FLAG,NUMBSHW

DECL. « o INTEGERSHIER s SOURCE,TEST,LHAR(2) ,SAVE

OM.ON/ALGEJR ﬂA“ES( ),SOUOCE(le)
ST,CHAR(2) 4 SAVE
I

T,
MENSIONFLOY (140)

S

[ 5t®)



- INPUT v

INPUT e

INPUT # e

S
ol CALLGETNUMEFLOTAL ) sCHuRINB
{L

CALLGETNUM(SO
T

H
Fy o

h‘\

ASNe e« SHIER
SHIER(L) =1

CALLGETNUALFLOTIL) s CHARINBEG) ¢y NCHAR 4 3)

INPUT .
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e ASN S SHIER L) m e e e e
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RETURN
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ASNas e « NAMES (MM ) =FNAM
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CALL GEINL (CHARINIEG) ¢y NCHAR 4o UURCE (L) 4FLOT (L))
) 60702
IF{SHIZRI(L)WGE.=2) GO TO 2
- CALLGETHHAGHAR LNBEG s NCHARy SOURLCEA Ly FL VT ALY )y i e
WRITE(NJUTAP,7) FNAM
IF{SHIERI(L) wGZ s~=2)G0OT02
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INPUT e e SOURCE(L) =10

FORMAT{*THE VARTABLE *Ai1n%* HAS BEEN ASSISNEDH)
INPUT 4 s SHIERI(L) = D
A:)No s . SOUP\C_EN(—L )=0
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BEGIN INTERPRETING

RJLES .

DECL . e« JIMENSIONTLOT (101)

SJ@QOUTLNEVUMBEQ(PHQQ NBREG, ILHAR)
DECL e s a COMION/CNTROL/ECHC s TRACE yJUNK (1133 INTAP
VECLe » o COMION/ ALUGEBR/NAMES (D) ,SOURCE(L1uD])

ECLa .. INIEGERSHIER , SOURSE s TESTCHAR(2) S AVE
DECLe «« LOGLCAL FLAG, NUMBSHW
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DECLsaemEALXsMyUsT

DECL e « e DATAFMAME/3HMOD , SHFLODAT 3 3HFI X, 3HABSy 3HSIN/
ASNee o NCHAR=IGCHAR-NBESG
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CALLPACK(CHAR{NSEG) yFNAM,y NCHAR)
DUsy54NF 41,1241

D045sTUKe2al5,3
IF{FNAM.NE.FNAME(NF))GOTOS
IFINF sNZe1)GOTOL
ASN.e o SHIER{L) =5

ASNes « SOURCE (L) =5

ASNes «SIURCELL ) =NF+1
GOTO02

NOW TREAT SUBSCRIPTED AND UNSUBSCRIPTED VARIABLES

CONTINUC
IF{TEST .NEL1H(}GOTO06
ASNae s e MM=MM+1 e

TF (MM.6T45) 60T 0777
ASNes s NAMES (M ) =F NAM
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IF{(SHIER(L}) +GE.=2)G0TO02
WRITE (NOUTA®?,7 ) FNAM

- FORMAT {(#THt V&QIABLE'*Aiﬂ* HAS BEEN ASSIGNED;;A
ASNe e o SCURCEL(L ) =0
ASNae « SHIER{L) =N
GO0T02 B
- TROTEGGLTAR T T T
FORMAT{*QERROR sy ALGEBRAIC EXPRESSTON*)
ASNes e MM=5
_ _soros e
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PROGRAM 3

Two programs are shown here which carry out ele-
mentary operations for a fact retrieval system using the
Set Theoretic Language. The first program, ASSERT, is
used to store 2-tuples, 3-tuples and 4-tuples of information
in the COMS associative memory. If an n-tuple has pre-
viously been stored, no action is taken by the program.
However an n-tuple not previously encountered is stored in
the memory and output to the print line.

The second program, ANSWER, is used to retrieve
stored n-tuples from the associative memory. If all the
components of the n-tuple being sought are known, the
program will output either that the n-tuple is true or,
that the truth or falsehood of the n-tuple is unknown,
depending of course on whether the n-tuple has been previous-
ly stored or not. If some of the n-tuple components are
not known then the program either outputs a statement say-
ing that n-tuple sought has no answers (meaning it does
not currently exist in the associative memory at all), or
provides a list of all the answers found. Sample output

of the ANSWER program is shown below:

N-TUPLE CLOSED PREVIOQUSLY OUTPUT OF PRQGRAM
OR STORED? ANSWER
OPEN

(A,B,C) CLOSED YES (A,B,C) IS TRUE



NeTUPLE CLOSED PREVIOUSLY OUTPUT OF PROGRAM
OR STORED? ANSWER
OPEN
(A,B,C) CLOSED NO THE TRUTH OR FALSENOOCD
OR (A,B,C) IS UNKNOWN
(a,$,C) OPEN YES (A,$,B) HAS THESE
ANSWERS :

(list of answers)

(A,$,C) OPEN NO THERE ARE NO ANSWERS
TO (A,$,C)

(The dollar sign character is used to indicate the parti-

cular component being sought).

The reader will find a list of the n-tuples being
stored by ASSERT following the program listing. Recall
that lines starting with INPUT... are echos of input cards
being read. Each time an n-tuple is stored, it is also
output. Following this, use is made of the ANSWER program

to retrieve some of the stored information.
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PROGRAM 4

Here again, use of the associative memory is made
to store information obtained through the parsing of
English sentences into facts encoded as sentences of the
Set Theoretic Language. The particular example given
consists of sentences describing relationships in a part-
icular family. As each sentence is broken down into
STL .form, the information is stored in the associative
memory just as 1f the set of n-tuples formed had been input
to the ASSERT program,

The STRAN rule set involved in this program only
recognizes a few structural English words and hasn't the
need to know the syntactic categories of all the words in
a sentence. The result is that sentences can be parsed
which contain words unknown to the parser and thus many
diverse facts written in English can be stored in the
associative memory without having to write STL n-tuples
for any of them,

The parser recognizes proper names as those words
having a preceeding asterisk. Each sentence is printed
out with the resulting n-tuples following. Once an n—-tuple
has been stored, it is not printed out if encountered a-

gain,
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PROGRAM 5

A final example of the use of the associative memory
is presented here. Using the information stored previous-
ly by programs (3) and (4), program (5) attempts to make
deductions leading to the production of n-tuples that are
relevant to the overall model of family relationships but
have not been introduced previously. The reader should
examine the information presented in programs (3) and (4)
before proceeding to this example. The program given here
is split into sections, each dealing with a particular
primitive (a discussion of primitives can be found in
section 1.3.4.1) which has proven useful in defining the
characteristics of other relations. Those presented here
are CHAIN CF&AND, INVERSE OF ,UNION OF&AND,LEFT HALF OF,
RIGHT HALF OF, RIGHT INTERSECTION OF&AND and MINISET QF&AND.
By using previously stored information it is shown that
with the proper sequence of FIND and ACCESS operations,
new information (in the form of n-tuples) which is rele-~
vant to the area of interest can easily be deduced.

Thus we have the idea whereby the inexperienced
computer user can input simple command to COMS for per-
forming certain desired computer operations. Using this
information (the commands) COMS could be set up to properly
deduce the correct instructions needed to accomplish the

required tasks. For example, if the user was in doubt as



to what partiular commands were available to carry out his
desired tasks, instructions to COMS could result in the
output of such information. As a second example, instruc-
tions for the generation of calls to the Fortran library
could be made available so the user need not be concerned
about the actual programming statements involved.
A important point to note about program (5) is

that one must be careful in programming a STRAN rule set
to perform deductions. Enough information may be present

to allow the eventual deduction of incorrect information.
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PROGRAM 6

This final program shows calls made to four dif-
ferent programs located in the COMS library. Since this
is accomplished by use of the evaluator, input strings
(data to the STRAN program) are sent directly to the
evaluator unless they are preceeded by a period in column
one; in which case they are output as comments. The first
two subroutines called are TEST1l and TEST2. These are used
to show the varied type of arguments one may use in a call
to a library program. The reader should be aware that the
actual calling statement is not output by the interpreter
until after the subroutine has completely been executed.
Only the echoed input line (i.e. beginning with INPUT...)
is seen before execution begins.

Subroutines TEST1l and TEST2 have been set up to
simply output the information passed to them by the
evaluator. This is to show the reader that argument trans-
ferrence is infact done correctly. All possible types of
arguments have been used in the two calls. Note that the
dollar sign character placed before a variable name does
not pass the relative machine address of the variable as
was shown in program (1l). Instead, the address of a temp-
orary location containing the value of the variable is
passed, just as if the dollar sign had not been present.

This overriding effect only occurs for variables in the



argument list of a call statement made to the COMS library.
(The reason for this is discussed in section 1.3.2.4). A
listing of subroutines TEST1 and TEST2 is shown following
the output to program (6).

A second example involving sorting routines is also
provided. Here, the two subroutines BBSORT and SORT are
called on to sort a group of numbers stored in array A.
Again, the reader will note that the printing of the call
statement is not done until the termination of execution.

The call to each subroutine éasses only the number
of numbers to be sorted (this is stored in the variable N).
The numbers to be sorted are provided by the subroutine
FRANDN which is called during execution of each of the
sorting routines. This was purposely done to show how

other routines may be loaded during the execution of COMS

library routines., FRANDN generates N real numbers each

having a value between 0 and 1 inclusive. Subroutine BBSORT

performs a bubblesort of the numbers in array A and prints
out the sorted result. Once this subroutine has been
executed, a few elements of the array A are printed out
to show correct argument transferrence back to the evalua-
tor.

The same operations are carried out by subroutine
SORT except that an interchange sort is done rather than

a bubblesort., Listings of BBSORT and SORT are shown im-



mediately following the listings of subroutines TEST1 and

TEST2.
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INPUT. [ .AQGI‘—'?.B?E-?;

ARG1=2.870000000000E~028

INPUT . @ OAR62=3672. 13

ARG2=3+6721000000005+038

INPUT. s o ARG 3=ARG1S

ARG3=2.870000000000E~028

INPUT e e JARGL=225633;

TARGL=225693%

INPUT s eCALL TESTL (ARG1Ls ARG24ARG3HIIARGL 27, Y*5,0/(SART (164 0)) 9 ARGI¥ARG2,ARRL) $

SUBROUTINE TEST1 ENTEZRED

TO DEMONSTRATE CORREC
ARGUMENT VALUES IT HA

FIRST ARGUMENT= .03
SECOND ARGUMENT= 3672410

?EE, THIS SUBROUTINE WILL LIST ALL THE

THIRD ARGUMENT= .0287

FOURTH ARGUMENT= 225693
FIFTH ARGUMENT= 273

SIXTH ARGUMENT= 2,838

SEVENTH ARGUMENT= 105.389270
THE EIGHTH ARGUMENT IS AN ARRAY NAME - THE ELEMENTS OF THIS ARRAY ARE AS FOLLOWS
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EXIT SUBPJOUTINE TESTt
CALL TEST1{ARG1,ARGZ2,ARG3,TARGL 4273, Y¥5,0/70SQPT{16,0)) ,ARGLI*¥ARG2,ARRL)
INPUT.o-CALL YFSTZ(AQRZ(i,Z,i),AQRZ(I,J,K&.%AQGi,%ARRZ(l,Z,Z?,$&R?2(I,I,13,QA°°1)'

T SUBROUTINE TESTZ2 ENTERED T e e e e
TO NEMONSTRPATE LORRECT ARGUMENT TRANSFERRENCE, THIS SURBRROUTINE WILL LIST ALb THF
ARGUVCNT VALUES IT HAS RECEIVED FROM THE CALL
FIRST ARGUMENT= 30.31

SECOND ARGUMENT= 80.310
THIRD ARGUMENT= .0287

_FOURTH ARGUMENT= 40441

FIFTH ARGUMENY= 70.71
THE SIXTH ARGUMENT IS AN ARRAY NAME - THE ELEMENTS OF THIS ARRAY ARE AS FOLLOWS

U GNP
OO0
OOoII

EXIT SUBROUTINE TESY?

CALL TEST?(ARR2( 1,291} yARR2 (T, J,K) ySARGL, BARY2(1,2,20 4 3AR®D( by TARR:
ENJ OF FPILE RcAD ON'INPUT Facg-e™’? ? 12121, 3ARPZUI 1,10 13 ARRL)

HADBCUB  /7// END OF LISTY 2X77

9%-D
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SUBROUTINE BBSORT {A4N,M)

& THIS SUSROUTINE PERFORMS A BUIBLESORT ON A SET OF REAL NUMBEZRS
o0o0os U DIMENSION A€1001)
e CALT THE RENTDOM NUNRER GENERATOD: o -= fmrm oo o o
000005 CALL FRANDN {A,N,0)
sooos7 Mz=1
¢ -1 FOR ASCENDING ORDER
000012 © I=1 e e
E FIRST ELEMENT OF ARRAY A
0100013 21 IF(A(T).GT.A{I+1)} GO TO 20
€ £OMPARE FIRST ELEMENT WITH NEXT ONE IN ARRAY
000020 g 24 I=I+4 S e
C IF THE SECOND IS GREATER THAN THE FIRST, INCREMENT AND GO ON
00002z C IF {I-N) 21,2626
€ TEST FOR END OF THE ARRAY
po00zy 20 x=aqD _ i e o
000026 AT = ATTHIT
000031 A(I+1) =X
& INTERCHANGE ONE ELEMENT WITH ANOTHER
000032 U J=1
0600%4 23 1P Ig(g;.LT;A(J-l)I GO Tn 22

€6-0



c .
€ START WORKING BACKWARDS FROM THIS POINT COMPARING FACH ELEMFNT TO PRTYTIONHS
C ONE AND INTERCHANGE IF NECESSA™Y
000040 ’ GO TO 24
000041 22 Y=A L)
000043 A{JI=A(S=1)
0008046 AQd=1)=Y e
(AT N J=J=1
(o3
¢ INTERCHANGE
000052 ) 27 IF (J.EQe1) GO TO 24
¢ TEST SC DONT GO BEYOND BEGINNING OF ARRAY WHEN WORKING BAGKWORNS
B 117011151 — ol R o RO T T e ST s S e e e e © s i T e
800055 25 WRTTF(5,39)
930261 99 FORMAT{*0 THE SNRTFEDG NUMBERS ARF s se¥)
A
¢ WRITE QUT SORTED ARDAY
000061 WPITE(6,101) (A{I), I=1,N)
000102 101 FOIMAT (& Xy10F643)
000102 RETURN
_ 800103 _ENDY o o e
UNUSED COMPILER SPACE
0102080

ASES]



SUBROUTINE SORT (AN}

§  THIS SUJROUTINT PEPFOOMS AN EXCHANGE SORT ON A SET OF OEAL NUMIEDS
000295 E DIMENSTON A{1201)
AT THE RSN 00 NUMRER ™ GENERATSR T e e s e
000065 U CALL FRANDNIA,N)
030006 1 I=1
§ INDEX OF FIRST ELEMENT
_ 000807 TFLAG=A _ . L
8 FLAG RESET
000010 t b TF {A(TI) «G6T. A(T+1)) GO TO 3
§ COMPARISON
000016 5 I=I+1 o e
¢ INGREMENT
000029 E 2 IF {I-N) 546,46
¢ TEST FOR END OF 'ARRAY
000023 3 TFLAG=1 e
000024 X=A11)
000026 ATTYZA(T+1)
000031 A(T+17=X
G INTERGHANGE
000932 G0 T0 5
000033 6 IF {IFLAS .NE. 0) GO T0 1



b

P

[
()
=
v
-
oo
-
-3
-
$—
-
oD
vx
<1
o
o
<7
x
W
D
o
o7 -
x %
- .
.
(o] .
o »
[¥8]
[ [+
/) «Y
o
= [%]
D\
. i
[us]
ud pl
o] D
<< =z
X,
[T
4] W
<< - o
= ol [a'd
O <
u! (%)
(8] [
by W by
<X ~X —
I Ok (¥
B oo o
(24 - (7
[T N e X0
|t [N S .
Z owa D
- Yy O
ey
O w
Z 2L -
< 4
L e
w2 =
o
QO OO
O
M
oo
oo
oo
oo

Neprarx
ot b}
-7Z
e oy
P TTE—D
0 T =D
o OOt
T O

o
kol

MMM D
DN
oo o
DoHOOO
_nUﬂ.LG oy Yo}
[ R o Tiow Rave o]

UNUSED COMPILER SPACK

.. 811030¢




APPENDIX D

STRAN Error Messages

ERROR MESSAGE

ERROR HAS OCCURRED IN
INTERPRETATION OF ...

VARIABLE NAMED ... IS
NOT YET STORED

ERROR IN EVALUATION OF
ARITHMETIC EXPRESSION

ERROR, ALGEBRAIC EXPRESSION
CONTAINS MORE THAN 5 SUB~-
SCRIPTED VARIABLE NAMES

THE VARIABLE ... HAS BEEN
ASSIGNED A VALUE ZERO

ERROR IN NUMERIC STORAGE
OR RETRIEVAL

NUMERIC STORAGE HAS OVER-

FLOWED

ERROR IN INDICES

DICTIONARY FULL, EXECUTION
TERMINATED

RESULTING ACTION

Interpretation of new rule
name popped up from stack

Interpretation of new rule
name popped up from stack

Expression not evaluated -
next section of originating
rule body is interpreted

Excess variable names ig-
nored ~ evaluator continues
on

Does what it says - eval-
uator continues on

Variable in question is
either not stored or not
retrieved - evaluator
continues on

No further results from
arithmetic expressions
evaluated are stored by
the evaluator - evaluator
continues on

Subscripted variable for
which error occurred is

ignored - evaluator con-
tinues on

Interpreter is immediately
halted



APPENDIX E

COMS REFERENCE MANUAL

The major program elements of COMS are:

1) The STRAN interpreter
2} The Evaluator
3) The Associative Memory

4) The Program Library

The original versicn of COMS was implemented in PL/l for the
IBM 360/65 computer. A second but incomplete implementation
for the CDC 6600 was carried out at Colorado University and
NCAR in 1970 using - FORTRAN IV - . This version was up-
dated and reimplemented at McMaster University for the CDC
6400 under Scope 3.4 by MARC S. BADER as part of this M.Sc.
project in 1972--73.

The present version does not have all of the features
of the original version but this has not lessened any of COMS
capabilities. The differences in the two versions are out-
lined in Chapter 1 of this report.

COMS is not written in ANSI FORTRAN (due to the use
of such CDC FORTRAN statements as BUFFER IN and BUFFER OUT)

and at present will not compile under the FORTRAN extended



compiler (FTN) at McMaster due to the COMPASS! routine LOAD-
IT which involves transferrence of subroutine arguments

under control of the CDC RUN compiler.

Heavily commented routines of the original FORTRAN
version were rigorously tested and found to be satisfactorily
applicable to the present version. Lightly commented rou-
tines however, were found to be either in need of further
updating (where this was true more comments were entered) or
completely incomprehensible to this author due to the unavail-
ability of the algorithms involved. Thus, these routines
(mainly the ones dealing with the hash coded associative
memory) were left alone. A list of updated and nonupdated
routines can be found below.

Any sections of coding needing more detailed expla-
nations than could be explicitly entered via comment state-
ments have the message ***NOTE() preceding them which gives
a number reference to a section in this appendix where fur-
ther details are given.

Another FORTRAN version of COMS was prepared by this
author for the specific use of debugging certain routines
which the interested programmer may have trouble understand-
ing. This program is called COMSTR and is available on

punched cards. The output consists of the contents of var-

lcoMPASS is the assembly language used in the CDC 6000 series

computers.



iables and arrays durincg the actual execution of a typical
COMS run. This may be compared to the DEBUG facility of FTN
but has nowhere near the detail. For a complete execution
breakdown of the COMS operation, the user is advised to
first adapt COMS for FTN compilation (by rewriting the LOAD-
IT compass routine) and then use the DEBUG facility of that
compiler. The work for this was started by this author (as
can be seen in the PRISM compass routines which are capable
of running under either RUN or FTN) but time ran out before

its completion.

UPDATED ROUTINES:

Stran, Load, Interp, Ibody, Ipatrn, Setdict, Initial, Push,
Eval, Number, Flcater, Fixer, Bugout, Getnum, Getchr, Execute,
Rdcard, Wrcard, Locate, Index, Page, Pack, Unpack, Mcve,

Prisms.

NON-UPDATED ROUTINES:

Find, Locsym, Cont, Lnbr, Lnbl, Id, Strind, St4ind, Npart,

Nucell, Rcell, Indices, Alloc, Getnl.

ROUTINES ADDED:

Loadit



Functjpn LCAR

Note (1

The purpose of the function LOAD is to:

1) Read the rivles, store them (packed) in the
array STORE and store their lengths in the
array LSTORI.

2) Return a value of 1, 2 or 3 to the calling
program (subroutine STRAN)

(1): restart the entire COMS program by
entering subroutine STRAN at state-
ment 100

(2)

stop execution of the entire program
(3): call the interpreting subroutine

INTERP to begin executing the rules

Notg_}2)
COM is an array of ten elements which is equivalenced
to the variable BEGIN. This variable is the first of the

common block RESRVD thus giving the following correspondence:

COM(1l) ..... BEGIN
coM(2) ..... ECH
COM(3) ..... ECHOFF

CO%(10)..... READL

The contents of the variables REGIN, ECH and so on are in-

itialized in subroutine SETDICT.



Nete (3)
The variable NAMLIM is initialized to 10 in the sub-
routine SETDICT. It applies to names of STRAN rules and

names of variables used in these rules. If a name encoun-—

tered is longer than ten characters (one 6000 series word),

the characters after the tenth are ignored.

Note (4)

The first index of array STORE refers to the word
numbers into which the rule has been packed. The second
index corresponds to the index of LSTORE. Thus a rule and
its length are referenced by the same number.

The array DICT serves as the dictionary of names of
rules and variables. The position (i.e. index) in DICT
assigned to a rule is then correspondingly given as the index
of LSTORE and second index of STORE for that rule. To il-

lustrate, examine the following STRAN rule:
(READ (INPUT/1/=QUTPUT/1/)END)bb......

The name of the rule (i.e. READ) is stored in the dictionary
(a hash code is calculated for the position in the dictionary)

as say DICT(57). Then the rest of the rule
(INPUT/1/=0UTPUT/1/)END)bb......
will be stored as

STORE (1,57)=(INPUT/1/=
STORE (2,57)=0UTPUT/1/)



STORE (2, 57) =END) bbbbbb

STORE (8,57) =bbbbbbbbbb

Thus LSTORE (57) will equal 74.

pote (5)

The following pseudo operator commands are available:

(RESTART)

(DUMP)

(RETURN)

(READLX)

restarts the entire COMS program

used when an error condition has developed

in COMS and a dump of the associative memory

is required

stops execution of the COMS program

sets the current rule name to END and in-
itiates a NAMELIST read whereby a user may
redefine the value of specified COMS vari-
ables (given in subroutine SETDICT) that
were originally initialized by DATA state-
ments during the compilation of COMS. On
completion of the NAMELIST read, if the
current command (i.e. the one just read in
by NAMELIST) stored in the variable RNAME

is still END, then the STRAN interpreter

will continue in the rule reading mode. If

the current command is not END then RNAME

is re-examined for the interpretation of a



(ECHO) -

(NOECHO) -

(TRACE) -~

(NOTRACE) -

(PUNCH) -

(NOPUNCH) -

new command
causes an echo of each input card to be
printed. Iach line given by the echo command
begins with the phrase
INPUT. ..

to distinguish it from the output lines of
the interpreter
echoing is discontinued
causes each rule currently being interpreted
to be output in the form

INTERPRETING RULE...
and also causes the contents of each variable
change during rule execution to be output in
the form

VARIABLE (name) =
turns off the (TRACE) command
causes punching of a card for each cutput
line produced by a rule. That is, the out-
put line produced by the (TRACE) command is
also punched on cards {without the two words
shown above)

punching is discontinued

The above mentioned pseudo operators can be more

easily looked upon as a set of switches controlling certain

cperations of the interpreter. The initial or default set-

tings (where applicable) are (NOTRACE), (ECHO) and (NOPUNCH).



Subroutine INTER?

Note (1)

The purpose of subroutine INTERP is to:

1)

2)

Obtain the current STRAN rule to be inter-
preted. This rule is identified by a rule
name which has either been passed directly
to this subroutine from the function LOAD or
has been "popped up" from the pushdown stack
of rule names.

The current rule is unpacked into the
array CHAR one character per word. All fur-
ther references to the rule contents by oth-
er COMS routines are done using CHAR as the
information source (CHAR is in common with

these other routines).

Once the rule has been obtained (from the
array STORE where it was originally placed
by the function LOAD), the rule type is es-
tablished as either a "push-down" rule or a
string manipulation rule; the former con-

taining only a list of rule names, the latter



a middle or "body" section.

(3} Place rule names on the push-down stack.

(4) Break down the "go-~to" section of a rule
to determine if a path exists for both the
success and failure of the rule,

(5) Send the body of a rule (if one exists) to
the function IBODY.

(6) Receive information (from the function IBODY)
on how successfully a rule was interpreted

by the rest of the COMS routines.

Note (2)
The variable BREAK is in the common block RE3RVD
with the variable PRNR immediately following it. BREAK and

PRNR are initially set in subroutine SETDICT.

Note (3)

A STRAN rule can either succeed or fail depending
on the outcome of the left hand side cf the rule. If the
left hand gide fails (whether through a‘decomposition or an
associative memory operation) then the right hand side of
the rule (the part to the right of the equals sign) is not
executed and control is passed to the second rule name in
the go-to section (if only one rule name is present control

is passed in any case). Otherwise control is passed to the



first rule name. Keeping this in mind, one sees the fol-
lowing possibilities. Assuming RNAME (the present rule name)
is not END, it can either be the first of the two go-to rule

names (stored in TNAME) or the second of these (stored in

FNAME) or it can be neither. This is illustrated below.

CASE 1 Successful left hand side:

(RULEL (rule body)RULE2,RULE3)

4 4 +
RNAME TNAME FNAME

RNAME is set to TNAME and control is passed to

RNAME.

(RULEl (rule body)RULEl,RULE3)

Control is passed to the same rule for re-exe-

cution (RNAME doesn't change).

CASE 2 Unsuccessful left hand side:

(RULE1 (rule body)RULE2,RULE3)
RNAME is set to FNAME and control is passed to
RNAME.

(RULE1l (rule body)RULE2,RULE1l)

Control is passed to the same rule for re-exe-

cution (RNAME doesn't change).



Function IBODY

Note (1)
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The purpose of the function IBODY is to:

1)

2)

3)

Note (2)

Examine the section of a STRAN rule between
the second opening bracket of the entire rule
(i.e. the opening bracket after the rule name)
and the pair of terminating characters con-
sisting of an oblique stroke / followed by a
closing bracket.
Break this same section down into left and
right sides and send these to the function
IPATRN for further interpretation.
Return a value of 1, 2, 3 or 4 to the sub-
routine INTERP.
(1): no errors have occurred
(2): some operation on the left hand side
(i.e. the side to the left of the
equal sign) has failed
(3): error has occurred in the storage of
a variable

(4): interpretation error has occurred

ISIDE=1 indicates we are on the right side of the

equals sign in a rule body and are doing a composition



operation (because the associative store operation [i.e. +S]
is taken care of elsewhere in the coding). Thus one can
assume the result of the composition will be placed in a
variable not previously defined. This assumption may be
false but will not upset anything since if the name is found
by the function DEFINE to be already in the dictionary, if
just redefines it, giving it the exact dictionary location
it had before. This reasoning also holds true for IREAD =
*TRUE+ where a read input data operation takes place put-
ting the result in a variable we assume has not previously

been defined.

Note (3)

It should be understood by the reader that strings
of characters (to be referenced by COMS wvariables) which
either are read from the input file by the function IBODY
or are formed by the function IPATRN as the result of a
right hand side pattern operation are placed (packed ten
characters per computer word) in the array STORE with the
corresponding string length in array LSTORE.

When work is to be carried out on these strings,
they are taken out of their packed form in STORE and placed
in unpacked form (one character per computer word) in the
array TEMP with their corresponding lengths in array LTEMP.

The array STORE {(as noted in subroutine INTERP) is



also used to hold the packed form of the STRAN rules when
they are first read in by the function LOAD. When work is
to be done on these, they are transferred in unpacked form
to array CHAR with their corresponding lengths placed in

array LCHAR.

Note (4)

There is a possibility of having a slash as a 1lit-
eral character being used in a composition operation as

shown the following example

(RULE1L (=COMP/1+'/'/)END)

Note (5)

If the function IPATRN returns a value of 1 (meaning
no errors in pattern matching have occurred) the variable
IOP becomes an indicator to the function IBODY telling it
through the calculation of IOP=JOP+1 whether or not one of

the three associative memory operators has been encountered.



Function IPATRN

Note (1)
The purpose of this function is to:

1) Examine the strings of pattern operators
found between the two oblique strokes im-
mediately following a variable name on ei-
ther the left or right side of a rule body.

2) Check the syntax of these strings and perform
the operations required through other COMS
routines called by IPATRN.

3) Return a value of 1, 2, 3 or 4 to the func-
tion IBODY, each number having the same
meaning as those returned by IBODY to the
subroutine INTERP (see note (1) of subroutine

INTERP) .

The term "pattern operator" refers to the legal
STRAN operators for pattern decomposition, composition or

transformation. These include the following:

dollar sign $
quote '
letter(s) A,B,C,...Z
number 0,1,2,...9
period .
downward arrow +

equivalence L =
equivalence R =

A detailed description of the meaning of the above operators



can be found in Appendix 3.

Note (2)

If a plus sign is found the program must check
whether or not it lies inside a literal string (i.e. between
quotes). This checking is done beginning at statement label
35. If the plus sign is in a literal string, a further test
is made for another plus sign. If one is not found, the end

of pattern indicator is set.

Note 1}2

At this point, if IPLUS=1, this indicates there were
no characters between the two outer slashes; for exemple
(R1(XYZ//)R2). This of course is an error and pattern match-
ing is terminated with a return to function IBODY (via the
statement GO TO 33). An error condition in this case is not
flagged to IBODY but rather this section of the rule body is

ignored and the next section is picked up to be processed.

Note (4)

The calculation of ICHAR gives a pointer to an
element in the array IVAL. ICHAR will be a number from 1
to 63 inclusive, having a one to one correspondence with the
63 possible characters allowed under the current FORTRAN

compiler (RUN) in use, For example if ICHAR contains the



dollar sign character $ (i.e. left justified octal code 53),
ICHAR will be equal to 43 (a summary of octal display codes
for all the available FORTRAN characters can be found in the
CDC RUN FORTRAN manual, Appendix A).

The array IVAL is arranged so that a lexical scan of
pattern operators is accomplished by a reference to it. 1In
other words the variable L (used in a group of computed
go-to's) indicates to the program the section of coding which
should be executed next depending on which pattern operator
has been encountered.

The legality of this pattern operator is also exam-
ined and if an illegal operator is encountered (i.e. a char-
acter other than those mentioned in note (1) of function
IPATRN), control is returned to the function IBODY which in
turn gives control to subroutine INTERP. Here an error
message is printed out and the next rule to be interpreted
is picked up.

The array IVAL is initialized in subroutine SETDICT.
An outline of its contents and corresponding character refer-

ences is given below.

{L is used as a computed go-to

pointer indicating the particular
. pattern operator in use)
(translate => as "indicating")

)= 1
)= 1 L=1 => 1letter A-Z
)= 1



Note {(5)

pattern matching operation to be performed.

IVAL (27)=2
(28)=2
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The variable K is used as a pointer to the specific

-7

This in turn is
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determined by the two variables ISIDE and IOP. ISIDE de-
termines whetﬁer we are dealing with the left side (ISIDE=0)
or right side (ISIDE=1) of the rule body. IOP determines
which associative memory operation is to be performed (if
any). Both ISIDE and IOP are set in function IBODY. The
following chart shows all the possible combinations of ISIDE

and IOP with the resulting value of K.

ISIDE I0P

| =

OPERATION

Left side pattern match
Error (1)

Left side associative find
Left side associative access
Right side composition

Right side associative store
Error (2)

Error (3)

T S R S e S e B e B
W N = O W N = O
0o 1 O U o W

Error (1) IOP indicates an associative store operation but
ISIDE indicates the left side of the rule body. Associ-
ative stores can only be done on the right side.

Error (2) & (3) IOP indicates associative access and find

operations respectively, but ISIDE indicates the right
side of the rule body. Associative finds and accesses
can only be done on the left side.

K is used to determine the general pattern matching

operation needed, while the variable L determines the par-



ticular operator within this operation that is presently in

use. This is illustrated in the following example:

K=1 K=2 K=3
(R1 (ABC/$+ D'+s 5/+Fl/l+$/-+S/2+3/)S F)

S A

L=3 L=2

Note (6)

The following coding is broken up into sections,
each dealing with particular decomposition or composition
operators. At the end of each section of coding the pro-
gram exits to one of four statement labels. These include
33, 76, 77 or 78. Statement 33 tests for the existence of
any more operators in the string and if none are found the
program returns to function IBODY . Statements 76, 77 and
78 perform "clean-up" operations (these are described in

later notes).

Note (7)
The +n operator positions the output string pointer
such that composition will continue at the column specified

by the integer n.



Note (8)

For all associative memory operations (that is, FIND,
ACCESS and STORE), the +F, +A or +S has already been picked
up by the function IBODY. Also, IBODY picks up the pseudo
register number following a +F or +A and stores it in the
variable NTRACK. This means that the function IPATRN need
only be concerned with the dollar signs, literals and pseudo
register numbers found between the oblique strokes immedi-

ately following the +F, +A or +S.

Note (9)

From experimentation with the following section of
code, it was found that the dot operation is not working
the way the original COMS manual claims. The reason is
probably due to a mistake in coding during the translation
of the PL1 version of COMS to the Fortran version. At

present the dot operator has the same effect as a

dollar sign operator.

Note (10Q)

If the current decomposition operator is the last
operator in the current pattern matching string (i.e. a
terminating oblique stroke follows it) and if this oper-
ator is a dollar sign by itself (operators of more than

one character begin with dollar signs - e.g. $'ABC' or $5),



then the whole or remaining part of the string being oper-
ated on (this would depend on what decomposition operations
were previously performed on this string) is moved into the
current pseudo register WORK(1l,NVARB) with its length

placed in LWORK(NVARB).

Note (11)

Even though at this point the program knows no more
operators exist; to be consistent with the rest of the
program a test for moure operators is again made at state-

ment 33.

There are more decomposition operators to be
examined and thus the result of the $ coperator (i.e. just
how many characters it matches) will not be known until
the next operator in line is picked up and executed. 1In
the meantime, the dollar sign character is stored in the
current pseudo register to be replaced "next time arcund"

by the actual character string it matches.

The pattern matching operator § followed by a
literal (i.e. a character string enclosed in quotes) will

match consecuvtive occurrences of the literal in the input



string.

The four lines of coding starting at statement

label 70 form a loop to accomplish this operation. The

program exits from this loop when either of the following

conditions occur:

1)

2)

Note (14)

All the characters in the input string have
successfully been matched, as in the following
example:

/$+$'ABC'+$/
operating on the input string ABCABCABC (the
loop will be executed three times)
An exact occurrence of the required literal is
not immediately found each time a match is
attempted (i.e. each time through the loop), as
in the following example:

/$+$'ABC'+S/
operating on the input strings
DABC (failure during first loop)
ABCDEF (failure during second loop)

ABCABCABD (failure during third loop)

When a successful match is found the characters

matched are moved into the next position (as determined

by the variable J) in the current pseudo register (as



determined by NVARB). Thus, /$+$'ABC'+$/ matching say

ABCABC will result in

WORK(1,NVARB) = A

" (2 . " ) =B

L] (3 , " y = C

" (4 , s )y = A
etc.

Note (15)

The variable NFND is initially set to a value one
more than the length of the string being operated on (i.e.
the string stored in TEMP). If a pattern match involving
the literal collection is found, NFND is reset to the
character position number where the match begins.

For example if

TEMP (1) = T
(2) = 4
(3) = E
(4) = blank
(5) =C
(6) = A

i
H

(7)



(8) = blank

(80) .

and the literal collection pattern being used is 'DOG'CAT'))
a match is found for the literal CAT at the fifth character
position in TEMP and thus NFND is set to 5.

It is very important to understand that the search
here is for the left most match that can be made in the
input string. This is the reason the program must test
every one of the literals in the collection pattern given -
i.e. one of these might cause a match further to the left
than a previous one. This is shown in the following
example,

input string: CATDOGMOUSEHENCOWbD. ..
literal string: 'COW'MOUSE'CAT'))

The first element of the literal collection, namely
COW, will cause a match immediately since the whole input
string is searched each time around. However even though
at this point the current pseudo register WORK(1l,NVARB) is
set to COW, the process does not stop because the rest of
the collection must still be considered. A match will
again be found for MOUSE but the end result is that

WORK (1,NVARB) will contain CAT, it being the leftmest match.

r



Thus the statement
IF(IQ.EQ~0.0R.IQ.GE,NFND) GO TO 82

continues the matching process if either a match is not
found or all the literals have not been considered. The
only exit from this part of the program occurs when all
literals have been considered.

At this point, if the value of NFND has not changed
from its original setting, the program knows a match was

not made and an error is signalled.

Note (16)

One must be extremely careful in programming STRAN
pattern operations as the coding at this point shows. Here
a test is made to see if every character in the input string
has been accounted for in matching operations. This is dcne
by considering the length of the input string (stored in
LTEMP) and checking that the current pseudo register con-
tains characters that match this string exactly to its end.
For example if the operation /'ABC'/ is performed on the

input string ABCbb......... where LTEMP = 80, an error

would result as shown by the following code execution:

IST=LTEMP-LWORK (NVARB) +1 (1)
NIFND=IST~IWORK+L (2)

IF (INDEX (TEMP (IST) ,LWORK (NVARB),
WORK (1 ,NVARB) ,LWORK (NVARB) .NE.1)GO TO 602 (3)



In (1), IsT=80-3+1=78. Thus in (3) the INDEX function will
not be egual to 1 but instead will equal zero. The reason
is that TEMP(78), TEMP{79) and TEMP(80) are being examined,
rather than the expected TEMP(1l), TEMP(2) and TEMP(3) which
do in fact contain the characters A,B and C respectively.
If the same match was performed on the input string
ABC where LTEMP=3 (i.e. this string was not read in but
was formed by a previous composition operation) an error
would not have resulted as IST in that case would equal 1.
Thus the point here is that unless the STRAN user
knows exactly what string is being operated on by decomp-
osition operators, an error {(i.e. GO TO 602) could result,
A successful match for the first input string (ABCbbb...)
weuld be caused by an operator string such as /S$+'ABC'+$/
where any doubts are éaken care of by the two extra dollar
signs, The above discussion also holds for the other oper-
tors which transfer control to this section of coding after

pattern matching has taken place.

Note (17)

If the $ operator was stored in the pseudo register
used immediately before the current pseudo register all
characters of the input string up to but not including
the first character stored in the current pseudo register

(there may be more of them) are placed in the previous



pseudo register. For example an coperation such as
/S+'AY/ working on the input string CDA (where LTEMP=3)
would first have p.r. (1) = "$" and p.r.(2}) = "A". Execu-
tion of the code starting at statement 78 would then

result in p.r. (1) = "CD" and p.r.(2) = "A™.

Note (18)

NFND is a variable used to indicate where a match
was found in the input string (i.e. what character posi-
tion). If the previcus pattern matching operatox was not
a dollar sign, this means an exact match of the current
operator was made in the input string., If this is not so,

an error is signalled.



Subroutine PUSH

Note (1)

The purpose of this subroutine is to store the rule
names listed in a STRAN type 1 rule in the 100 element
array PUSHDN. The first rule stored is placed in PUSHDN (1),
the second in PUSHDN(2) and so on. The variable ITOP is
used as the index to this array, and is incremented by one
each time a new rule name is stored. "Popping-up" the next
rule name to be used is carried out in subroutine INTERP,
where ITOP is decremented by one each time a rule name is

referenced.

Note (2)

Each time a comma is encountered, a test is made
to see if any characters (cther than the comma) have been
picked up. Thus if ILST is equal to NXT one of the follow-
ing conditions has occurred:

(1) a comma was found immediately preceeding the

first terminating bracket as shown below.
(STK1(R1,R2,))
(2) two or more commas were found together as
shown below.
(STK1(R1,R2,,R3))
(3) no characters at all were found between the

second opening bracket and the first termin-



ating bracket as shown below.

(STK1())

In each of the above cases, ILST is decremented by
one to allow the next character (remember the string is
being searched backwards) to be examined (if one exists).
For (3) an automatic return to subroutine - INTERP - is

executed.

Note (§__)

If only one rule name is encountered then ILST will
be zero at this point. However if more than one name
occurs, the very last (going backwards) is taken care of
here. The reason for this is dve to there being no comma
at the end of the list (going backwards) but rather an
opening bracket; thus a special section cf coding is needed

for this situation.



Subroutine EVAL

yote (L

The purpose of subroutine EVAL is to:

(1) evaluate algebraic formulae using most of the

arithmetic and built-in functions of Fortran

(2) allocate storage for subscripted and unsub-

scripted variables

(3) store values in and retrieve values from these

variables

(4) pass the necessary information to the compass

routine LOADIT for the generation of argument
lists for the Fortran programs in the COMS
library.

Subroutine EVAL operates on input character strings
dealing with numeric data in a two pass fashion. Details
of this operation are described in section 1.3.2.1 and
the reader is referred here for background information.
The input string is stored in array CHAR with the number
of characters in the string stored in the variable N.

Explanation of the operation of the major sections
of subroutine EVAL is given in the comments associated with

the routine.



Subroutine NUMBER
Compass Routine LOADIT

Compass Routine PRISMS

Explanations for the major sections of coding in

these routines are given in the comments of the program.
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Subroutine BUGQUT

Note (1)

If the STRAN pseudo operator (DUMP) is encountered
during the rule reading mode, an automatic call to subroutine
BUGOUT occurs. The purpose of this subroutine is to print
out the entire contents of the hash table and symbol table

used by the associative memory routines.



Subroutine Getnum

Note (1)

Both this subroutine and subroutine GETCHR contain
programming statements used in CDC Fortran; in particular,
ENCODE and DECODE statements. These are comparable to BCD
write/read statements but with no peripheral equipment in-

vovlied. Information is transferred from one area of stor-

age to another under FORMAT specification.

Note (2)

The purpose of this subroutine is to examine stor-
age locations (words) which contain the character codes of
numbers originally read in under “A" formats (that is, left
justified with blank fill), and output words containing the
integer, real or octal representation of these numbers.

For example the number 1, input in character code as

34555555555555555555

would be output in one of the following representations:

integer:

00000000000000000001
real:

17204000000000000000



octal:

000000000600000000034

With the above forms, a number may be used in
various arithmetic calculations (character code 55=blank,

34=the number 1).

Note (3)

XMAT will contain the format specification needed
to transfer the unpacked characters stored in the array BUFF
to the two word array TEMP where they will be stored in

packed form, Thus, consider the following example:

In function IPATRN a dollar sign operator has just
been encountered followed by two digits. That is, say,
$12. Subroutine GETNUM is called with the following re-

sults -

BUFF (1)=1= 34555555555555555555
BUFF (2)=2= 35555555555555555555
MCHR= number of characters = 2
KTYP= type required = say, integer
MX= 20-2

= 18
XMAT= the string (18X,2Al)
TEMP (1)= 55555555555555555555

TEMP (2)= 55555555555555553435



XMAT= the string (I20)
B= 00000000000000000014

(recall the number stored in B is an octal number, i.e.

Thus B is returned to function IPATRN in its

1 =
,48 1210).

proper form for arithmetic use.
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Subroutine GETCHR

Note (1)

The purpose of this subroutine is to examine storage
locations (words) which contain the inteqger, octal or real
representation of a number and change the contents of these
words to the character code representation of that number,
In other words this subroutine provides the opposite opera-

tion to subroutine GETNUM,

Note (2)
The real, integer or octal representation of the
nunber stored in NUMB is transferred in character code

representation to the two words of array TEMP. For example

if NUMB=8, 1i.e.

NUMB= 00000000000000000010

then the contents of TEMP(l) and TEMP(2) would be

TEMP (1)= 55555555555555555555

TEMP (2)= 55555555555555555543

(43 is the character code for the number 8).
The contents of TEMP (1) and TEMP(2) is then unpacked

one character per word into the array BUFF. Thus,

BUFF (1)= 55000000000006000000



BUFF(2)= 55000000000000000000

BUFF (20)= 43000000000C000000000

(for details of the unpacking operation see the notes on

subroutine UNPACK).

Note (3)

The DO LOOP variahle I counts the number of blanks
encountered as each word of the array BUFF is examined.
Subtracting I from 21 gives the number of digits present.
This is stored in the variable NCHAR. The digits are then
transferred from BUFF to the array CHAR to be passed back

to the calling routine.



Subroutine WRCARD

Note (1)

If two arguments were used in the call to WRCARD,
the second provides the means to determine exactly how many
words of the array BUFF are to be printed. The integer
divide (LENGTH+9)/10 gives the number of words. For example,

in the function INDICES the following error message is set

up in array MESAGE:

DATA MESAGE/17HERROR IN INDICES/

The call to WRCARD to print this is CALL WRCARD (MESAGE,17).
Thus LENGTH=17 and (LENGTH+9)/10=2, so BUFF(l) and RUFF(2)
are output. In this way, unnecessary use of core (usually

to hold blank characters) is prevented.



Function LOCATE

Note (1)

The purpose of this function is to store and retrieve
STRAN rule names using the array DICT. A maximum of 257
names may be stored since four of the 261 available elements
of DICT are used to hold special information which describes
the current contents of the dictionary. An attempt to store
more than 257 names results in the output of an error message
to this effect, followed by complete program termination
(via a STOP statement).

The contents of DICT(1l) is initialized in subroutine
INITAL to 257. Also in this subroutine the elements DICT (2)

through DICT(261) are initialized to zero.

Note (2)

The word containing the left justified character
code of the rule name being stored or retrieved is left-
circularly shifted by 23 bits. The new word formed is
added to the original word and the lower 48 bits are masked
off. The resulting value is divided by LIMIT and the re-
mainder (which will always be between 0 and 256 inclusive)
is placed in the variable LOC. This allows a hash calcu-
lation for one of the 257 available locations in the array

DICT.



Note (3)

For stbrage of a rule name each location of DICT
starting from LOC-+5 is tested for availability. This is
indicated by a zero value being present. When one is found
the rule name is entered in that location, the dictionary
contents (i.e. the first four elements of DICT) are updated,
and the location where the rule name was stored is returned
to the calling program.

For retrieval of a rule name the location where the
variable was previously stored {i.e. LOC45) is checked for
a zero value. If a non zero value is found it is tested
for eguality with the word containing the rule name. A
match causes the location of the rule name in DICT to be
passed to the calling program. A non-matching word causes
the next location (i.e. LOC=LOC+1l) to be examined and this
process continues until either the rule name is found or a
zero word is detected. A zero word during the retrieval
process indicates the name cannot be found in the dictionary

and the function returns a zero value to the calling program.



Function INDEX

Note (1)

This is a general purpose function used to search
a string of characters (stored consecutively in an array)
for the presence of either a particular character or
group of characters. The position in the string being
searched of the first occurrence of the desired character(s)
is returned as the value of the function. For example if
the string ABCDEF is being searched for the character D, a
value of 4 will be returned. Searching for the group of
consecutive characters BCD will return a value of 2. If
the character (s) reguired cannot be found at all, a value

of zero is returned.

Note (2)

For efficiency sake, to save time, a limit to the
number of searches that need be done is calculated. For
example if the string in array A is ABCDEFGHIJ (N1l=10) and
that in B is EFGH (N2=4), only the first seven characters

of the string in A need be examined.



Subroutine PAGE

Note (1)

Each time the program switches from the rule read-
ing mode to the interpreting mode a new page of output
headed with a title is printed. There is a problem involved
here in that some of the output in either of the above two
modes may take more than one page of printing (i.e. 60
lines), and thus when a new page is automatically begun by
the line printer, no title will be given and the page number
will not be incremented, The result is that the title may
not be printed at the top of each new page and this causes
the page counter present in this routine to be incorrect.

The problem could be solved by placing a line count-
ing statement such as LCOUNT=LCOUNT+1l whereever the print-

ing of a line of information occurs. Thus when the line

counter reached sixty, the page counter could he incremented.



Subroutine PACK

Note (1)

Both subroutine PACK and UNPACK use non-ANSI
Fortran coding to accomplish their tasks. The former uses
the CDC ENCODE statement to pack up to a maximum of 80
characters stored one per word into 8 words having 10 char-
acters each. The latter rcutine performs the reverse oper-
ation of unpacking 10 characters per word into a one char-
acter per word form by use of the CDC DECODE statement. In
both cases an 80Al1 format statement is used.

The above operations are needed when packed chara-
cters are to be examined singly and then repacked into

their original form with any necessary changes made.



APPENDIX F
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LOS = LORATEZ (VNAME,OIST) 5 IFtLUC.EQ.N) GO TO 775 3 50 T0 20
DO 17 I0P=1,3
-30MND- IS AN ARRAY WHIGH IS INITIALIZED IN SURROUTINE =-SIZTDINT-
COMND(1)=1HS, (2)=1HF, (3)=1HA
IF{CHAR(NBEG+1) «NELCIMNOLIOP)) GO TN 17
D3ITAIN THZ PSCUDU REGISTER NU4SER WHIGCH FOLLUWS THE FIND 2P
ACCESS ASSOCIATIVE MEMIRY OPEPATOR A&1iN ¢UT IT IN -NTRAGK=-
IF{I0P«5T+1) CALL GEINUAINTACK,CHARINGEG+2) 51-1) 3 61 To 30
CONTLNGE
INCORRE

CT FORM OF AN ASSHCIARTIVE HMZuORY CALL

EVALUATION OPFQATOR) -IN FRONT- OF NEXI- yAQIARLE -MAMI . . ..

E1-4
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DEFINE(VNAME,DICT)

¥EENCTE(D)

CIATED WITH A VARIABLE NAMF THROUGH THE

Y -STORE=-

80 COLUMNS) OFF NEXT INPUT CARD AND STOR® TN
D{STORE11,L0N=4))
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TION (I.E,.
N

= 8N
NRE{LOC-4)

CAR
LOC-0)
LsT
G -UNPACK GONTENTS. OF -ARRAY ~STORE= INTA THE ARRAY =~TEMD-

Ow N

-LTEMP- GCONTAINS THE NUMBFR OF rHARACTERS TO BE UNPACKED
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.= IS THE LENGTH OF THAE SECTION
L o= INDEX{OHAR(ISTART) ¢NEND-TSTART » ARIAY -5 -TF{L-EN.)- GO-T¢

[\
-~
4y
™
f

I

i

FENOTE(W)

CHEGCK TO SEE IF THE / W¢ HAVE FOUND IS SJURROUN3ED 8Y QUITES
IF{CHAR(TISTART +L~2) 2N 2 QUOTE 40w AR ISTARTL) WNF. QUOTTY GU TO 32
I=INDEX(CHARCISTART4LE yNEND~ISTART =L, B AKY 5 -LFLTeE2,M0) G0 T8 777
L =L+ 560710 31

SEND THE SURRINT 3EGT

IIN OF BJUY 7O FUNCTION ~IPATRN-
NBEG=ISTART S I=IPATRNITOR,ISIART L) 3 GO TO (589,6024775.777) 41
PATTEZRN IS COMPLETLD, 30 FU APPRUPRIATE SUClISnN 0OF COIING

#ANJTE(5)

JOP = I3P + 1 (600,010,6114612) ,J0F
IF{ISIDELEQ. D) "O TO 11

ALL THE EVALUATOR SENDING IT THC STRIN.
ROY =-TEAP=e THE NUMDLR OF CHARACTERS 10 R

IF{IZVAL) CAtL EVAL(TEMP,LTEMP)

Vr
[ep]

o
—
w

v

PACK THE CHARACTzRS IN ARRAY =T tk- (STOREZD ONE PER W232Jd) INTO
ARRAY =-STORE= {WHcRe THREY AT SUOR4g 10 PER WIRD)
CALL DACK(TEMP,>1O%-(1,L3' ﬁ),uT?ﬁ“) 5 LSTOR:(LOC=-4) = LT=4P
IF(VNAHMZ L Qe RNAMTS 2N& A2 NO - S S
TEST IF CUTPUT OF RIGHT HAND SIDu {le.te 2IGHT HANI SIJE JF EQuaL
SIGN} VARIAXLE CIONTENTS IS =28 UlREQ
TF(TRACZ) WRITZ{HNOUTAP234) VNAMESLITEMP{J) 9J=1,LTEMD)
IS PUNGCHING OF TH4Z SAME REJUIRED e
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IPLUS = INJEX(SHARIIDRIVE),[ENU-IORIVE,PLUS)
NITEL2)
IF(IPLUS.NEsQ) G2 TO

3
N3 + STIGN CAN B35 FOUND ArF
INDICATES {dcz ENO QOF TAHc

L

-
oo - - 0O G OO

THE NEXT COHUMK CF PATTERN, THTS
ERM

OO OO0 CQOCOOO0 O $#0OWw

SET -I7LUS- T3 ONS MORI THAN NUMIZx OF CHARACTERS B3ETWUTEN 3LASHES
IPLUS = IEND = IORIVE # 1 - o o e
SCT END OF PATTERN INDICATOR
ISTOP = JIRUE.
FENQTE (33
IFTIPLUS.EQ.1) GO TO 33 . e . ) .
. 60 TD 25
g 3HECK FOR QUOTE AT BEGINNING OF STRING
és IF{CHAR{IDRIVE) «NE.QJOTE) 33 79 35
C  LOOK FOR SECOND QUOTE
é IGUOTE = INDEX(CHAR(IDRIVE+1),LlENO=T0°IVE=-1,QU0TSY 42 777
¢ TEST IF PLUS SIGA IS TVNAETWEEW THE THO QUOTED (£ebs ZAA+DE+3/)
IF(IPLUS. bE.IuUOTE) 30 TO 3%
. IPLUS = IQUITE
¢ 3HEGK FOR NO FOLLOWING PLUS SIGNS AFTFR THE ONS_ FOUND -INBETWEEN o
C  QUOTES (Ea.G. /72A+327
c
. IF(IPLUS+IDLRIVE-1,EQefidd) ISTOP = .T7UF.
€ =JSTRT- INDICATES THE 20SITLOd OF THE FIST PATTERN OPERATOR IN
g THE SURIRCNT SECTION OF PATTERN BTING FXANINED
35 JSTRT = IDRALVE e
)
!
'_J



(9lely)

~JSTOP~ INDIGATES THE 205ITIUN OF THE

LAST PATTERN QJPERATNR

L IN THE

- JSTOP = IPLUS + ITRIVE - 1
§  -TDRIVZI- INDISATES THE £0SITION OF IHE NEXT PATTERN 0PZRATOR
¢ CURKENT SECTION OF PATIEON
¢ IDRIVE = IDLVc + IP_US
€ - JCHAP= CONTAINS FIRST SATTERN OPFRATOR NR FIRST CHARALTER OF FIT
¢ PATTERN UCERATOR
Z  JCHAR = CHAR(JSTRT) - o
2 ENOTE (4)
° ICHAR = LCS(JUHAR,6)4ANDL773 § L = IVAL{ICHAR)
g* NOTE (5)
éo=r5L§§é§f?§%f§5§,ggg,goﬁ,365,777,777>,K
335 IDIVE = TIRIvE +T1T8T607Th 56
¢ LEFT SIDt PATTERN MATCHING OPZRATION
§61 GO TO (B1,777,57,535,66,777,75,73,777),L -
¢ LEFT SIUE, ASSOCIATIVE FIND OPERATION
62 GO TO (777463501, 3330777+777+62,777,7771 5L
€ LEFT SIDE, ASSOCIATIVE AGGESS OPcRATION
635 60 10 (777,60,777 1333277727772 777277727773 5L
¢ RIGHT SIDF, CIMPISITION OPERATTON - o
gsq GO TO (7779519777 9833577740337,38,777) L
¢ RIGHT SIOS, ASSOCIATIVE STORE OPERATION
%as GO TO (777,54 s777,353,777,777,509,777,777) 5L

6T—od
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CALCULATION OF =NDIFF= SNSURES (0 MOOE THAN 81 CHARACTERS ARE 0OMPOSFO
INTO ONE STRINGe =L INoLIM= Io INITIALTZOO IN SUSRSUTING -sEi0TCT- B
7 NCAR=IPLUS~3 I MDIFF=LINLIM-LTRMP
TF(NGHR.GT NNLFF) NC42 = NJOIFF
MOVE THC RTAUIRED CHARACTERS FROY THE OGPIRATOR STRING TO THT SToLMG
BEING SOMP0STD AWD RESIT =L1oliP= TO INDIFATE THE CURENT NUMBER OF
CHARACTERS IN THIS STRING
CALL HMOVELCHAR(JSTRT+L) s TEMPILTEA=+1) 4, NCHRY
CTEMP=LTEMP+NCAR $ 63 T3 33
W]
C  PROCESS + FOLLOWE] RY A4 INTIGER
1
g THE INTEGER FILLOWING THE ¢ JPTRATOR IS FOUNS fued SLACID IN =T~
ga CALL GETHUMII CHAR (USTRT #1403 USTOP=USTRT=151) oo
EX#NOTE(7)
i
. I =71-1
E IF -T- EXJEEUDS ~LINLIM= IT IS RESET YO =~LTNLIM-

PROCESS RIGHT SIDZ COMPOSITION STRINGS

*NOTE (5)

PR0CESS QUOTED STRINGS FOR ASSOCTATIve oTORE OPE<ATION
“NST= KEEPS TRACK OF THE PARTICULAR ZSLEMcHT OF THE SURRSNT N=TUPLE

SEING CONSIDERED (T 1AT 1S. =NST= CAM F£aUdL Ly 2, 3 02 4]

DJEFINE THE STRING 45 ®ANT 0F AN M=TJPLE IN THE ASS0CLATIVE MEMOPY
NSTENST+1 5 NTUPINSTY=DEFSYM(CAARIJSTRT+1} ,IPLUS=3) & GNn TO 33

520CZSS QUOTEZ) STRING SOMPOSITLION OPERATOR

~NCHR=~ CONTAINS THE LENGTA OF TH:- QUOTEJ STRLIWG

IFILeRTLINLIM) I = LINLIM e e e e e

0Z—~d



€ DETERMINE IF THE COMPOSITION POINTER IS Tn BE POSITIONED BEFORF,
C  AFTER OR AT THE CURPENT COMPOSITION POSITTON

- —IFALFEMP-T) 30432440

€ GQMPOSITION TS TO CONTINUE AT A COLUMN BEYOND THE CURRENT ©OMPOSITTON
G -LIM- INDICATES THE NUMBER OF COLUMNS PAST THE RUPRENT POSITTON
39 LIM = I - LTEMP

—§-—PAD~IHE-INBE¥wEENvGGbUHNS-w}¥H~BEANKS-

391 TeMPLIeLTENB) = 1M

€ RESFT THE COMPOSITION POINTER TQ -T=

% LTEMP=T § Gn TO 33

_§ "~ WORK ON THE TWn EQUIVALENGE OPERATORS ZULN,M AND S9N, M

C LONK FOR THE COMMA SEPARATING THE PSEUDO REGISTER NUMBER FROM THE
C  NUMBER OF CHARACTERS TO BE GONCATENATED TO THE RFSULT

41

LEINDEX(CHAR (JSTRT+2) L JSTOR-JSTRT-2,COMMA) § IF(L.EQ.0) GO TO 777
CALL GETNUM(IZCHARIJSTRT +2)40L-1

o Zatr CEInOMimCHAR ISR e s S e ys TRt 1y

§ -L- IS SET TO THE NUMBER NF CHARAGCTFRS TN PSFUON REGISTER -~

L = LUHORK(T)

C

C IF THE NUMRBER NF CHARACTERS ALRFADY IN THF COMPOSED STRING PLUS THF
c NUMBER TO BE CONCATENATEN IS GRFAT F THAN ~-LINLTM=-, RFSET =M~ TO
—%mw—MAKEAIHF TOTAL-EQUAL-TO =L INL T M=

o IF(M+LTEMP.GT.LINLIM) M=LINLIM-LTFMP

c TEST FOR AN -R- OR AN —L- TO SFE IF THE LEFTMOST OR RIGHTMOST =M=

8 CHARACTFRS ARE YO RE USF

c IF(CHAQ(JSTRT+1).NF 1HR| GO YO 3873

T2-4
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C IF THZ NUMBER GF CGHARASTERS REQUESTEUD Is GREATER THAN [HE NUMARED
C SRESINTLY AN THE STRING IN PIRUDD REGISTIR ~I=-, THenN 3JLANKS 4RF
C 40DED ON THE LEFTSIDE JF THE CURPENT CCOvPOSED STRING T =TEMP-
8 T2 MAKE U2 THE D LSFERENCE
IF{L.CE.M) GC T2 382
LIM = M - L
DO 381 J=1,.1IM
381 TEARP(JHLTEMP) = 1H
g COMCATCONATE THF STRING IN PSEUND REGISTcER =I- 79 THAT IN =-TEMP-
CALL MOVEIWIRKA{AL 4T} oI oM ILIM+ L TEMPHLY L) —-F-00 -TD 3R> o
832 CALL MOVE{WIRK{L=1+1,1),TEMP (th“Pri},MJ o GJ T 85
8 AN ZLNyit OPERATOR WAS ENCOQUNTeRED
383 IF{LGELM) 530 TO 335
LIM = M - |
CALL MUOVE{WIRK (L 13,TEMP(LTZ Mpb1)9L)
c 0O 334 J=1,L1IM S U - .
g 3LANKS ARS ADDED TO THI RIGHT SIDE OF THt CURPENT COMPOSED STRING
384 TEMPILTEMP+L+Y) = 1H
GO TO 396
35 CALL MIYELWORK(LaI) sTUMPLLTSHUP+L) 4%
RESET THFE NUMBER 0OF CHARACTLRS IN THE RESULTING-GOAROSED STRING o oo
36 LIEMP = LTEAP + M 3 G0 TO 33
FENITE (8
PROCESS A RIGAT SIDE ASSOCIATIVE STORE,. FUR *XANDLk +°/1+?+5/

O8TAIN THE PSZUDJ REGISTER NUM3LR RE
CALL GRTHNUM{T,CHAR{I3ITRT) 4JdST0P-J
L{

T

INCReMENT THE NTUPLE PISITION IN b
REGISTzR =I- WILL BE STITI, AND S

FLPENCED ANU STORc LT IN -T-
STRT, 1)

ICH THE CCMTINTS OF 2SEUDO
’)’_': IT I!‘ '{‘Lg DOQITTJN

COOONNOOOOO0 XOWOOOW
[om)
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oAl

NST=NoT+1 3 NTJPINST)=DEFSYM (WORK(L,T) ,LWORKA(I}} 5 50 TO 33

PROCESS THE RIGHT SIODE COMPO0SITINN OPERATOR CONSISTING 07 A PSEUID
REGLISTEZR NUMBEIR

CALL GrTNU‘(I,u%AP(J)TQF),JBIOP JbTRx,i)

IF MORC CHARASTERS 4RZ TO R PLANTED IM TdT COMPUSED STRING THAW ARF

ALLOWED {IoE. THZ STRING AOULU EXotcd =LINL{M- CHAXADTEBS) THE

NUMBER IS RISTT SO THIS MAXLYUM 4ILL MUG BE £XCroltd
NOHR=LWORKAT) 8 NOIFT=LINLIN=LTewP 3 LEINGH<ST.WILFF) NOHR=NIIFS
CALL MOVE(WORK {1, I)TEA-ILTCEHP +13 (NGHD) - e
LTEAP=LTEMP+NCAR 3 GJ [J 33

WORK ON PATTERN MATGCHING FOR LEFT S.i0Z OF RPULT 3nDY

BEGIN PROZESSING OPERATORS FIR FInD AND ACGESS

PROCZISS ASSOCIATIVE AC3ESS T

NST = NST + 1
CALL GETNUMINTUP(NST) s CHAAR{JUSTRT)Y,,JISTOP-JSTRT,, L) & GO Tn 3

PROCESS ASSOCIATIVE FING RENUEST OFALING WITH A uOLLAR SIGN
NST=NST+1 3 NTUPINSTI=J 3 G0 T 33
SROCISs ASSOCIATIVE FIND RFQUSST OJEALING WITH A LITERAL

W

IPLUS-3 CONTAINS THL NJM3IR OF CAARACTERS IN THe LITERAL STRING
NST=NST+1 5§ NTJUPINST) =LOSSYM(CHARIJSTRT#1) ,IPLUS=-3) § owJ T0O o5

iig%EgS ASSQOCIATIVE FIND REQULST DeALING WITH-A-PSLUD) RELGISTER 0
NUMBE

CALL GETNUM(IZCHAR(ISIRT)Y (JSTOP-JSTRT,1)
GHECK IF THFE 2SEUDY ReSGISTER CONTALNS A DALLAR SIGN

IF(WORK{1,1) O TO A1
NST=NST#L 3 SYMAHOPK{1 9 I) gLWORKATI Y oo

-



85 TF(NTUPINST) wEJey) G TO 532 3 GO TO 33
WORK ON « OPZRATOR
g S L
2 ¥NITE (3)
¢
€ O3TAIN THI NUMBER FOLLOWING THE 00T AND STORE IT IN -T-
66 CALL GETNUMIIsGCHAR (JSTRT414) 3JSTOP=-J3TRT=1,1)
NCHR = MIMO(BL-LIWQRKII} JSTOP-UsTRT4+1)
J = LWORK(T) + 1 ‘ o e
CALL MQVE(C%A&(JSTQI‘i),NQ&K(JqT),HPH7)
CALL MOJVE (WORK (1910 434AR(ISTRT =1) JLWORKLLI) +H0HR)
5 JSTOP=USTOP+LANRKLT) 5 WEND=NEND+LWOFK(IY & RNAME=TND ¢ GO TO 37
€ WORK ON DECOMPOSITION IPERATIRS 9° GINNING WITH 3
¢
€ INGREMENT THE PSEUDRD KIGISTER NUMRFR . oo o o o o
67 NVARZ = NVARS + 1
C  TEST IF THE 9PERATOR IS SIMPLY A COLLAR SIGN BY ITSzLF OR ONL NF THE
C  OTHER OPERATORS [HAT AZGIN WITH A DJCLAR STG
; IF(JSTOP=JsTRT.NEL.1) GO TO 69
FrENOTE(10) ' e
¢
G IF -ISTOP- IS TRUE THEN THERE ARE NO MORE OPERATORS IN THE CURPENT
g JPERATOR STRING
- TF(oNUT. ISTOP) GO TO 58
C  RECALL THAT STRINGS DIING OPIRATED uN A®E STUREJ IN THE ARPAY =-TFupP-
¢ AITH THEIR LoNGTHS IN =LTEMPS
LWIORK(NVARB) = LTEMP = IWORK + 1
c CALL HMOVEL(ToMPIIWORK) s WORK(L Iy NVARBY s LWORKINVART) )
TeeNOTE(LD)

¥¢-4
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3 WORK{14NVARBI=JGHAR 5§ LWIRKINVARDI=4—5-G0--

THE JOLLAR SIGN - LITERAL JPERATOR {E.
- INTEPL:Q dp RATOJ (L..a. b[;; AR«_ L'.XA)".[

IF(CHAR(JSTRT+ 1) . NZ.QUOTE)Y GO TO 71
START WURK ON & F3LLOWZD 3Y JU“E;D 3T7IWG

C#) ANJ THF JOLLAx STAHN

G

*¥ANJITE (13)

:%g};ﬁIS A TEMPORARY POINTER TO THE QURRCSMT PISITION IN THE INPUT
DI <1INo

INITIALIZE NUMBer OF UHARACTERS IN CURRENT PSEUDO REGISTER T2 ZE°Q

-I- IS THE NUMBER OF GHARAUTERS IN (HE CITERAL FULLOWING THy 3
JPERATOP

IST=u $ LWORK{NVARBI=0 § I=IPLUS-4

TEST IF PRESENT POSITION IN LNPUT SIRING IS GREATER THAM THE NUMBER
OF CHARACTERS IN INPUT STRING

IF{IAORK+IST#I-4.G6T.LTEMPY GO TN 76

COMPARZ =I=- CHARAJGTERS STARTI RREN
POSIYIOV WITH THC ~I=- SHARACTE TCRAL TO BE ~ATCOHED
I

IF{INDEX{TEMP {TWORK+IST), L, )oNE1) GO TN 76
*ENOTE (L4) S
JSLWORKINVARS) +1 3 CALL MOVE(CHAR(JSTRT+2) ;WORK(Jy NVARBY ,T)
EMENT NUM3ER OF CHARACTERS I.4 CURKENI PSEUDD RFSISTER AND
%“;NT THz POSITION IN THZ INPUT 517LNu, THRN RcPZAT THE

S
ORK(INVARBYSLAWORK INVARDB) +I 3 IST=IST+I & GU-TO0- 20 —

[

I INPUT STRING

LI L.
~
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START WURK ON THZ UgOLLAR SIGN FOLLOWED 3Y AN INTEGE
O3TAIN THE NUMBER FOLLOWING THE OOLLAR STGN AND bT“D: IT IN =-I-

CALL GETNUM(IL,GHAR{JSTRT#1) yuSTOP=-JSTOT=1,1)

IFAT4E CURRENT PISTTION (STORiED IN =IAOxK=} IN THE THRPUT STRING PLUS
THE NUMBER OF KEMAINING CHARACTIEZERS 7O R~ MATCHcD {THIS NUYMILR 57020
IN ~=I=) IS GRCATIR THAY THE TUTAL LENGTA OF THO INPUT STRING (S5{0722Z0
IN -LTzMP2=) AN ERRIK I5 SIGIAALLEY
IF(L+THWIRK=1.6T.LTEM?) GO TO byl - T e e e e e e e
MOVE THE =1- CHARAUTERS SPPCIFIEU BY THE DOLLAR =~ TNTEGLZR OPFERATOR
FRO0M THL JURENT INPYT STRING Inil THE CURkeNT P3ICUDN RFGISTER,
ALSC, PLACE THE WNUMBER OF CHARALIEZRS MOVED 1N -LWIRX(NVLA?2) -
CALL MOVE(TCHMP (IWNORK) ¢WORK{L,NVARB) , I & LHORK{NVARR) =T 5 GO TN 76

O3TAIN THE NUM3ER AFTER THE ¥ AND PLACE IT IN -I-
NVARB=NVARR+1 § CALL GETNUMALI,CHARI{JUSTRT+1),U3T0P=-JSTRT-1,1)

DETERMINE IF THE OCURRENT POSITION IN THE INPUT STRING (STORED IN
~IWORK=3 IS PASSZU THE UZSIREZD COLUMN NUM3CZ

IF(IWORK.GELTI) GJ TO 74

IF 74E OLSIRZD COLUMN YU 35? IS GRUATER THAN THE T0OTAL LENGTH 0OF THF
INPUT STRLNG AN ERROR I5 SIGNALLEZD

IF(LTEMP . LT.TI=-1) GO TU /(2

I-IWIRK GIVES THE NUMBIR NF UHARALLTERS TO BE MOVEJS FROM T4YT INPUT
STRING TO THZ CURRENT 3520n0C REGISTE®R

CALL MOVE(TEMP (IWORK) ¢ WORK {14 NVARR] 4 I=1WGRK)
THE NUMZCZR OF CHARALTEAS HMCVED IS PLACED IN =LuWlRKINVAR?) -

LWORKINVARD) = T = IWORK 3 50 T0 7R oo

{
WORK UN & FOLLOWED BY AN INTEGE®R o o i b

{'.3
R OASTORED AN =T=)



+
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OOO0 OO0 OO6ChH

SONTROL COMES HERE IF THZ CURRENT POSITION IN TAE InPJT STRINo IS

PAST ThHe REQJIRED COLUYN NUMBER = T THLS CASc THZ POSITION POINTZIR

~IWORK~ I3 RESET AND 7+% NULL STRING IS INUTCATED 8y LyNKINVARI)=]
IWORK = I 3 LWURK{NVARA)=0 3 GU TO 7b

OJRK ON LITERALS

THE NUMRER OF GCHARALTERS IN3cTWezN THZT QUOTCSS IS 6GIvVoN BY IPLUs=3
NJYARB=NVARB+1- 5§ LHORKINVARBY=TIPLUS-3 - o e e e e
MOVE THt MATCZAED CHARAITERS INTO TAE CHRRENT PSEU20 REGISIER
CALL MOVE{CHAR(USTRI#L) yWORK (L NVARD) sLWORKINYAREY) § 50 TC 75

THE FOLLOWING COJZ WILe FAND THEL LEFY-MDSI STJAJG WHITH WILL ATCﬁ
A LITE<AL FROM THs COLLESTION OF LITL“ALQ S1OLKEU Uwug\ A VAPI LT
NA#Ce THE FORM OF ITHE SOLLECTION OF LITIRALS To 2LI11slT] ZﬁLIT’L})

INCRzMENT THE PSZUNO RIGISTCR NUMBEPR
PACK AND LOOK UPp THZ VARIABLI NAME
NVARZ=NVARB+L 3§ CALL PAGK(CHAR(JSTRT ) 4I1,JSTUP-4STRT)

50@63% NAME CANNOT BE TOUNG IN THE OTGTIONARY AN ERROR-HAS o o

LOC = LOCATE(I,LO0ICT) 5 IF(LOC.cQs0) GU TO 775

OBTAIN THz NUMBER OF CHARAUTERS IN THE STRING ReFERENCID AND SLAGF
IN =JcHaR-

JCHAR = LSTORE {LOC=~4) e
UNPACK THE CONTENTS INTO THS 80 WORD ARRAY =EXTRA-
CALL UNPACK(STIREL1,L00=4) sEXTRA,JUHAR)

FIND THe PAIR OF RIGHT PARINS AT THE ENU OF THE COLLFSTLON OF
TERAL
TF TWOTBISHT SARCNTHESIS AXE NOT FUUND, AN ERRUR-HAS. OCGURREN. . _



FIND THE JQUOTE AT THE END OF THE NEXT LITFRAL

IF NO MORE QUDTES CAN 3E FOUND THE LTITERALS I THE COLLFCTION
PATTERN HAVE ALL BEEN TeSTED

2 NQ = INDEX(EXTRACIST), JEND-IST, QUOTEY 5 IF(MQ.EQ.G) GO TO 83
JUHAR "= NQ <1

SEt IF THE LITERAL CAN BE FOUWNJ IN THE STRING ScING MATOHED

IQ = INDEXA(TEMP(IWORK) 4L TeMP = TWORK + 1,6 XTRA{IST) 4JCHAR)
SONTAINS THe LITIRAL STRING POSITION-NF THe LITRERAL JUST e
SATTZNEU FOR A MATCH

0 THE FIRST POSITION OF THE NexXT LITZRAL IN THE

Lo . o

IS STToL A-PUSSE3TLITY 9
I 0 ERUN

T
NE, THE SCARCH IS Bf

D‘T)

T = ISU + NO 3 TE{iGc¢2Qe0e0ReINGRNFND)Y 62 TO 82
LITERAL FCUND TO THE LefFT OF ALL PREVICUSLY FOUNJ LTTZ2ALS
STORZ THE MATZHCD LITERQAL IN THE PRoSENT PSEUSBG REGISTER -RFFIRINGEDy ——

COO0 CcOOOoOOOOOCON OO0 OOQO0OH0 OOOOOO 0 OOOOO

-PRNR IS IN THE COMMON BLOCK =-RESRVO- AND IS IM4EDTATELY FOLLOUWFD

BY SAAZNS-. BOTH THLST VAKTASLES ARE INTTIALIZES Id S3BeGUTINC

-SETIICT-
JEND = INDEX (EXTRA,J3HAR,PPNR,2) 3 IF (JEND.cQ.2) GO TO 777

*#NOTE (15)

~IST- IS A CHARACTER POSITION POINTER IN_THT LITcRAL _COLLERTION

PATIARY STRING Ay ALWEYS INOICATES THE FIgsT CHARACTER PASTTICN OF

THE CITERAL NOW JEING JSPU FOR MATOHING-- - ST -
IST = 2 3 NFWD = LTEYP = IAORK + 2

8¢-d



NITH THE NUMBER 9F CHARAZTERS IT HAS IN -LWORK-

CALL MOVLE(LEXTRACILT) ¢ WIORKI(Ls NVARS) 3 JCHLP)
LWORK{NVARB) = JCHAR % NFND = IC & GO TN 82

CIF -NFND=- HAS NOT CHANGED SINGE INITIALIZATIONs; THCA NONE WESE

o0

FOUND
3 IF(NFNDLEQ.LTEMP=-TWORK+2) 60 TN €02 & GO TO 73
THE FOLLOWING CO2E TAKES CARc OF CLcAN UP AFTER ANY OF THE
OPEPATOPS GIVEN ASLOW ART EXESUIEDI
5 FOLLOWEY BY A QUOTED_STRING ’ S
v FOLLOWZD B8Y AM INTEGIS
LITERAL
CITERAL COLLECTION PATTERN

DETERMINE IF THeRE ARC MORE OPERATORS TO FOLLOW

O RONCOOOOOACOOOOxOOO0

76 IF(JNOT.ISTOP) GO TO 77
*XNITE(16)
IST = LTEMP = LWORKINVARD) + 1
NFNO = IST = INORK # 1
IFLINDEX (TEMPULST) JLAORK (NVARBS) s WORK (1, NVARB) s LWORKINVARS) § WNEL 11
1 60 TQ 502 : s
. GO 1O 73
C THE POS I]ION IN THE IN?UT STRING WHERE THE CUR2ENT “ATOH WAS 4ADT 1S
8 PLACED IN =HFND=-
27 NFND = INDEX(TEMP{IWIRK) yLTEMP=IHIRK+1,HORKIL 4 NVARE) yLAURK {NVAPI})
8 THE NULL STRING IS MAT3HcD IF LWIRKINVARZY =0 . . .
IF(LWNORK (NVARE) .c0.0) NFND = 1 “
és TECRE NS EQeTeURs (NV3eFQaNVARB Y ANDJNFNOJNELL)) 6O TO 602
C  TEST THE NUMRER OF MATIHFES MADE INUICATEDN BY THE NUMBE® OF PSEUDN
g REGLISTERS USER
IF(NVARS.LE.1) GO TO 83 U

YA



FEENATE (LT
IFUAORKIL s NVARS=1) »NELOQLLARY GO T0O 73

OBTAIN IHI WUMBER CF!C%ARAC?ﬁ&SMQA{CHEQhiY“TQEAbQEVIOUa 5 QQEéAro\
AND MOVE THESZ CHARAGTZIRS INTO Trp SPECTFTED PSEUBO REGISTE

OO O *0

LUORK{NYARB=1) = NFN) = 1
Eé %OMQVC(TCMD(IWORKE,NOKK(inVA& S=1 3, LWUPK {(NVARA=1))
G 30

*¥NOTE (18) TS

c
»
c
59 IFINFND.NE.L) GO TO 502
C  THE PRcSEWNT POSITION POINTER FOR THE INPUT STRING IS FSET
8 ACCORDING TO THE HMATGHES JJST MAODE
80 IHOKK = IWORK + NFENJ + LWORKINVARSZ) = 1
g THIS IS THEL END JF THE PATTERN LOOP o ) -
33 IF(.NOT.ISTOP) GO TO 34
RETURN
602  IPAT2N=? 4 RETURN
775  IPATRM=% 3§ RETURN
777 gﬁéTxNzu ¢ RETURN

0€-d
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SUBROUTINE PUSH{CHAR, IM1)
SUBRCUTINE =rPuUsSH- Lo CALLED FROM SUBROUTINE =-INTERP- JNLY

O HOCOHO

COMMON/STORG/DTIST {261) yH00K 13U 29) 2SI NRE(8,2573 »PUSHIN(L00) , TTOF

1,LHIRK () L5 TO3E (257)

INTEGER COMMA, SHAR (2}
A DATA COMMA/ZLr,/
C  =Itl= DJINT5 TO THE LAST CHARACTER BEFORT THC FIRST 05 THE Tud- — = - .
C TERMINATING 52ACKITS

I = I%1 + 1
. ILST = 1M1
C  THE D0 LOOP SOUNTS OUT THE TOTAL NUASER OF CHARAGTEZ2S TN THFE SToING
G STARTING WITH TH= LAST CARRASTFR ANU HORKING DACK4ADS ONT AT A Triv
. 00 5 J=1,IM1 ’ E
C  =MXT= IS USED TO POINT TO ZACH CHARAGTER OF THI STRiiG, STARTING
G WITH TAS LAST GHARAUTER AND WORKING SACKWARDS OWe AT A TTHF
) NXT = I = J
C  SEARCH FOR A GCOMAA SEPERATING TWD NR MORE PYULT NAMCS IN THE STRING - .
C  (THeRT IS ALSD THE POSSISILITY OF OHLY UdE RULE NARE T Trc STRINA)
5 IF(CHARINXT) «NELCOMMA) 52 TO 5
IERNOTE (2)
5 IF{ILST.EQ.NXT) GO T9 &
C IF =ITJP=- IS EAUAL TO 190, IT IS NUT INJRLMENTED ANU CACH RULS NAwE
C  ENCOUNTERIU FRJ# THoN ON IS PLAC"U LHTPUSHON(1J0) THUS WIPTNG 0UT
C THE PRIVIIUS RULE NEME STARED THES
. IFIITOP.NELLuD) ITOP = IT0 + 1
C  -NCNT- IS SCT TO THE NJM3ER OF CHARACTERS IN THE RULE NAMI, IF THTS
C IS GREATER THAN 1uy ONLY THE FIRST 10 A7 BONGAOCRED . . . . . .
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LEVEL = 0
L= L + 1
TF(L.GTa102) GO TO 777
INCREMENT THE STRING PISITION POINTER
ICHAR = ICHAR + 1
TEST IS THE =NTIRE INPUT STRING HAS REEN EXAJTNED
IF(ICHARLGT M) GO TO 43
s¥g§§ THE GURRENT CHARAGTER POINTIED TO AY -ICHAR~- It THE YARLASLE
TEST = CHAR(ICHAR)
DETERMINE IF THEC GURRENT CHARACTER L3 A4Y OF THISL STORFO IN ARRAY
=SYB= AND IF SO, 60 TJ THE STOTION OF PROGRAMAING JIFALTING WITH [HAT
CHARACTER R
DO 11 I=1,8 .
TE (TESTeEQeSYMBUT) ) 30 TO(15,16,20+23,25927+428+29) 1
COMTINUYSE
IF THi CURRENT CHARAGTIR IS NOT 0HE OF THOSE STORFEN LN -3YM3-
THEN A TEST IS MADE FOR A PFRIOu GR A ULGLIT FROY 7920 Tu NIN:,
THIS TEST IS ONLY MADE ONGCE SINGT L1F.A-SFAL.UR.INIEGLR HUMAFR I3 e
NOT FOUND A CLAG IS SET TO INJICATE THIS AND THT TEST NEEN NUT 3F
MADE AGAIN
IF(FLAG) GU TO 10
IF A PERIID (I.c. NECIMAL POINT) OR_A OLulT FROM 7ERO TJ NI IS
ENCOUNTEREL, THE FUAG =MUMBSH= IS 5FT. o o e
IF{TcSTeEQePERIVDORM {TEST 4G e LHO ANULTESTLLEL 1H®)) NUMASW=.TRUI,
FLAS- IS SET TO .TRUS. INDICATING THT TEST FuR A NUM3ER HAS 327N
MADE ONCE AiNd NEED NOT 3E @ADE AGAIN
FLAG = .TPUS.

Le~-3
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SHIER=5 » *¥* AND “OD
SHIER=2 o UNARY IJIPZRATORS, FUNCTTONs AMD SUDSCRIPTED VARIABLES
SHIER=7 » LOMMA
WAEN SHIER=F, ~SOURCE- DUTERMINIS WHICH U“uMY JD?QQTO?S, FU“”TTOV\
X SUBSCRIPTED VARITABLIS 4REC IMVILVID- e e S e
~OPSYCSK= IS5 USED T0 oToRE THE OP?NASQDo 5”3
~QHIER= IS Uxscy TU_STORE THE OrPERATOR HIFKAZCHY AND HAS JALUES
ASSIGHZD {FRJIM =3 TO +7) IN EXAUTLY THE SAME MANKRIR A5 IS DOMI
WITH =SHIIP-
“FLAT- 15 EQUIVALENGCC T3 -50UFL - AT T Ao PUGLUNING OF THS £2J624Y
PO DAL WITH ANY REAL JJANTTITISS TwAT AY B o ustY Iy JALDALATIONS
NGVL TAGT =500<Ge= 15 AN INTZboR Aweay
PROCESS A BLANK

IF(FLAGY CALL NUMBERICHARZNBEG,ICHAR)

G0 TO 19
PROCESS A PLUS

IFCNOT-FLAGY GO TO 17
TEST FOR A PLUS EXPONENT (E.Gs 10.E+45)
IF(CHAR(ICHAR-1} +EQeLtHELANDLNUMASSYHE GO TC 10

OBATIN THE MNUMBER FOLLOWING THE biUs SIGN AND STNRE IT IN THE
ARKAY =SOURCE~e cACH TIME A NUMARLR I3 RUGUIRES THIT-SURROUTING-n - -
~NUM3ER- IS J3£0 TO JUBTAIN IT

CALL NUMBER(ICHAR,NBSG,ICHAR
SO0uRGEIL) = 1

TEST FOR JUNARY QOPZRATIOM
IF L=1 ONLY ONc oHARAGTER HAS BEEN ENCOUNTERLD SO WE Axe DSALTHNG
WITH A UNARY 2LUS O MINUS
IFIL.EQ.1) 50 10 22
IF EITHFR OF THc FOLLOWING CONDITIONS AR TRUE WE ARE DEALING WTIH
A UNARY PLUS OR AINUS
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G0 10 24

(ONE ASTeRISK?

1o 5T42.0R(SHIERIL-1).EQ. L) 60 TN 22

WITH A VARIAZ
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GO TO 10
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PROCESS LEFT PARENTHESIS
IF(FUAGY CALL NJUMUER{CHARGNRBEG,ICHAR)
SHIER (L) = 1
LLVEL = LEVEL + 1 - e e s
GU T2 9
PRUCESS RIGHT PARENTHESIS
IF(FLAG) GALL NUMBER{CHAR,ZNABFG,ICHAR)
SHIC?2 (L) =
LEVEL = LEVEL - 1
GU T3 9 - e R -
PROCZSS COmMMA
IF(FLAG) CALL WUMBER{CHAR,N2TuL,ICHAR?
ZACH TIME A COMMA IS ENCQUNTEREZD IT I6 R9PLAGLy 3Y THe CHARACTEIR
STRING J)4( ANJ IN THIS 4AY LJALUATION OF EXPRFESSIONS [5 FORDED 7Y
PARENTHFSTS o e e e
SHIER (L) = 2
SHIZRIL+1) = 7
SHIER(L+2) = 1
SOURCE({L+1) = 1
L = L ¢ 2
Gg 10 9

DONE WITH FIRST PASS
AT THIS POINT THE SECOND PASS AS DESORIBED IN SEOGTION 1.3.2.1 BEGTNS
IFIFLAG) CALL NJMBER{CHARsNBEG ,ICHAR)

EXYOR EXISTS IF ONLY ONF OPL2ATOR HAS BEEN PISKED UP 03 IF THESE
S IAPROPCR NIZSTING OF IRACKETS o BN T
F

(LeE0e1.0.LCVELLNZWLD)Y GO TO 777

=I=-, ‘J-s ANJ =K= CORRISPOND TO THE SA&M7 VARTABLES GIven IN FIGURPE

1.6 J3F SECTION 1.3.2.1

THE COJING FRIM TAIS PIINT TQ THeo EN3 OF THE SU3ROUTINE ARRANGES

THE INPUT STRING IN PRIFIX POLI>H FORPM. IO FSTA3LISH- PREGEDENCE R
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TEST FOR A

PLACE ThE OPFRATOR OR SUUSAHRIPTEY VARIADLE NAAT IN TRE.
STACK AND ITS HIZ2ARCH! 1IN TAS ARRAY =nHIER-

OPSTCK{J) = SQURSE (D)

OHIER (J) = SHIER(I)
-JOP= KLEPS _TRAGK OF T4¢ NUMBER (FRUYM 1-5) OF TAZ SUBSZRLPTED
VARIABLE BEING EXAAINFD

JOP = 02S1CK(J) = 13 -
TEST FOR THE OCCURRENGCE OF A SUBSCRIPTEU VARIABLE AND _STORT TTS
STACK 20SITION (FoR PREFIXK POLISH REPRESINTATION IN THE ARRAY
~ARGLOC-

IFL0ATER L)+ EQe 5 AND. OPSTCKIJY 46T 1T) ARGLOCEJOP) = K

= + - o - e e e S

J = J+1

GO TO 41
TSST FOR A PEAL NUMBER
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